1：父类有默认构造器，子类默认调用父类的构造器，如果父类没有默认构造器，我们就要必须显示的使用super()来调用父类构造器，否则编译器会报错：无法找到符合父类形式的构造器。

2：其实在继承链中对象方法的调用存在一个优先级：this.show(O)、super.show(O)、this.show((super)O)、super.show((super)O)。

1. 经典案例：**public** **class** A {
2. **public** String show(D obj) {
3. **return** ("A and D");
4. }
6. **public** String show(A obj) {
7. **return** ("A and A");
8. }
10. }
12. **public** **class** B **extends** A{
13. **public** String show(B obj){
14. **return** ("B and B");
15. }
17. **public** String show(A obj){
18. **return** ("B and A");
19. }
20. }
22. **public** **class** C **extends** B{
24. }
26. **public** **class** D **extends** B{
28. }
30. **public** **class** Test {
31. **public** **static** **void** main(String[] args) {
32. A a1 = **new** A();
33. A a2 = **new** B();
34. B b = **new** B();
35. C c = **new** C();
36. D d = **new** D();
38. System.out.println("1--" + a1.show(b));
39. System.out.println("2--" + a1.show(c));
40. System.out.println("3--" + a1.show(d));
41. System.out.println("4--" + a2.show(b));
42. System.out.println("5--" + a2.show(c));
43. System.out.println("6--" + a2.show(d));
44. System.out.println("7--" + b.show(b));
45. System.out.println("8--" + b.show(c));
46. System.out.println("9--" + b.show(d));
47. }
48. }
49. **结果：**
50. 1--A and A
51. 2--A and A
52. 3--A and D
53. 4--B and A
54. 5--B and A
55. 6--A and D
56. 7--B and B
57. 8--B and B
58. 9--A and D

从上面的程序中我们可以看出A、B、C、D存在如下关系。

![http://img.blog.csdn.net/20131016194343781?watermark/2/text/aHR0cDovL2Jsb2cuY3Nkbi5uZXQvY2hlbnNzeQ==/font/5a6L5L2T/fontsize/400/fill/I0JBQkFCMA==/dissolve/70/gravity/SouthEast](data:image/png;base64,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)

首先我们分析5，a2.show(c)，a2是A类型的引用变量，所以this就代表了A，a2.show(c),它在A类中找发现没有找到，于是到A的超类中找(super)，由于A没有超类（Object除外），所以跳到第三级，也就是this.show((super)O)，C的超类有B、A，所以(super)O为B、A，this同样是A，这里在A中找到了show(A obj)，同时由于a2是B类的一个引用且B类重写了show(A obj)，因此最终会调用子类B类的show(A obj)方法，结果也就是B and A。

当超类对象引用变量引用子类对象时，被引用对象的类型而不是引用变量的类型决定了调用谁的成员方法，但是这个被调用的方法必须是在超类中定义过的，也就是说被子类覆盖的方法。例如：a2.show(b)；

这里a2是引用变量，为A类型，它引用的是B对象，因此按照上面那句话的意思是说有B来决定调用谁的方法,所以a2.show(b)应该要调用B中的show(B obj)，产生的结果应该是“B and B”，但是为什么会与前面的运行结果产生差异呢？这里我们忽略了后面那句话“但是这儿被调用的方法必须是在超类中定义过的”，那么show(B obj)在A类中存在吗？根本就不存在！所以这句话在这里不适用？那么难道是这句话错误了？非也！其实这句话还隐含这这句话：它仍然要按照继承链中调用方法的优先级来确认。所以它才会在A类中找到show(A obj)，同时由于B重写了该方法所以才会调用B类中的方法，否则就会调用A类中的方法。

所以多态机制遵循的原则概括为：当超类对象引用变量引用子类对象时，被引用对象的类型而不是引用变量的类型决定了调用谁的成员方法，但是这个被调用的方法必须是在超类中定义过的，也就是说被子类覆盖的方法，但是它仍然要根据继承链中方法调用的优先级来确认方法，该优先级为：this.show(O)、super.show(O)、this.show((super)O)、super.show((super)O)。

3： abstract不能与final并列修饰同一个类。abstract 不能与private、static、final或native并列修饰同一个方法。

4：接口本身就不是类，接口是用来建立类与类之间的协议，它所提供的只是一种形式，而没有具体的实现。所有方法访问权限自动被声明为public。确切的说只能为public，实现接口的非抽象类必须要实现该接口的所有方法。抽象类可以不用实现。可以使用 instanceof 检查一个对象是否实现了某个特定的接口。例如：if(anObject instanceof Comparable){}。在某种程度上来说，接口是抽象类的特殊化。

5：利用序列化实现对象的拷贝；

1. **public** **class** CloneUtils {
2. @SuppressWarnings("unchecked")
3. **public** **static** <T **extends** Serializable> T clone(T obj){
4. T cloneObj = **null**;
5. **try** {
6. //写入字节流
7. ByteArrayOutputStream out = **new** ByteArrayOutputStream();
8. ObjectOutputStream obs = **new** ObjectOutputStream(out);
9. obs.writeObject(obj);
10. obs.close();
12. //分配内存，写入原始对象，生成新对象
13. ByteArrayInputStream ios = **new** ByteArrayInputStream(out.toByteArray());
14. ObjectInputStream ois = **new** ObjectInputStream(ios);
15. //返回生成的新对象
16. cloneObj = (T) ois.readObject();
17. ois.close();
18. } **catch** (Exception e) {
19. e.printStackTrace();
20. }
21. **return** cloneObj;
22. }
23. }

1. **public** **class** Client {
2. **public** **static** **void** main(String[] args) {
3. //写封邮件
4. Email email = **new** Email("请参加会议","请与今天12:30到二会议室参加会议...");
6. Person person1 =  **new** Person("张三",email);
8. Person person2 =  CloneUtils.clone(person1);
9. person2.setName("李四");
10. Person person3 =  CloneUtils.clone(person1);
11. person3.setName("王五");
12. person1.getEmail().setContent("请与今天12:00到二会议室参加会议...");
14. System.out.println(person1.getName() + "的邮件内容是：" + person1.getEmail().getContent());
15. System.out.println(person2.getName() + "的邮件内容是：" + person2.getEmail().getContent());
16. System.out.println(person3.getName() + "的邮件内容是：" + person3.getEmail().getContent());
17. }
18. }
19. -------------------
20. Output:
21. 张三的邮件内容是：请与今天12:00到二会议室参加会议...
22. 李四的邮件内容是：请与今天12:30到二会议室参加会议...
23. 王五的邮件内容是：请与今天12:30到二会议室参加会议...

所以使用该工具类的对象只要实现Serializable接口就可实现对象的克隆，无须继承Cloneable接口实现clone()方法。

6：使用内部类最吸引人的原因是：每个内部类都能独立地继承一个（接口的）实现，所以无论外围类是否已经继承了某个（接口的）实现，对于内部类都没有影响。只能使用内部类才能实现多重继承了。

在成员内部类中要注意两点，第一：成员内部类中不能存在任何static的变量和方法；第二：成员内部类是依附于外围类的，所以只有先创建了外围类才能够创建内部类。

局部内部类是嵌套在方法和作用于内的，对于这个类的使用主要是应用与解决比较复杂的问题，想创建一个类来辅助我们的解决方案，到那时又不希望这个类是公共可用的

静态内部类：它的创建是不需要依赖于外围类的。 它不能使用任何外围类的非static成员变量和方法。

7：强制转换：Father father = new Father();           Son son = (Son) father;这个系统会抛出ClassCastException异常信息。在继承中，子类可以自动转型为父类，但是父类强制转换为子类时只有当引用类型真正的身份为子类时才会强制转换成功，否则失败。例： Father father = new Son();       Son son = (Son) father；

8：构造代码块：编译器会将代码块按照他们的顺序(假如有多个代码块)插入到所有的构造函数的最前端，这样就能保证不管调用哪个构造函数都会执行所有的构造代码块

1. **public** **class** Test {
2. /\*\*
3. \* 构造代码
4. \*/
5. {
6. System.out.println("执行构造代码块...");
7. }
9. /\*\*
10. \* 无参构造函数
11. \*/
12. **public** Test(){
13. System.out.println("执行无参构造函数...");
14. }
15. /\*\*
16. \* 有参构造函数
17. \* @param id  id
18. \*/
19. **public** Test(String id){
20. System.out.println("执行有参构造函数...");
21. }
22. }

等同于：

1. **public** **class** Test {
2. /\*\*
3. \* 无参构造函数
4. \*/
5. **public** Test(){
6. System.out.println("执行构造代码块...");
7. System.out.println("执行无参构造函数...");
8. }
10. /\*\*
11. \* 有参构造函数
12. \* @param id  id
13. \*/
14. **public** Test(String id){
15. System.out.println("执行构造代码块...");
16. System.out.println("执行有参构造函数...");
17. }
19. }
21. 运行结果
23. **public** **static** **void** main(String[] args) {
24. **new** Test();
25. System.out.println("----------------");
26. **new** Test("1");
27. }
28. ------------
29. Output:
30. 执行构造代码块...
31. 执行无参构造函数...
32. ----------------
33. 执行构造代码块...
34. 执行有参构造函数...

执行顺序静态代码块 > 构造代码块 > 构造函数。

9：在[Java](http://lib.csdn.net/base/java)中int类型数据的大小比较可以使用双等号，double和float类型则不能使用双等号来比较大小，如果使用的话得到的结果将永远是不相等，即使两者的精度是相同的也不可以。如果要比较的两个double数据的字符串精度相等，可以将数据转换成string然后借助string的equals方法来间接实现比较两个double数据是否相等。注意这种方法只适用于比较精度相同的数据，并且是只用用于比较是否相等的情况下，不能用来判断大小。

float类型: 使用Float.foatToIntBits转换成int类型，然后使用==。

double类型: 使用Double.doubleToLongBit转换成long类型，然后使用==。

10：判断一个对象是否是某个类的实例：用instancof或者if(s.getClass()==String.getClass())；覆写equals时推荐使用getClass进行类型判断。而不是使用instanceof。

1. **public** **class** Person {
2. **protected** String name;
4. **public** String getName() {
5. **return** name;
6. }
8. **public** **void** setName(String name) {
9. **this**.name = name;
10. }
12. **public** Person(String name){
13. **this**.name = name;
14. }
16. **public** **boolean** equals(Object object){
17. **if**(object **instanceof** Person){
18. Person p = (Person) object;
19. **if**(p.getName() == **null** || name == **null**){
20. **return** **false**;
21. }
22. **else**{
23. **return** name.equalsIgnoreCase(p.getName());
24. }
25. }
26. **return** **false**;
27. }
28. }
29. **public** **class** Employee **extends** Person{
30. **private** **int** id;
32. **public** **int** getId() {
33. **return** id;
34. }
36. **public** **void** setId(**int** id) {
37. **this**.id = id;
38. }
40. **public** Employee(String name,**int** id){
41. **super**(name);
42. **this**.id = id;
43. }
45. /\*\*
46. \* 重写equals()方法
47. \*/
48. **public** **boolean** equals(Object object){
49. **if**(object **instanceof** Employee){
50. Employee e = (Employee) object;
51. **return** **super**.equals(object) && e.getId() == id;
52. }
53. **return** **false**;
54. }
55. }

1. **public** **class** Test {
2. **public** **static** **void** main(String[] args) {
3. Employee e1 = **new** Employee("chenssy", 23);
4. Employee e2 = **new** Employee("chenssy", 24);
5. Person p1 = **new** Person("chenssy");
7. System.out.println(p1.equals(e1));
8. System.out.println(p1.equals(e2));
9. System.out.println(e1.equals(e2));
10. }
11. }

结果：true、true、false。但是p1即等于e1也等于e2，这是非常奇怪的，因为e1、e2明明是两个不同的类，但为什么会出现这个情况？首先p1.equals(e1)，是调用p1的equals方法，该方法使用instanceof关键字来检查e1是否为Person类，这里我们再看看instanceof：判断其左边对象是否为其右边类的实例，也可以用来判断继承中的子类的实例是否为父类的实现。他们两者存在继承关系，肯定会返回true了，而两者name又相同，所以结果肯定是true。

故覆写equals时推荐使用getClass进行类型判断。

11：String并不是基本数据类型，而是一个对象，并且是不可变的对象。查看源码就会发现String类为final型的（当然也不可被继承），而且通过查看JDK文档会发现几乎每一个修改String对象的操作，实际上都是创建了一个全新的String对象。

””、null、new String()三者的区别。null 表示string还没有new ，也就是说对象的引用还没有创建，也没有分配内存空间给他，而””、new String()则说明了已经new了，只不过内部为空，但是它创建了对象的引用，是需要分配内存空间的。

在字符串中存在一个非常特殊的地方，那就是字符串池。每当我们创建一个字符串对象时，首先就会检查字符串池中是否存在面值相等的字符串，如果有，则不再创建，直接放回字符串池中对该对象的引用，若没有则创建然后放入到字符串池中并且返回新建对象的引用。这个机制是非常有用的，因为可以提高效率，减少了内存空间的占用。所以在使用字符串的过程中，推荐使用直接赋值（即String s=”aa”），除非有必要才会新建一个String对象（即String s = new String(”aa”)）。

String name = ”I ” + ”am ” + ”chenssy ” ;

StringBuffer name = new StringBuffer(”I ”).append(” am ”).append(” chenssy ”);

对于这两种方式，你会发现第一种比第二种快太多了，JVM做了一下优化处理，其实String name = ”I ” + ”am ” + ”chenssy ” ;在JVM眼中就是String name = ”I am chenssy ”

字符串拼接：append()速度最快，concat()次之，+最慢；除append外其他两个在每次拼接时都创建了新对象。

12：所有被final标注的方法都是不能被继承、更改的，所以对于final方法使用的第一个原因就是方法锁定，以防止任何子类来对它的修改；父类的final方法是不能被子类所覆盖的，也就是说子类是不能够存在和父类一模一样的方法的。如果将一个方法指明为final，就是同意编译器将针对该方法的所有调用都转为内嵌调用。类似于c++中的内联，函数函数之间的调用其实是比较耗性能的，内联函数相当于在编译时直接拷贝一个代码的副本，省去了函数调用时内存跳转。但是如果内联函数很庞大会消耗多余的内存。

13: asList返回的是一个长度不可变的列表。数组是多长，转换成的列表是多长，我们是无法通过add、remove来增加或者减少其长度的。

14: 与ArrayList相似，但是Vector是同步的。所以说Vector是线程安全的动态数组。它的操作与ArrayList几乎一样。如果集合中的元素的数目大于目前集合数组的长度时，vector增长率为目前数组长度的100%,而arraylist增长率为目前数组长度的50%.如过在集合中使用数据量比较大的数据，用vector有一定的优势。

15: 由于TreeMap需要维持内部元素的顺序，所以它通常要比HashMap和HashTable慢。

16: Java中最常用的两种结构是数组和模拟指针(引用)，几乎所有的数据结构都可以利用这两种来组合实现，HashMap也是如此。实际上HashMap是一个“链表散列” ,HashMap底层实现还是数组，只是数组的每一项都是一条链.

17: 对于HashSet而言，它是基于HashMap来实现的，底层采用HashMap来保存元素, HashSet中的所有元素都是保存在HashMap的key中

18: fail-fast”机制的（也就是快速失败）。所谓快速失败就是在并发集合中，其进行迭代操作时，若有其他线程对其进行结构性的修改，这时迭代器会立马感知到，并且立即抛出ConcurrentModificationException异常，而不是等到迭代完成之后才告诉你（你已经出错了）。

19: 1、判断两个对象的hashcode是否相等，若不等，则认为两个对象不等，完毕，若相等，则比较equals。

 2、若两个对象的equals不等，则可以认为两个对象不等，否则认为他们相等。

20: treeMap 底层通过红黑树实现，一般用于单线程

21: “快速失败”也就是fail-fast，它是Java集合的一种错误检测机制。当多个线程对集合进行结构上的改变的操作时，有可能会产生fail-fast机制。记住是有可能，而不是一定。例如：假设存在两个线程（线程1、线程2），线程1通过Iterator在遍历集合A中的元素，在某个时候线程2修改了集合A的结构（是结构上面的修改，而不是简单的修改集合元素的内容），那么这个时候程序就会抛出 ConcurrentModificationException 异常，从而产生fail-fast机制。

在遍历过程中所有涉及到改变modCount值得地方全部加上synchronized或者直接使用Collections.synchronizedList，这样就可以解决。但是不推荐，因为增删造成的同步锁可能会阻塞遍历操作。或者使用CopyOnWriteArrayList来替换ArrayList。推荐使用该方案。CopyOnWriteArrayList为何物？ArrayList 的一个线程安全的变体，其中所有可变操作（add、set 等等）都是通过对底层数组进行一次新的复制来实现的。 该类产生的开销比较大，但是在两种情况下，它非常适合使用。1：在不能或不想进行同步遍历，但又需要从并发线程中排除冲突时。2：当遍历操作的数量大大超过可变操作的数量时。遇到这两种情况使用CopyOnWriteArrayList来替代ArrayList再适合不过了。CopyOnWriterArrayList的无论是从数据结构、定义都和ArrayList一样。它和ArrayList一样，同样是实现List接口，底层使用数组实现。在方法上也包含add、remove、clear、iterator等方法。CopyOnWriterArrayList不会抛ConcurrentModificationException异常。他们所展现的魅力就在于copy原来的array，再在copy数组上进行add操作，这样做就完全不会影响COWIterator中的array了。

22: 在使用asList时不要将基本数据类型当做参数。要使用基本数据类型的封装类型..asList返回的列表只不过是一个披着list的外衣，它并没有list的基本特性（变长）。该list是一个长度不可变的列表，传入参数的数组有多长，其返回的列表就只能是多长。

23: 使用subString方法来对String对象进行分割处理，同时我们也可以使用subList、subMap、subSet来对List、Map、Set进行分割处理. subList返回的SubList同样也是AbstractList的子类，同时它的方法如get、set、add、remove等都是在原列表上面做操作，它并没有像subString一样生成一个新的对象。所以subList返回的只是原列表的一个视图，它所有的操作最终都会作用在原列表上。对于子列表视图，它是动态生成的，生成之后就不要操作原列表了，否则必然都导致视图的不稳定而抛出异常。最好的办法就是将原列表设置为只读状态，要操作就操作子列表.. 例如，有一个列表存在1000条记录，我们需要删除100-200位置处的数据，可能我们会这样处理：list1.subList(100,200).clear();