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# UNIDAD 1. Conceptos Introductorios.

## Nivel de un lenguaje.

La CPU entiende instrucciones 1 y 0

Programa(RAM)

CPU

|  |
| --- |
| 011010 |
| 1010 |
| …. |

Los programadores escribían sus programas en binario. Hallerit invento las tarjetas perforadas.

Luego se creo Asembler ASM

Programa Fuente

011010

10101…

AX=10

BX=30

ASM

## Primer Lenguaje (Fortran)

FOR-TRAN = Formula Translation o Traductor de o formulas

Las versiones de posteriores de Fortran incluían *if-then-else-while-for*.

El fortran que transformaba, funciono bien después de 18 años en ser completadas.

*Arquitectura de un computador (“Humanamente perfecto”).*

El nivel de un lenguaje es la cercania al lenguaje binario.

* Python
* Prolog, Haskell
* Pascal, C++, C#
* C
* ASM
* Lenguaje Binario

# UNIDAD 2. Codigo Intermedio

**Código Intermedio**

ASM o Binario

Un código intermedio esta “escrito” en un lenguaje intermedio (o IL).

Un lenguaje IL es un lenguaje cercano al ASM, inventado por el diseñador del compilador y corre en una computador (maquina), imaginaria virtual.

* C
* **IL**
* ASM
* Lenguaje Binario

/\* JAVA

\*/

El IL de JAVA se llama byteCodes (RAW), es decir no esta comprimido, sin perdida de calidad.

JVM=Java Virtual Machine

Programa.jar

Instrucción 1 ⇒ JVM

Instrucción 2 ⇒ JVM

.

.

JAVA.exe – jar Programa.jar

.Net Framework

## Código de 3 direcciones

Abreviado en español: C3

Abreviado en ingles: 3AC (Tree Address Code).

Se puede decir que todos los IL actuales usan un C3. “Un código C3, dice que toda instrucción a lo sumo 3 direcciones de memoria”.

¿Qué entendemos por direcciones de memoria?

* Variables (normales y temporales)
* Procedimientos
* Etiquetas

Ejemplos.

X=t1+y //correcto

Z=x+t1-z //Error, hay 4 direcciones de memoria

T1=x\*z-p //Error, hay 4 direcciones de memoria

Convertir a C3

Int x,y,z,m,q;

-

-

Y=x\*y - z/m + q\*z;

**Solucion:**

Usamos variables temporales.

t1= x\*y //t1 es variable temporal

t2=z/m //t2 es temporal

t3=t1-t2 //t3 es temporal

t4=q\*z // t4 es temporal

y=t3+t4

k1

n=5

E1:

t1=(k<=n)

if (i=0) ⇒Goto E2

write(k)

inc k //k++

Goto E1

E2:

(.) Converir a C3 el siguiente código

If x>0

Then

Begin

Z=0;

Write(“El valor de z es”, z);

End.

**Solucion:**

t1=0

t2=(x > t1)

If (t2=0) ⇒ Goto E1

z=0

write(“El valor de z es”)

write(z)

E1: //fin

(.) Hacer un programa C3 que:

* Lea N (N>0)
* Produzca un triangulo formado por N líneas

e.g N=4

\*

\*\* N=4

\*\*\*

\*\*\*\*

Solucion:

Haremos un procedimiento leer N que lea (read) N y valide que N>0

### Procedimiento de lectura

E1:

writeS(“Introduzca N”)

read(N);

t1=0

t2=(N<=t1)

if (t2=1) ⇒ Goto E1

RET //return

Haremos un procedimiento

Linea k //k es var global

Que imprima en la consola k asteriscos

K=3 print

Call línea ⇒ \*\*\*

### Procedimiento de Linea

i=1

While(i<=k){

Print(“\*”);

I++;

}

For i=1 to k do

Begin

Print(“\*”);

End.

i=1

E1:

T1=(i <= k)

IF (T1=0) ⇒ Goto E2

writeS(“\*”)

inc i //i++

Goto E1

E2: RET

### Procedimiento $Main

N=4

For i=1 to N do

Begin

Linea();

NL();

End

Call leer N //leer N();

K=1

E3:

T1=(K <= N)

If (T1=0) ⇒ Goto E4

Call linea

NL

Inc K

Goto E3

E5: RET

--------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------

If (a<b){ //ExprBoole

Print(a+”es menor que”+b) //sentencias

}

If (ExprBoole){

Sentencias;

}

Respuesta:

C3- ExprBoole(ti) //ti: Cualquier nro de etiqueta

If(ti=0) ⇒Goto Ek //Ek: Finalizando la etqueta

C3-Sentencias //C3: Convertir a C3

EK:

--------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------

(.) Convertir A C3

If a<b || p!=5 {

P=s+a;

Print(p);

}

**Solucion:**

t1= (a<b)

t2=(p!=5) C3-ExprBoole(t3)

t3=(t1 or t2)

if(t3=0) ⇒Goto E1

p=s+a C3-Sentencias

write(p)

E1:

(.) Convertir a C3 la expresión aritmética

Z=[3+(x/y)\*t] mod 5; //Expresión aritmética

**Solucion:**

C3-Expr(ti)

Z=ti

**Ei:**

(.) Escriba un esquema de traducción para

While (ExprBoole) {

ExprBoole

Sentencias;

}

**Solucion**:

**true**

**false**

Ei:

C3-ExprBoole(tk)

Sentencias

If (tk=0) ⇒Goto Ef //Ef: salir del bucle

C3-Sentencias

Goto Ei:

**EF:**

Ef:

(.) Convertir a C3

While (x<y) && z≠0 {

x=z+3

y++;

}

**Solucion:**

E1:

t1=(x<y)

t2=0

t3=(z≠t2)

t4=t1 AND t3

if (t4=0) Goto E2

t5=3

x=z+t5

inc y

Goto E1

E2:

(.) Convertir a C3

While(x<y) {

X++;

While(z<=p) {

Print(“\*”)

}

}

**Solucion:**

*E1:*

T1=(x<y)

If (t1=0) Goto⇒E2

Inc x

*E3:*

T2=(z<=p)

If(t2=0) Goto⇒*E4*

writeS(“\*”)

*Goto⇒E3*

*E4:*

*Goto ⇒E1*

*E2:*

**Ei:**

**false**

**true**

ExprBoole

Sentencias

(.) Convertir a esquema de traduccion

REPEAT

Sentencias;

UNTIL ExprBoole;

**Solucion:**

Ei:

C3-Sentencias;

C3-ExprBoole(tk)

If (tk=0) Goto ⇒ Ei

(.)

if (ExprBoole) {

ExprBoole

Sentencias;

}

**Solucion:**

**true**

C3-ExprBoole

Sentencias

If (tk=0) ⇒ Goto Ef

**false**

C3-Sentencias

**Ef:**

Ef:

(.) Realizar un esquema de traduccion

If (ExprBoole) {

Sentencias;

}

Else{

Sentencias;

}

**Solucion:**

C3-ExprBoole(tk)

If (tk=0) Goto⇒Ea

C3-Sentencias1

Goto⇒Ef

Ea: //else

C3-Sentencias2

Ef: