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# Licensing

Copyright [Amazon.com](http://amazon.com/), Inc. or its affiliates. All Rights Reserved.   
SPDX-License-Identifier: Apache-2.0

GitHub: <https://github.com/babelfish-for-postgresql/babelfish_compass>

# What Is Babelfish Compass?

The Babelfish Compass tool (short for “**COMP**atibility **ASS**essment”) analyzes SQL/DDL code for one or more Microsoft SQL Server databases to identify the SQL features which are not compatible with Babelfish for PostgreSQL.

You can use Babelfish Compass to analyze the SQL/DDL code for your current SQL Server-based applications for compatibility with Babelfish. The purpose of this analysis is to gather information so you can make a Go/No Go decision about starting a migration project from SQL Server to Babelfish. For this purpose, Babelfish Compass produces an assessment report which lists -in great detail- all of the SQL features found in your SQL/DDL code, and whether or not these are supported by the latest version of Babelfish.

A new version of Babelfish Compass will be available as part of each Babelfish release containing new or changed functionality.

Note that Babelfish Compass is a stand-alone, on-premises tool. While Babelfish Compass is part of the Babelfish product, it is technically separate from Babelfish itself as well as from the Babelfish code, and is located in a separate GitHub repository.

# Compatibility with Babelfish for PostgreSQL

The Babelfish Compass tool supports the following Babelfish versions.   
In principle, any version of Babelfish Compass will support whichever Babelfish version the **BabelfishFeatures.cfg** file has been updated for. However, a full version of Babelfish Compass, also including fixes and enhancements, will in principle be published for every Babelfish release with added support for new T-SQL features.

|  |  |
| --- | --- |
| **Babelfish Compass version** | **Supported Babelfish versions** (includes versions supported by earlier releases, per below, as well as patch releases) |
| 2025-03 | 5.1.x (PG 17.4), 4.5.x (PG 16.8) |
| 2024-12 | 4.4.x (PG 16.6) |
| 2024-10 | 4.3.x (PG 16.4) |
| 2024-07 | 4.2.x (PG 16.3) |
| 2024-04 | 4.1.x (PG 16.2), 3.5.x (PG 15.6) |
| 2024-02 | 4.0.x (PG 16.1) |
| 2023-12[-a] | 3.4.x (PG 15.5) |
| 2023-10, 2023-11 | 3.3.x (PG 15.4) |
| 2023-06, 2023-08 | 3.2.x (PG 15.3) |
| 2023-03[-a] | 3.1.x (PG 15.2) |
| 2022-12 | 2.3.x (PG 14.6) |
| 2022-09, 2022-10, 2022-11 | 2.2.x (PG 14.5) |
| 2022-07, 2022-06[-a] | 2.1.x (PG 14.3/14.4) |
| 2022-03, 2022-04 | 1.2.x (PG 13.6) |
| 2022-02 | same as below |
| 1.2 (see note on version numbering below) | 1.1.x (PG 13.5) |
| 1.0, 1.1 | 1.0.x (PG 13.4) |

In February 2022, Babelfish Compass changed to a different version numbering schema (YYYY-MM) to avoid confusion with Babelfish version numbers. Consequently, Compass version 1.2 was followed by version 2022-02.  
Note that there are no Babelfish version 2.0.x and 3.0.x.

Minor versions not listed here, such as 1.4, 1.5 etc. are patch releases on top of the latest minor release listed (e.g. 1.2).

# Installing Babelfish Compass

## Prerequisites

Before installing Babelfish Compass, you must install a Java Runtime Environment (JRE) version 8 or higher (64-bit version).

Babelfish Compass produces compatibility assessment reports in HTML format. To view the HTML output, we recommend using a recent release of the Google Chrome or Mozilla Firefox browser.

On Mac/Linux, you need to be able to run a **bash** script (e.g. with **#!/bin/bash**).

## Downloading Babelfish Compass

Babelfish Compass is available as an open-source project at <https://github.com/babelfish-for-postgresql/babelfish_compass>.

A binary version can be downloaded from:  
<https://github.com/babelfish-for-postgresql/babelfish_compass/releases/latest> ; choose the most recent **BabelfishCompass\_**<version>**.zip** file.   
The installation instructions that follow are based on this version.

## Installation

Babelfish Compass is distributed as an executable JAR file, which requires no CLASSPATH settings. The only environmental requirement is that the Java JRE is in the PATH.

Installation steps on Windows:

1. Download the **BabelfishCompass.zip** file as detailed in the previous section.
2. Unzip the file so that the contents are placed in your installation directory of choice; this document will assume the file resides in **C:\BabelfishCompass.**
3. Do not install Babelfish Compass into **C:\Users\***username***\Documents\BabelfishCompass** since this is where the generated reports will be placed, and this location should be kept separate from the installation directory; Babelfish will not run when installed in this location.
4. If a previous installation is already present in your installation directory, you can overwrite the installation (but we recommend you make a backup copy first).
5. Installation is complete.

Installation steps on Mac/Linux:

1. Download the **BabelfishCompass.zip** file as detailed in the previous section.
2. Unzip this file so that the contents are placed in your directory of choice, for example **/home/***username***/BabelfishCompass** (Linux) or **/Users/***username***/BabelfishCompass** (Mac)
3. Do not install Babelfish Compass into **/home/***username***/BabelfishCompassReports** (Linux)or **/Users/***username***/BabelfishCompassReports** (Mac)**,** since this is where the generated reports will be placed, and this location should be kept separate from the installation directory; Babelfish will not run when installed in this location.
4. If a previous installation is already present in your installation directory, you can overwrite the installation (but we recommend you make a backup copy first).
5. Verify the **BabelfishCompass.sh** shell script is executable by running **./BabelfishCompass.sh** .  
   If it is not executable, run the command: **chmod +x BabelfishCompass.sh** .
6. Installation is complete.

# Running Babelfish Compass on Windows

To run Babelfish Compass on Windows, open a **cmd** prompt (a "DOS box") and navigate to the Babelfish Compass installation directory.

Then, select the command line options that you need to include when invoking Babelfish Compass. The command line options are detailed in the Command-line options section of this guide, or you can review them on the command line by running:

**C:\BabelfishCompass> BabelfishCompass**[**.bat**] **‑help**

Then, invoke **BabelfishCompass**[**.bat**] with your choice of command-line options.

Babelfish Compass usage typically starts by creating an assessment report file. The assessment report output file provides a detailed summary of the supported and unsupported SQL features in Babelfish for the analyzed SQL Server script(s). In the simplest usage case, a single SQL/DDL script is analyzed. To analyze a single script, simply specify a report name and an input file with your call to Babelfish Compass. For example:

**C:\BabelfishCompass> BabelfishCompass**[**.bat**] **MyFirstReport C:\temp\AnyCompany.sql**

This command creates an assessment report named **MyFirstReport**, containing the analysis for SQL/DDL script **AnyCompany.sql**.

When a report is created, BabelfishCompass will automatically:

1. Open an explorer window in the directory where the report files are stored.
2. Open the generated assessment report in the default browser.
3. Print the full pathname of the report file to **stdout**.

There are many additional command-line options you can include that support functionality to process multiple input scripts (for one application or multiple applications), generate more detailed output reports, and so on. See [Command-line options](#cmdlineopts) for details.

# Running Babelfish Compass (Mac/Linux)

To run Babelfish Compass on Linux, open a **bash** command prompt and navigate to the Babelfish Compass installation directory.

Then, select the command line options that you need to include when invoking Babelfish Compass. The command line options are detailed in the Command-line options section of this guide, or you can review them on the command line by running:

**$ ./BabelfishCompass.sh ‑help**

Then, invoke **BabelfishCompass.sh** with your choice of command-line options.

Babelfish Compass usage typically starts by creating an assessment report file. The assessment report output file provides a detailed summary of the supported and unsupported SQL features in Babelfish for the analyzed SQL Server script(s). In the simplest usage case, a single SQL/DDL script is analyzed. To analyze a single script, simply specify a report name and an input file with your call to Babelfish Compass. For example:

**$ ./BabelfishCompass.sh MyFirstReport /tmp/AnyCompany.sql**

This command creates an assessment report named **MyFirstReport**, containing the analysis for SQL/DDL script **AnyCompany.sql**.

When a report is created, BabelfishCompass will automatically:

1. Open a file browser in the directory where the report files are stored.
2. Open the generated assessment report in the default browser. Please note that on Linux, the browser will not open automatically; instead, simply open the file manually.
3. Print the full pathname of the report file to **stdout**.

There are many additional command-line options you can include that support functionality to process multiple input scripts (for one application or multiple applications), generate more detailed output reports, and so on. See [Command-line options](#cmdlineopts) for details.

# Reports, applications, and input files

The Babelfish Compass tool generates a report with a user-specified report name. The report is the result of analyzing one or more SQL/DDL scripts. In the simplest case, a single SQL/DDL script is analyzed. Babelfish Compass also supports combined analysis of multiple input scripts and multiple applications.   
Each input script is associated with an application name. By default, the application name is taken from the input script file name. For example, a script named **Accounts.sql** is created for an application named **Accounts**. You can specify the application name with the **-appname** flag. A report can cover multiple input scripts for the same application, as well as multiple scripts for different applications.

**Examples:**

The following command generates a report for a single input file, with an application named **Accounts**:

**BabelfishCompass MyReport C:\temp\Accounts.sql**

The following command generates a report for a single input file, with an application named **Sales**:

**BabelfishCompass MyReport C:\temp\ddl.20210913.sql -appname Sales**

The following command generates a report for multiple input files, with an application named **Sales**:

**BabelfishCompass MyReport C:\temp\ddl.20210913\*.sql -appname Sales**

The following command generates a report for multiple input files, with applications named **Accounts**, **Sales** and **HR:**

**BabelfishCompass MyReport C:\temp\Accounts.sql C:\temp\Sales.sql C:\temp\HR.sql**

When you create a report for multiple applications, the assessment can optionally indicate which applications contribute to a particular line item. To include this content, specify the **-reportoption apps** option. The report will contain lines in the following format:

**SOUNDEX() : 45 #apps=3: Accounts(16), Support(20), HR(9)**

This means 45 cases of the **SOUNDEX()** built-in function were found, in three applications as indicated.

## Report root directory location

By default, the Babelfish Compass report is created in the following location (the 'Compass report root' directory):

* **C:\Users\***username***\Documents\BabelfishCompass** (on Windows)
* **/Users/***username***/BabelfishCompassReports** (on Mac)
* **/home/***username***/BabelfishCompassReports** (on Linux)

A report is created as a **.html** file in a directory below this location. For example, on Windows, Babelfish Compass creates a report named **MyReport.html** in the following directory: **C:\Users\***username***\Documents\BabelfishCompass\MyReport**.

Technically, the location of the report root directory is determined by the value of **System.getProperty("user.home")** in Java. The locations shown above are typical defaults. It is currently not possible specify a different, user-defined location instead.

# Specifying the Babelfish version

By default, Babelfish Compass delivers a compatibility assessment for the most recent version of Babelfish, as indicated in the **BabelfishFeatures.cfg** file. You can perform an assessment for an earlier version of Babelfish by specifying the older version with the **-babelfish-version** option; for example:

**-babelfish-version 2.2.0**

The initial GA version of Babelfish was version 1.0.0. This is the oldest version you can specify.  
When the patch version (the third part in the version number) is omitted, '**.0**' is assumed: specifying **2.2** is equivalent to **2.2.0** .

# Command-line options

To display all of the command-line options, run **BabelfishCompass -help**. Note that all command-line options are optional:

* **-version**: displays the version of the Babelfish Compass tool.
* **-explain**: displays some high-level guidance on how to use the Babelfish Compass tool.
* **-encoding** <*encoding*>**:** specifies the encoding of the input files, if the files are not ASCII or the default encoding (this default is shown by **-help**).  
  The specified **-encoding** is applied to all input files. To process multiple input files with different encodings, import each file separately (with **-add**), specifying the correct encoding for each input file.   
  Unicode-formatted files with BOM bits are automatically detected and processed accordingly, so **-encoding** does not need to be specified.  
  To review a list of supported encodings, run **-encoding help**
* -babelfish-version <*version*>: performs the analysis for an older BBF version. See Specifying the Babelfish version for more information.
* **-add**: imports an additional SQL/DDL script to an existing report, performs an analysis, and generates a report.
* **-replace**: replaces an already-imported SQL/DDL script in an existing report, performs an analysis, and generates a report
* **- delete**: deletes all the files for an already existing report before recreating it.
* **-noreport**: performs an analysis without generating a report. This is useful when multiple files are imported; without **-noreport**, a report will be generated after every imported file. To generate a report after importing all files, include the **-reportonly** option.
* **-reportfile**: specifies the filename for the report. This does not affect the directory where the report files are located. See the [Examples](#examples).
* **-importonly**: imports the SQL/DDL script, but does not perform an analysis or generate a report. This can be useful when importing multiple files, as the analysis will otherwise be performed after every imported file.
* **-analyze**: performs an analysis on imported files, and generates a report. This can be used after importing files with **-importonly**, or to re-run an analysis on imported files from an earlier report (for example, when re-running the analysis when a later version of Babelfish has become available).
* **-userconfigfile** filename : as of v.2022-12, this specifies the user-defined **.cfg** file to be used (default = **BabelfishCompassUser.cfg**).
* **-optimistic** : as of v.2023-03, this is shorthand for specifying **-userconfigfile** **BabelfishCompassUser.Optimistic.cfg** (see [here](#optimistic))plus **-rewrite**.
* **-sqlendpoint** , **-sqllogin**, **-sqlpasswd**, **-sqldblist** : see[Automatic DDL generation](#autoddl)
* **-nooverride**: do not use classification/report group overrides fromthe user-defined **.cfg** file.
* **-noreportcomplexity**: as of v.2022-12, estimated complexity for not-supported items will not be included in the Compass report.
* **-list**: displays the files/applications that have been imported for a report.
* **-reportonly**: generates a report for already-imported and analyzed SQL/DDL scripts. Specify a report name; do not specify input files. This option is useful when generating additional detailed assessment reports, for example with a cross-reference or additional filtering (see **‑reportoption**).
* **-reportoption** <*options*>: specifies options for generating the final assessment report. Specify different options in a comma-separated list (without spaces), and/or by using multiple **‑reportoption** flags. The cross-reference is not generated by default, as this potentially makes the assessment report very long.  
  Possible options are:
  + **xref** or **xref=all**: generates two cross-references for all items that are marked as "not supported" or "review". One cross-reference is ordered by SQL feature, the other by objects for which such items were detected.  
    Warning: for large schemas, the report generated with **xref** (and even more so when combined with **status=all**), may become very large and may take longer to load in your browser. For this reason, the **xref** option is off by default, and you have to specify it explicitly with **-reportoption**.  
    In addition (v.2022-07 or later) object names are listed for which issues (or no issues) were identified by Compass. These lists can be reached by clicking on the "without issues" link in the Object Count section (without **xref**, this link is not present):
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* + **xref=feature** or **xref=object** generates only the cross-reference by feature, or by object, respectively.
  + **status=**<status>: with **xref**, specifies the categories for which the cross-reference should be generated. Without this option, a cross-reference is generated only for items marked as "not supported" or "review". To generate a cross-reference for a different category, specify (for example) **status=supported** or **status=ignored**. With **status=all**, a cross-reference for all items is generated.  
    Note that using this option can result in a longer assessment report.
  + **detail**: with **xref**, generates additional detail for a reported item. For example, when reporting an object which cannot be created, specifying **detail** will include the name of the object. The report may get significantly longer as a result.
  + **filter=**<string>: with **xref**, only includes items which match the specified string (case-insensitive). This can be useful when the generated cross-reference is very long, for example to cross-reference only specific items of interest. Note that the Summary section is not affected by this option.
  + **linenrs=**<number>: with **xref**, defines the maximum number of line numbers mentioned in the cross-reference before suppressing the rest and adding "**+** *NNN* **more**". By default, the maximum number is 10.
  + **notabs**: with **xref**, opens the hyperlinks to the original SQL source code in the same browser window instead of in a new tab. By default, a hyperlink opens in a new tab.  
    NB: For large SQL source files, it may take some time before the browser displays the desired line. If this takes too long, it is also possible to manually access the corresponding flat text file (same filename, but with a **.dat** suffix instead of **.html**).
  + **apps**: shows which applications contribute to a particular line item in the Summary section when a report covers multiple applications. For example, the following means that 45 cases of the **SOUNDEX()** built-in function were found, in three applications as indicated:

**SOUNDEX() : 45 #apps=3: Accounts(16), Support(20), HR(9)**

* + **batchnr**: with **xref**, displays the location of an item as a combination of the batch number in the file, the starting line number of the batch in the source file, and the line number in the batch. By default, the location is shown as the line number in the source file.
  + **hints**: (Compass v.2022-07 and later) lists all popup hints in the SQL Summary section at the end of the report (so that they can be read without requiring mouse action)
* **-quotedid** {**on**|**off**}: sets QUOTED\_IDENTIFIER at the start of each SQL/DDL script. Default is ON
* **-pgimport** **"**pg-connection-attributes**"**: creates a database table in a PostgreSQL database, and loads all captured items into the table. This table can then be accessed with SQL queries for further processing (see [Using -pgimport](#pgimport)). By default, this table is named **public.BBFCompass**, but a different name can be specified with **-pgimporttable**.  
  The PostgreSQL connection attributes are specified in a comma-separated list as follows: **host,port,username,password,dbname** . The import is performed through a script created in the **captured** subdirectory. This script uses the PostgreSQL **psql** utility, which must be installed on your system, and in your PATH.  
  Note that the password is not saved anywhere and not written to any file (including temporary files).
* **-pgimportappend**: with **-pgimport**, appends content to an already-existing PostgreSQL table. Without this option, **-pgimport** will drop the table if it exists, before recreating it.
* **-pgimporttable**: with **-pgimport**, specifies the name of the table to import the data into.
* **-rewrite**: for certain T-SQL constructs that are currently unsupported by Babelfish, performs automatic rewriting of the applicable syntax with T-SQL features supported by Babelfish (see [Automatic rewriting of unsupported features](#_Automatic_rewriting_of)).
* **-exclude** *<list>* : specifies a comma-separated list of file type suffixes to be excluded. By default, a series of file types are excluded (unless overridden with **-include**); to display these, use **-help exclude**.
* **-include** *<list>* : specifies a comma-separated list of file type suffixes to be included; only the filetypes specified with **-include** will be processed.
* **-recursive** : any subsequent directory names are processed recursively, using all files in the directory tree as input. Both **-include** and **-exclude** (if specified) are applied to any files found.  
  With **-recursive**, it is recommended to specify **-appname** as well, otherwise each input file will be assumed to represent a different application.
* **-noupdatechk** : do not perform a check for a newer version of Babelfish Compass
* **-importfmt** *<format>*: process an XML file from SQL Server Profiler with captured SQL queries (see [Processing captured SQL queries](#_Processing_captured_SQL))
* **-nodedup** : with **-importfmt**, do not perform de-duplication of captured SQL
* **-csvformat** { **default** | **flat** } : as of v.2023-08, with flat, generates the **.csv** file in a flat format rather than the default 'structured' format (see [User-defined estimates in .csv file](#_User-defined_estimates_in))
* **-anon**: as of v.2024-07, generates a Compass reports with anonymized customer details; see [The -anon option](#anon)
* **-nopopupwindow**: by default, the generated report is opened automatically in the default browser (on Windows/Mac) once the report is generated. With **-nopopupwindow**, this is suppressed (as of v.2024-12).

## Examples

Generate a default report without cross-references for an application named **Sales**:

**BabelfishCompass MyReport C:\temp\Sales.sql**

Generate a default report without cross-reference for an application named **Sales**,  
deleting the report directory first if it already exists:

**BabelfishCompass MyReport C:\temp\Sales.sql -delete**

Generate a report for applications named **Accounts** and **Sales**, cross-referencing all categories, including additional detail, and allowing up to 100 line numbers to be enumerated in the cross-reference:

**BabelfishCompass MyReport2 C:\temp\account\*.sql -appname Accounts -add -noreport**

**BabelfishCompass MyReport2 C:\temp\sales.sql -add -noreport**

**BabelfishCompass MyReport2 -reportoptions xref,status=all,detail,linenrs=100**

Display all files and applications imported for MyReport2:

**BabelfishCompass MyReport2 -list**

Re-run an analysis for an existing report, but specifically for Babelfish version 1.5.0 (this example assumes the latest version of Babelfish is later than 1.5.0):

**BabelfishCompass MyReport3 -analyze -babelfish-version 1.5.0**

Import all captured items into a PostgreSQL database table:

**BabelfishCompass MyReport3 -pgimport "mybighost.anycompany.com,5432,bob,B!gbob72,mydb"**

Generate a cross-referenced report named : **C:\...\BabelfishCompass\MyReport4\MyApp.xref.html**. (without the **-reportfile** option, the report file name would be something like **C:\...\BabelfishCompass\ MyReport4\report-MyReport4-2021-Sep-13-21.22.23.html**):

**BabelfishCompass MyReport4 C:\temp\MyApp.sql -reportfile MyApp.xref -reportoption xref**

Generate a combined report for applications **Sales** and two applications **Finance** and **Inventory**, each of which consists of a directory tree containing **.sql** files on multiple levels, and perform automatic rewriting where possible:

**BabelfishCompass MyReport5 -importonly C:\temp\Sales.sql**

**BabelfishCompass MyReport5 -add -importonly -appname Finance -recursive C:\Finance\install**

**BabelfishCompass MyReport5 -add -importonly -appname Inventory -recursive C:\Inventory\install**

**BabelfishCompass MyReport5 -analyze -rewrite -reportoption apps**

# Automatic rewriting of unsupported features

As of version 1.2 of Babelfish Compass, you can use the **-rewrite** option to address certain SQL features which are not currently supported by Babelfish, by rewriting the SQL feature in question in such a way that Babelfish is able to process it. One example is the MERGE statement.

* When not specifying the **-rewrite** option, the assessment report will include a section "**Automatic SQL Rewrite Opportunities**" which lists the SQL features that could be addressed with **-rewrite**, but without actually rewriting them.
* When specifying the **-rewrite** option, Babelfish Compass creates a subdirectory **rewritten** in the report directory, containing a copy of the original SQL source file in which specific features have been rewritten (if nothing is rewritten, no copy will be created in **rewritten**).  
  The assessment report will contain a section with the specific rewritten features. When **‑reportoption xref** is used, the cross-reference links in the 'rewritten' sections point to the rewritten SQL file (instead of to the original SQL file).

In a rewritten SQL file, the bottom of the file contains a list of all changes made by Babelfish Compass.

When using the **-rewrite** option, you should execute the rewritten SQL file against Babelfish instead of the original SQL file.

Notes:

* Using **-rewrite** may cause Babelfish Compass to run slower than without **-rewrite**, especially for large files in which many features are rewritten. For very large input files, it may therefore be practical to first run an analysis without **-rewrite**; when the Compass report indicates that rewrite opportunities were identified, then re-run Compass with the **-analyze -rewrite** flags.
* For dynamic SQL queries which contain unsupported-but-rewritable SQL features, no rewrite is performed. The SQL feature will be reported as 'Not Supported'.

# Files & Directories for a Report

An assessment report is an HTML file located in the report directory:

* On Windows: **%USERPROFILE%\BabelfishCompass\<***report-name***>**

A flat text version of the report is available in the same directory as the HTML file; this text version is named identically, but ends in **.txt** instead of **.html**.

The report directory contains multiple subdirectories as described below. You should not rename or edit the files in these subdirectories, as future invocations of Babelfish Compass for this report may no longer work correctly (or at all):

* **imported**: contains a copy of the original SQL/DDL input scripts. These are stored to allow re-running the analysis at a later time (for example, for a newer version of Babelfish). If the original input files used a specific encoding, the files in the imported directory are in UTF8 format.   
  These files have cryptic-looking names like **SalesDDL.sql.bbf~imported.SalesApp**: here, **SalesDDL.sql** is the name of the original input file and **SalesApp** is the application name for the application**. bbf~imported** is added by Compass. Do not rename these files!  
  For each imported file, an HTML version is also located in the **imported\html** directory. When generating a cross-reference in the assessment report, hyperlinks are generated to the actual line in the original document where the SQL feature was found.
* **imported\sym**: contains files with symbol table information, for Compass-internal use.
* **captured**: contains files that contain items that were captured during analysis. These are SQL features and options, which are reflected in the assessment report. When using the **-pgimport** option, the files in this directory are imported into a PG table.
* **log**: contains the session log file for each invocation of Babelfish Compass.
* **errorbatches**: is a directory created only when syntax errors were found in the imported SQL/DDL scripts. In this case, the input batches with the errors are saved in a file so that the user has access to this information. If desired, you can rename or delete these files as they are not used as input for any further processing steps.
* **rewritten**: contains rewritten input files as a result of using the **-rewrite** option. Only input files where actual rewriting was performed, will be present here.

# The BabelfishFeatures.cfg file

The compatibility assessment performed by the Babelfish Compass tool is driven by the file **BabelfishFeatures.cfg**, which is located in the Babelfish Compass installation directory. This file contains definitions of features that are (not) supported in a specific Babelfish version.

For each Babelfish release containing changes in functionality, a new version of the **BabelfishFeatures.cfg** will also be released as part of Babelfish Compass. When Babelfish Compass is already installed, the existing version of **BabelfishFeatures.cfg** should be replaced (overwritten) by the newer version of this file.

**BabelfishFeatures.cfg** should be treated as a read-only file: do not edit, modify, or rename the **BabelfishFeatures.cfg**; Babelfish Compass will detect changes, and terminate immediately.

SQL feature classifications  
The general principle behind **BabelfishFeatures.cfg** is that features which are not listed in this file are supported by Babelfish. Features that are not supported may fall in either of these categories:

* **Not Supported** : the feature is currently not supported by Babelfish.
* **Review Semantics** : the feature involves aspects which cannot be addressed by Babelfish, but requires review to determine whether or not it requires changes to be made as part of the migration process.
* **Review Performance** : the feature involves a performance-related aspect in SQL Server, and therefore you should review this carefully to determine if performance may be impacted when running on Babelfish.
* **Review Manually** : the feature cannot be assessed by Babelfish Compass, but needs to be manually examined. For example: **SET LANGUAGE @v** : Babelfish Compass cannot determine if **@v** contains a Babelfish-supported language name.
* **Ignored** : the feature is currently ignored by Babelfish.

## Example: BabelfishFeatures.cfg

The following example denotes that **ALTER VIEW** is not supported, and is reported in a group named **Views**:

**[ALTER VIEW]  
rule=create\_or\_alter\_view  
report\_group=Views**

The following example denotes that the only supported option for **FETCH** is **FETCH NEXT**; any **FETCH** options are reported in a group named **Cursors**:

**[FETCH cursor]  
rule=fetch\_cursor  
list=NEXT,PRIOR,FIRST,LAST,ABSOLUTE,RELATIVE  
supported-1.0.0=NEXT  
report\_group=Cursors**

For more information about the contents of **BabelfishFeatures.cfg**, see the file's header.

# The BabelfishCompassUser.cfg file (classification overrides)

As described in the previous section, the **BabelfishFeatures.cfg** file defines which features are or are not supported in a particular version of Babelfish. For SQL features that are not supported, you can override the classification defined by **BabelfishFeatures.cfg.** For this purpose, Babelfish Compass generates a file named **BabelfishCompassUser.cfg,** which is located inthe report root directory; see Report root directory location for more information. The default location of this file is **C:\Users\***username***\Documents\BabelfishCompass\BabelfishCompassUser.cfg** (on Windows). You can edit this file (unlike **BabelfishCompass.cfg**, which should not be modified by the user). **BabelfishCompassUser.cfg** is not overwritten when installing a new version of Babelfish Compass, as opposed to **BabelfishFeatures.cfg**, which will always be replaced in a new version of Babelfish Compass**.**

In v.2022-12, the user-defined **.cfg** file to be used can be specified with **-userconfigfile**; the default remains **BabelfishCompassUser.cfg**.

Use of the **BabelfishCompassUser.cfg** file is not recommended for new users of Babelfish Compass. However, if you are an experienced user, you can use **BabelfishCompassUser.cfg** to tailor your assessment reports by putting more or less focus on specific SQL features.

The user-defined **.cfg** file allows you to:

* Override the classification of a not-supported SQL feature (e.g. 'Ignored' instead of 'Not Supported')
* Override the default complexity estimate (see next section)
* Define a user-defined effort estimate (see next section)

**BabelfishCompassUser.cfg** contains all of the sections that are present in **BabelfishFeatures.cfg**, like **[Datatypes]** or **[Built-in functions]**. You shouldn’t modify these section headers, but can add certain items to a section, as described below.   
Note that any modifications made to the **BabelfishCompassUser.cfg** will not be saved or stored by Babelfish Compass. Ensure that **BabelfishCompassUser.cfg** is properly backed up.

Babelfish Compass will create the **BabelfishCompassUser.cfg** file if it does not exist. If new sections have been defined in **BabelfishFeatures.cfg,** which are not yet in **BabelfishCompassUser.cfg**, the new sections will be appended. If you manually delete sections from **BabelfishCompassUser.cfg**,those section will be appended again the next time Babelfish Compass runs.

Note:

* User-defined overrides are applied during analysis, and any overridden values are recorded in the captured items; the assessment report is generated from these captured items. When only generating a report (e.g. with **-reportonly**), no overrides will be applied.   
  When the user has modified override entries in **BabelfishCompassUser.cfg** and wants to apply this to a report, the **-analyze** flag should be used.
* When a user-defined override is applied, the captured items will reflect the values after the overrides have been applied; the original values have been lost. This means that it is not possible to determine for individual captured items whether an override was applied (for example, after using **-pgimport**).

## Example: overriding default classification and reporting group

By default, **CLUSTERED** indexes and constraints are classified as **Review Semantics** by Babelfish Compass. If you decide you don’t care about those aspects, and you want these to be ignored in the assessment report, the classification can be overridden in **BabelfishCompassUser.cfg** by adding **default\_classification=Ignored** :

**[CLUSTERED index]  
default\_classification=Ignored**

Likewise, the **FORMAT()** and **STR()** functions are not supported in Babelfish version 1.0.0, and will be reported accordingly. If you want these functions to be classified as **Review** **Manually** and reported under **Formatting** **functions**, then add the following lines to the section **[Built-in functions]** in **BabelfishCompassUser.cfg** :

**[Built-in functions]  
default\_classification-ReviewManually=FORMAT,STR  
report\_group-Formatting functions=FORMAT,STR**

Note that these changes only affect how SQL features are classified in the Babelfish Compass report. There is no impact on how Babelfish itself processes the SQL features for which you changed the classification.

For more information about possible modifications that you can make to **BabelfishCompassUser.cfg**, see the file's header.

## Predefined 'Optimistic' .cfg file

As of v.2023-03, a predefined file named **BabelfishCompassUser.Optimistic.cfg** is included with Babelfish Compass. After installing the new Babelfish Compass version, this file is copied from the installation directory to **C:\Users\***username***\Documents\BabelfishCompass** (on Windows) the next time Compass runs.   
When specifying **-userconfigfile BabelfishCompassUser.Optimistic.cfg** , various T-SQL features which are unsupported by Babelfish will be reclassified as 'Ignored', thus removing them from the list of 'Not Supported' features. This concerns T-SQL features that are unlikely to affect the actual application functionality and have a make-or-break effect on the success of migration the application, like ALTER DATABASE, or functions like FILEGROUP\_NAME().  
The reason for providing this **.cfg** file is that users are sometimes scared away from Babelfish by the initial Compass report which contains some of these 'false positive' T-SQL features. By removing these from the 'Not Supported' list, the Compass reports will present a more realistic -or, if you will, a more optimistic- view of how well the application qualifies for migration to Babelfish.   
This predefined 'optimistic' **.cfg** file is intended primarily for such first impressions when no deep dive on the actual T-SQL feature in the application is performed. Once the actual migration is undertaken, there is no reason to use this **.cfg** file since all actual SQL aspects in the application will need to be handled regardless.

Compass users can modify **BabelfishCompassUser.Optimistic.cfg** as any other user-defined **.cfg** file (see above) but should be aware that each new version of Compass may include a new copy of this file, which will overwrite the existing copy.Therefore, if users want to customize **BabelfishCompassUser.Optimistic.cfg**, they should rename this file and apply the customizations to the renamed copy – and use that copy with the **-userconfigfile** flag.

When using the **-optimistic** flag, this is equivalent to specifying **-userconfigfile BabelfishCompassUser.Optimistic.cfg** plus specifiying **-rewrite**.

# User-defined estimates & .csv file

The features in this section are aimed at advanced and experienced Compass users.

As of Compass version 2022-12, Compass supports a complexity estimate for not-supported items, as well as a user-defined effort estimate. A complexity estimate can be LOW, MEDIUM or HIGH reflecting a rough complexity estimate for resolving the item in question. The Compass report includes the complexity score for each non-supported item, displayed between square brackets:
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Compass defines a default complexity score, which can be overridden by the user (described below).   
In addition, Compass users can define an effort estimate in terms of minutes or hours, reflecting the amount of time it may take to address a particular non-supported item.

Compass generates a **.csv** file with the same filename as the report file, to assist advanced Compass users in qualifying/quantifying the migration work required to address not-supported items (as reported by Compass).   
The **.csv** file contains the complexity score (either Compass default or the user-defined override) as well as any user-specified effort estimates.

The **.csv** file is intended to be imported into a spreadsheet, and Compass user should add their own formulas to the spreadsheet for performing calculations.  
By specifying the **-noreportcomplexity** flag, the complexity scores will not be included in the Compass report; the **.csv** file containing the complexity scores will however always be generated.

## 'Flat' format for .csv file

As of version 2023-08, the **.csv** file can be generated in a 'flat' format (by using flag **-csvformat flat**) which may be more suitable for automated processing that the default 'structured' format.

As of version 2023-11, the **.csv** file contains an additional **ItemID** column allowing each item to be uniquely numbered. These numbers must be defined by the user: if a file named **BabelfishCompassItemID.csv** exists (in the Compass report root directory) , then the ItemID definition in that file will be picked up. When the file does not exist or when no itemID is specified for an item, a value of **-1** is assigned. A different file name can be specified with flag **-csvitemidfile** .

The file **BabelfishCompassItemID.csv** must be defined by the user and must be semicolon-delimited.

A line must follow this layout (also see [Example of BabelfishCompassItemID.csv](#_Example_of_BabelfishCompassItemID.c))  
  
**itemID; itemDescription ; hint** (optional)

Here, **itemID** is a number that will be assigned to the item with the text in the second field, using the steps described below. **itemDescription** is the actual text of an item as it is shown in the Compass report. The **hint** field is optional but allows specifying free text with solution hints that will copied into the final Compass-generated **.csv** file, overriding any default Compass hint, if present.

To match an **itemID** to an **itemDescription** in the report, the following steps are applied. When a match is found, processing stops for the item in question:

1. When an **itemDescription** contains one of the 3-char pattern strings **\d+** or **\w+**, the **itemID** is applied if the string and pattern match the start of the item being reported. These patterns are interpreted as standard POSIX regular expression patterns; other patterns are not supported and will be treated as literal text.
2. When an entry is identical to the item being reported, it is applied.
3. When an entry matches the start of the item being reported, it is applied.
4. If no matching value is found, **-1** is used.

Given this order of processing, the most specific **itemDescription** in the file should come before the more generic ones (like those with a pattern or only matching the start).

When matching, commas and semicolons are ignored (note that semicolons cannot be used anyway as the file must be semicolon-separated) and whitespace is collapsed.  
For a template for **BabelfishCompassItemID.csv** , see [Example of BabelfishCompassItemID.csv](#_Example_of_BabelfishCompassItemID.c) .

## Default complexity score values

The default, Compass-provided classifications LOW, MEDIUM or HIGH are intended as a rough, non-quantative indication of the level of effort required to resolve the non-supported items:

* LOW: fixing requires a very limited amount of effort, which is very simple and/or not dependent on how many times the item occurs. Remedies include global search-and-replace, use of an editor macro, or low-complexity manual editing etc.
* MEDIUM: fixing is possible but may require custom effort for every occurrence, and/or having to write some custom SQL code (like a SQL function or stored procedure to implement the desired functionality, and invoke it from the T-SQL code).
* HIGH: fixing may be complex, requiring potentially significant effort which may or may not be technically or economically feasible. For example, it may require rewriting/refactoring parts of the application and/or implementing parts of the functionality natively in PostgreSQL, possibly involve significant custom SQL coding.

## Complexity score estimates

The Compass user can override the default complexity scores by adding their own complexity scores in the **BabelfishCompassUser.cfg** file using the **complexity\_score** keys (see examples below).

It should be noted that the default Compass complexity scores are generalized and somewhat arbitrary since the experience and expertise of the team performing the migration is a much more deciding factor for the overall effort required. These Compass-provided complexity estimates should therefore be taken as very rough high-level guidance only; Compass users are urged to evaluate and adjust all values in the context of the actual customer application being analyzed.

The user-specific override values in **BabelfishCompassUser.cfg** can be LOW, MEDIUM or HIGH, but also an arbitrary number between 0 and 100 (so as to allow Compass users to use more detail).

When uploading analysis details into PG using the **-pgimport** option, the complexity score is available in column **misc**; user-defined effort estimates are uploaded as of version 2023-06.

Complexity score defaults  
As of v.2023-08, a default complexity can optionally be defined in the **BabelfishCompassUser.cfg** file for items with a particular status (except for status = 'Supported'). This default is applied when no complexity has been specified for an item in neither the **BabelfishFeatures.cfg** file nor the **BabelfishCompassUser.cfg** file. If no default is defined for a particular status value, MEDIUM will be assumed.   
The complexity defaults must be specified in a section  **[Complexity Score Defaults]** which must occur towards the top of the in the **BabelfishCompassUser.cfg** file before any of the regular sections.   
Example:

**[Complexity Score Defaults] # these complexity values are arbitrary examples; do not copy!**

**complexity\_score\_default\_NotSupported=high**

**complexity\_score\_default\_ReviewPerformance=high**

**complexity\_score\_default\_ReviewSemantics=low**

**complexity\_score\_default\_ReviewManually=low**

**complexity\_score\_default\_Ignored=low**

## Effort estimates

It is also possible to define your own effort estimates, expressed in minutes, hours or days, in the **BabelfishCompassUser.cfg** file using the **effort\_estimate** keys (see examples below). These values are not shown in the generated report, but only in the generated **.csv** file.  
As of release 2023-08, two values can be specified for the effort estimate, one for 'scaling' and one for 'one-time learning curve'. Here, 'scaling' is the estimated effort per occurrence of a particular item, and 'one-time learning curve' is an effort estimate that reflects the one-time effort that needs to be spent for devise a solution for a particular item. As an example, there could be a on-time learning curve effort estimate of 1 hour, and an additional scaling effort estimate of 5 minutes per occurrence.   
The effort estimates are specified as *<number><unit>***:***<number><unit>*, where the value before the '**:**' is the 'scaling' effort and behind the '**:**' is the 'one-time learning curve' effort. Either value is optional. When the colon id omitted, the value represents the 'scaling' effort.   
Examples (these all represent the same values: 10 minutes for each occurrence of an item, and 2 hours for the one-time learning curve for the type of item):

* **10m:2h**
* **10 mins : 2 hrs**
* **10 minute : 2 hours**

When user-defined effort estimates are used, these values will show up in additional 'Effort' columns in the **.csv** file: the first column is a textual representation of the user-configured value (e.g. '**5 minutes**' or '**1 hour**' or '**1 day**'), and the second is the corresponding number of minutes, for calculation purposes (e.g. **5** , **60**, **480** minutes, respectively).

Prior to 2023-08, only one effort estimate value could be specified, which represented 'scaling' effort.

When uploading analysis details into PG using the **-pgimport** option, as of v.2023-06, user-defined effort estimates for 'scaling' are available in column **misc2**; as of v.2023-08, user-defined effort estimates for 'one-time learning curve' are available in column **misc3**.

## Real-life effort estimate in executive summary

As of release 2023-11, if user-defined effort estimates have been specified, the executive summary at the top of the Compass report will contain a summary of the total estimated effort for functional SQL migration, like this:

**User-defined SQL migration effort estimate (excl. data migration, tuning, testing, etc.): 5 weeks (5 days/week, 8 hours/day)  
(based on user-defined estimates in MyCompassEffortEstimates.cfg)**  
The calculation of weeks/days is intended to provide a rough real-life, order-of-magnitude indication of the level of human effort required. Please note that this number is derived from the user's own effort estimate definitions. Compass is not providing such estimates itself. Interpreting and validating these effort numbers are the exclusive responsibility of the Compass user.   
The final number of weeks/days shown here depends on how many hours are counted per day (default=8), and days per week (default=5). Different values may however be desired to reflect some real-life considerations about time effectiveness. Such values can be defined by adding these lines to the user-defined **.cfg** file:

**effort\_estimate\_default\_Hours\_Per\_Day=6  
effort\_estimate\_default\_Days\_Per\_Week=4**

Note that this definition of hours/day is used only for calculating the final total effort in the executive summary section. When defining an effort estimate for a particular item as '1 day' (as described in the rest of this section), that means 8 hours or 240 minutes.  
When the number of days/weeks calculated as above is less than 2, it is rounded upwards to avoid showing an unrealistic small number.

Examples  
The precise way of specifying these values is explained a bit more in the header of the **BabelfishCompassUser.cfg** file. The sections in this file correspond to the same section in **BabelfishFeatures.cfg** (which you cannot edit yourself), and in most cases correspond quite obviously to the grouping of reported items in the Compass report.   
(NB. the actual values shown below are chosen arbitrarily and should not be used as guidance)

**[Built-in functions]  
complexity\_score-HIGH=SOUNDEX # complexity = HIGH for this function, if unsupported  
complexity\_score=LOW # complexity = LOW for any other unsupported function  
complexity\_score-60=COL\_LENGTH # complexity = 60 for this function, if unsupported**

**[Cursor options]  
effort\_estimate-4hours=SCROLL,FOR\_UPDATE # 4 hours for these options, if unsupported  
effort\_estimate=1hour:1day # 1 hour/1 day for other unsupp'd options**

Effort estimate defaults  
As of release 2023-08, default effort estimates can optionally be defined in the **BabelfishCompassUser.cfg** file for items with a particular status (except for status = 'Supported'). These defaults are defined by the lines **effort\_estimate\_default\_**{**NotSupported**|**Review**…**Ignored**} as shown below, and are applied when no effort estimate has been specified for an item in neither the **BabelfishFeatures.cfg** file nor the **BabelfishCompassUser.cfg** file. In case no effort estimate default is defined, then an effort estimate default for the complexity of the item is used, as defined below by lines **effort\_estimate\_default\_**{**low**|**high**} . If the latter is not defined either, zero effort is assumed.

The effort estimate defaults must be specified in a section  **[Effort Estimate Defaults]** which must occur towards the top of the in the **BabelfishCompassUser.cfg** file before any of the regular sections.   
Example:

**[Effort Estimate Defaults] # these effort estimate values are arbitrary examples; do not copy!**

**effort\_estimate\_default\_high=1h:4h**

**effort\_estimate\_default\_medium=10m:30m**

**effort\_estimate\_default\_low=1m**

**effort\_estimate\_default\_NotSupported=30m:1h**

**effort\_estimate\_default\_ReviewPerformance=1h:2h**

**effort\_estimate\_default\_ReviewSemantics=15m**

**effort\_estimate\_default\_ReviewManually=5m**

**effort\_estimate\_default\_Ignored=1m**

# Uploading details into PostgreSQL with -pgimport

The **-pgimport** flag lets you load all captured items into a PostgreSQL table. From there, you can perform customized additional operations on this data. Before you can use **-pgimport**, the [PostgreSQL psql client](https://www.postgresql.org/docs/current/app-psql.html) needs to be installed on your system, and needs to be in your session's PATH.   
By default, data is imported into a table named **public.BBFCompass**, but a different name can be specified with the **-pgimporttable** option.

Note: when using the **-pgimport** flag, any user-defined complexity estimates or effort estimates in the user-defined **.cfg** file will only be included in the uploaded data when the user-defined **.cfg** file is specified together with **-pgimport** (for the "optimistic" **.cfg** file, you can specify **-optimistic** instead).

Examples of what you may be able to do with **-pgimport**:

* Run SQL queries to find objects with a complex combination of attributes. For example: find all SQL functions with at least two parameters, including a MONEY-type parameter, a SMALLDATETIME result type, and a table variable operation in the function body.
* The Babelfish Compass assessment report deliberately does not report any 'compatibility percentage', because it is difficult to define such a number in a meaningful way. A simple way to calculate such a percentage would be to take the ratio of non-supported features vs. supported features. However, some unsupported features may be very difficult to work around while other may be easy. Yet, they would both weigh equally heavy in such a calculation.   
  You can decide how to calculate a viable compatibility percentage for your evaluation. For example, you could write a SQL-based application that assigns different weights to different non-supported features, thus calculating a more realistic compatibility percentage on the basis of the captured items that were loaded with **-pgimport**.  
  Note: any such calculations are the exclusive responsibility of the Babelfish Compass user.
* When a migration opportunity is discussed, a key question is to estimate the time and cost of performing a migration. While this question is realistic, the Babelfish Compass tool does not attempt to make any estimates with respect to the amount of time or effort it may require to address the non-supported issues that were identified. The reason is that the actual effort required will be highly dependent on skills and experience of the individuals doing the actual work (picture a team of seasoned DBAs with decades of database experience vs. a team of newly arrived university graduates). Since it is not realistic to generalize such effort estimates, Babelfish Compass does not attempt this.  
  However, you could try to build such functionality yourself on the basis of the captured items that were loaded with **-pgimport**. Imagine an experienced team of migration experts who have collected detailed data points from their past migration projects; such a team might be able to quantify the effort required for the non-supported items in the Babelfish Compass assessment report, specifically aimed at their own team with their specific experience. The **-pgimport** function makes it possible to build an application using the imported items for making effort estimates.   
  Note: any such estimates are the exclusive responsibility of the Babelfish Compass user.

## Schema for imported items

When you include the **-pgimport** flag, Babelfish Compass creates a PostgreSQL table with the following definition:

**CREATE TABLE BBFCompass(**

**babelfish\_version VARCHAR(20) NOT NULL,**

**date\_imported TIMESTAMP NOT NULL,**

**item VARCHAR(200) NOT NULL,**

**itemDetail VARCHAR(200) NOT NULL,**

**reportGroup VARCHAR(50) NOT NULL,**

**status VARCHAR(20) NOT NULL,**

**lineNr INT NOT NULL,**

**appName VARCHAR(100) NOT NULL,**

**srcFile VARCHAR(300) NOT NULL,**

**batchNrinFile INT NOT NULL,**

**batchLineInFile INT NOT NULL,**

**context VARCHAR(200) NOT NULL,**

**subcontext VARCHAR(200) NOT NULL,**

**misc VARCHAR(20) NOT NULL,  
misc2 BIGINT NOT NULL, -- as of v.2203-06**

**misc3 BIGINT NOT NULL -- as of v.2203-08**

**);**

The columns represent the following:

* babelfish\_version : is the Babelfish version for which analysis was performed.
* date\_imported : is the date/time that -pgimport ran.
* item : is a line item as shown in the report.
* itemDetail : is additional info about a line item.
* reportGroup : is the report group as show in the report.
* status : is the classification of the item; for example, **SUPPORTED** or **NOTSUPPORTED**.
* lineNr : is the line number of the item in the T-SQL batch.
* appName : is the application name.
* srcFile : is the SQL source file name.
* batchNrInFile : is the batch number of the T-SQL batch in SQL source file.
* batchLineInFile : is the line number in the file at the start of the batch.
* context : is the name of an object, or T-SQL batch.
* subContext : is the (optional) name of a table in the object.
* misc : as of 2022-12: complexity score; in previous versions: not used.
* misc2 : added in 2023-06: 'scaling' effort estimate in minutes, if defined.
* misc3 : added in 2023-08: 'one-time learning curve' effort estimate in minutes, if defined.

## Example queries

You can run SQL queries against the imported items to derive information on a more detailed level than can be presented in the Compass report Some examples are shown below.   
On large tables, performance may benefit from adding indexes to one or more columns of this table. This is left for the user to explore.

**Example 1: complex filtering**  
To find this information:

*"find all SQL functions with at least two parameters, including a MONEY-type parameter, a SMALLDATETIME result type, and a table variable operation in the function body"*

…use this SQL query:

select distinct context from BBFCompass

-- filter on table variable operation:

where item like '% @tableVariable'

-- filter on function with >= 2 parameters:

and context in (

select context from BBFCompass

where context like 'FUNCTION %'

and item like '% parameter'

group by context

having count(\*) >= 2)

-- filter on MONEY-type parameter:

and context in (

select context from BBFCompass

where context like 'FUNCTION %'

and item like 'MONEY %function parameter%')

-- filter on function result type:

and context in (

select context from BBFCompass

where context like 'FUNCTION %'

and item like 'SMALLDATETIME %scalar function result%')

**Example 2: object dependencies**  
As of release 2023-10, it is possible to extract object dependencies from the uploaded data (for reports generated by previous Compass releases, data for object dependencies is incomplete). Use this query:

select \* from (

select 'SELECT' as DMLStatement, itemDetail as objectReferenced, 'SELECT' as accesstype, context from public.BBFCompass where item like 'SELECT FROM @tableVariable%'

union all

select reportgroup as DMLStatement, itemDetail as objectReferenced, item as accesstype, context from public.BBFCompass where status='OBJECTREFERENCE' and reportgroup <> 'DDL'

union all

select substring(item from E'^(.+?)\\W') as DMLStatement, itemDetail as objectReferenced, 'SELECT' as accesstype, context from public.BBFCompass where item similar to '(INSERT|UPDATE|DELETE|MERGE) @tableVariable%' and item not like 'Cross-database%'

union all

select substring(item from E'^(.+?)(\\W|$)') as DMLStatement, itemDetail as objectReferenced, substring(item from E'^(.+?)(\\W|$)') as accesstype, context from public.BBFCompass where item similar to '(INSERT|UPDATE|DELETE|MERGE)%' and item not like '%(target)%' and item not like '%@tableVariable%'

union all

select item as DMLStatement, itemdetail, item as accesstype, context from public.BBFCompass where item like '%SELECT..INTO%'

union all

select 'INSERT..EXECUTE' as DMLStatement, itemDetail as objectReferenced, 'INSERT' as accesstype, context from public.BBFCompass where item like 'INSERT..EXECUTE%'

union all

select 'EXECUTE' as DMLStatement, itemDetail as objectReferenced, 'EXECUTE' as accesstype, context from public.BBFCompass where item like 'EXECUTE %'

union all

select item as DMLStatement, itemDetail as objectReferenced, item as accesstype, context from public.BBFCompass where reportgroup = 'DDL' and item not like 'Option %' and item not like 'Constraint %' and item not like 'Index%' and item not like 'CREATE INDEX%' and context not like 'TABLE %' and subcontext not like 'TABLE %'

union all

select item as DMLStatement, itemDetail as objectReferenced, item as accesstype, context from public.BBFCompass where item in ('TRUNCATE TABLE') ) t

where context not like 'TABLE %'

order by context;

# Processing captured SQL queries

Apart from server-side DDL, also client-side SQL queries should be considered during a database migration. When capturing client-side SQL queries as described below, Babelfish Compass can extract the SQL queries from the capture files and perform a Compass assessment on them.   
In order to process capture files, specify the command-line option **-importfmt** *format*, as shown below.Since captured SQL often contains many near-duplicate statements that only differ in the value of a lookup key or a constant, by default Compass de-duplicates the captured SQL prior to analysis. De-duplication is performed by masking the values of all string/numeric/hex constants.   
To suppress de-duplication, specify the command-line option **-nodedup**.

The extracted and de-duplicated SQL queries/batches are saved into a file in directory **extractedSQL**: a file named **MyCapture.xml** will be saved into **extractedSQL/MyCapture.xml.extracted.sql**. This file is then used as input for the Compass analysis.

## SQL Server Profiler

To capture SQL statements with SQL Server Profiler, take these steps:

1. In SQL Server Profiler, under "Trace Properties", use the **TSQL\_Replay** template
2. Initiate the tracing in SQL Server Profiler
3. Run the client application against the SQL Server database
4. When done capturing the client application's SQL, save the captured results (in SQL Server Profiler) with **Save As**🡺**Trace XML File for Replay** . This creates an XML file containing the captured SQL batches.
5. Run Babelfish Compass with the just-created XML file as input, and specify the command-line option **-importfmt MSSQLProfilerXML** 
   * The extracted SQL batches are saved into a file in directory **extractedSQL**: a file named **MyCapture.xml** will be saved into **extractedSQL/MyCapture.xml.extracted.sql**

## SQL Server Extended Events

To capture SQL statements with SQL Server Extended Events, take these steps:

1. Run the client application against the SQL Server database
2. Use SQL Server Extended Events to capture SQL queries
3. Extract the captured events from the **.xel** file as **.xml** files containing <event…> … </event> XML documents. Note that the **.xel** files cannot be processed by Compass.
4. Run Babelfish Compass with the XML file as input, and specify the command-line option **-importfmt extendedEventsXML**

## Examples

**BabelfishCompass MyReport C:\temp\MyProfilerCapture.xml -importfmt MSSQLProfilerXML**

**BabelfishCompass MyReport C:\temp\MyXECapture.xml -importfmt extendedEventsXML**

# Automatic DDL generation

As of Babelfish Compass release 2023-06, Compass may optionally perform the DDL generation directly for the SQL Server database(s) for which analysis needs to be performed. This means that the Compass user does not have to manually generate the DDL script using SQL Server Management Studio. This may not always be the most optimal solution (see below), but it can simplify the overall process.

## Command-line options

To let Babelfish Compass perform the DDL generation, the following command-line options must be specified. Compass will then connect to the SQL Server, generate the DDL file(s), and run a Compass analysis on the generated files:

* **-sqlendpoint** : the hostname or IP address of the SQL Server; optionally, the port number can also be specified (e.g. **10.123.45.67** or **mybigbox,1433**).
* **-sqllogin** : the login name to connect to the SQL Server; this login should typically be a member of the **sysadmin** role so as to have permission to generate the DDL.
* **-sqlpasswd** : the corresponding password.
* **-sqldblist** : optional; when omitted or when 'all' is specified, DDL is generated for all user databases in the server; alternatively, a comma-separated list of database names can be specified.

Notes:

* While generating DDL, Compass creates a network connection to the SQL Server specified, through a Powershell script (see below).
* When one of options **-sqlendpoint** , **-sqllogin** or **-sqlpasswd** is specified, the others must be specified as well.
* These options cannot be combined with specifying input files; also, this cannot be used to add DDL files to an existing report with **-add** or **-replace**, so you must either create a new report or use the **‑delete** flag. Other Compass options such as **-rewrite** , **-optimistic** and **-reportoption** can be specified as usual.
* One DDL file is generated per T-SQL user database. When more than one database is processed, the flag **-reportoption apps** is automatically applied so that the Compass report shows how the T-SQL features are distributed over the different databases.
* The DDL files are generated into a directory named similar to **CompassAutoDDL-2023-Jun-07-13.22.51** under your session's **%TEMP%** location (on Windows) or **/tmp** (Mac/Linux). The directory is reported by Compass on the console output. The directory is not deleted afterwards so the original DDL files are retained.
* The speed of generating the DDL is highly dependent on the network proximity to the SQL Server since this involves many client-server roundtrips. When a few thousand objects exist in the database, it may take minutes to hours to complete, depending on the network proximity.  
  You can tell that DDL generation has completed when the message '**DDL generated in** *<directory>*'occurs, and Compass starts its analysis of the generated DDL.  
  If it takes an unreasonably long time to generate the DDL, then you might want to consider to use SQL Server Management Studio instead.
* Even with optimal network connectivity, generating the DDL will likely take more time than analyzing it by Compass.
* On Windows, if the password contains a **^** character (a.k.a. 'caret', 'circumflex', or SHIFT-6), enclose the password in double quotes since this is an escape character in Windows .bat and Powershell.

## How it works

Babelfish Compass uses .Net SQL Management Objects (SMO) to perform the DDL generation. Compass invokes a Powershell script named **SMO\_DDL.ps1**, which is located in the Babelfish installation directory. This script uses SMO and connects to the SQL Server specified by the user, requiring a network connection.  
  
On Windows, Powershell is available by default. On Linux and Mac, Powershell first needs to be installed by the user before running Compass (see <https://learn.microsoft.com/en-us/powershell/scripting/install/installing-powershell-on-linux>) .

When Powershell script **SMO\_DDL.ps1** is invoked, it will install SMO if needed (typically this only happens when it runs for the first time); this installation may take some time, and requires a network connection.  
On Windows, in order to run the Powershell script, your Windows environment must have the 'Powershell Execution Policy' set to **Unrestricted**; in release 2023-08, Compass checks this and tells you whether the setting is as required.  
  
This Powershell script, and the installation of SMO, have been tested successfully on Windows, Linux and Mac. However, in rare cases installing SMO might fail. The remedy would be to install SMO manually but that may not be trivial given that the installation steps in the script have already failed (this user guide does not provide guidance how to install SMO manually). Alternatively, use the manual approach to generate DDL via SQL Server Management Studio.

## Generating only DDL

The script **SMO\_DDL.ps1** can also be used stand-alone to generate DDL. This can be useful when there are many SQL Server instances and/or many databases per instance, and perhaps you want to inspect or consolidate the DDL scripts before running a Compass analysis on them. For instructions how to run the script stand-alone, see the header of the script.

Notes:

* Do not make any changes to the **SMO\_DDL.ps1** script, since Compass expects this script to be available without any changes. If you want to make changes, take a copy and modify the copy.
* As above, Powershell needs to be installed and available.

## Example

C:\BabelfishCompass> **BabelfishCompass.bat SMOTest -sqlendpoint mybigbox -sqllogin sa -sqlpasswd MyS3cret -sqldblist Sales,Ledger**

Babelfish Compass v.2023-06, June 2023

Compatibility assessment tool for Babelfish for PostgreSQL

Copyright Amazon.com, Inc. or its affiliates. All Rights Reserved.

Reading BabelfishFeatures.cfg

Latest Babelfish version supported: 3.2.0: BabelfishFeatures.cfg

Reading C:\Users\johnsmith\Documents\BabelfishCompass\BabelfishCompassUser.Optimistic.cfg

Running Powershell/SMO script to generate DDL for server 'mybigbox' into directory C:\Users\johnsmith\AppData\Local\Temp\CompassAutoDDL-2023-Jun-07-13.22.51...

Note: run times strongly depend on network proximity to the SQL Server. Alternatively, generate DDL manually through SQL Server Management Studio on the SQL Server host.  
You can abort by hitting CTRL-C

DDL generated in C:\Users\johnsmith\AppData\Local\Temp\CompassAutoDDL-2023-Jun-07-13.22.51 :

Volume in drive C is OSDisk

Volume Serial Number is FC25-F714

Directory of C:\Users\johnsmith\AppData\Local\Temp\CompassAutoDDL-2023-Jun-07-13.22.51

07-Jun-2023 13:24 <DIR> .

07-Jun-2023 13:24 <DIR> ..

07-Jun-2023 13:24 1,959,008 Ledger\_SMO\_DDL\_2023-Jun-07.sql

07-Jun-2023 13:23 925,052 Sales\_SMO\_DDL\_2023-Jun-07.sql

2 File(s) 2,884,060 bytes

2 Dir(s) 204,604,514,304 bytes free

Creating C:\Users\johnsmith\Documents\BabelfishCompass\SMOTest

Run starting : 07-Jun-2023 13:22:51 (Windows)

BabelfishFeatures.cfg file : v.3.2.0, Jun-2023

Target Babelfish version : v.3.2.0 (PG 15.3)  
Command line arguments : SMOTest -sqlendpoint mybigbox -sqllogin sa -sqlpasswd \*\*\*\*\*\*\*\* -sqldblist Sales,Ledger

[…rest of Compass session…]

# Security

The Babelfish Compass tool is a stand-alone, on-premises program which does not store any confidential or sensitive information: all information stored is derived from the SQL/DDL scripts which the user provides as input.

The Babelfish Compass tool operates offline and does not perform any network access, with these exceptions:

* The **-pgimport** option, which connects to a PG instance.
* The automatic DDL generation with **-sqlendpoint**, **-sqllogin**, **-sqlpasswd**, which connects to a SQL Server instance.
* The automatic check-for-updates, which connects to GitHub (see below).

Other than in these cases, the Babelfish Compass tool makes no network connections that are invisible to the user. Also, Babelfish Compass does not "phone home".

## The -pgimport option

The **-pgimport** option connects to a PostgreSQL instance and loads captured items into a database table.   
Technically, Babelfish Compass creates files **pg\_import.bat** (on Mac/Linux, **pg\_import.sh**) and **pg\_import.psql** in the **captured** directory. The **pg\_import.bat**/**pg\_import.sh** file executes **pg\_import.psql**, which runs a **CREATE** **TABLE** and a **COPY** statement in PostgreSQL.   
Babelfish Compass executes this function by spawning a subprocess to run **pg\_import.bat**/**pg\_import.sh**.   
To make a connection to the PostgreSQL instance, the user must specify connection attributes on the Babelfish Compass command line, including the PostgreSQL username and password. These connection attributes are not written to any file, but are supplied as environment variables in the short-lived spawned subprocess. These environment variables are not accessible from outside the spawned subprocess.  
Note that the connection attributes may be accessible through the command-line history in the command-line session that runs Babelfish Compass.  
As for the uploaded captured items, it is assumed that the user owns the PostgreSQL instance and is responsible for granting access to the uploaded data.

## The -sqlpasswd option

When using the **-sqlpasswd** option (see [Automatic DDL generation](#autoddl)), the specified password is passed on to the Powershell script. This script connects to the SQL Server specified with **-sqlendpoint**. The password itself is not stored or logged anywhere by Babelfish Compass. The **-sqlendpoint** and **‑sqllogin** options are included in the Compass report header under "Command line arguments".  
Note that the password and other connection attributes may be accessible through the command-line history in the command-line session that runs Babelfish Compass.

## The -anon option

In v.2024-07, the **-anon** option anonymizes the data in the report by removing or renaming all customer-specific identifiers and names. Only the report name is kept unchanged.  
Customer-specified identifiers are either replaced by the word **anonymized** or by **procedureN**, **functionN**, **dbN**, **appN** (etc), where **N**=1,2,3,…  
This option can be used to address potential customer concerns about customer-specific metadata being shared outside the customer organization. By specifying **-anon**, Compass reports can be shared without disclosing any customer-specific details.

When specifying **-anon**, the option **-reportoption xref** cannot be used.

## Automatic update check

Starting with Babelfish Compass version 2022-04, Compass checks whether a more recent version of itself is available at GitHub by making a REST call to GitHub repository. If so, it will print a message to inform the user, but not take any further action: the user must still download and install the update manually.   
No information about these REST calls is collected or stored, other than by GitHub's default behavior.

To suppress the update check, specify the **-noupdatechk** option.

# Scaling Compass: Analyzing Multiple Applications

In most cases where Babelfish is considered, the focus is on a single specific application only.   
In case there are have multiple applications, the default approach would be to run Compass for each application and produce one Compass report for each application.   
In some cases it may be more convenient to generate a single combined Compass report for multiple applications. The key to generating such a report is to use the flag **-reportoption apps** (see [Command-line options](#_Command-line_options)).For each item in the Compass report, this option will report the various applications in which the item was found. The following shows how 45 calls of the function SOUNDEX() occur in three different applications:

**SOUNDEX() : 45 #apps=3: Product(16), Sales(20), HR(9)**

Assuming there is one DDL script for each application, there are multiple ways to generate such a combined Compass report:

* Enumerate all DDL scripts to be processed: **BabelfishCompass MyReport C:\tmp\Product.sql C:\tmp\Sales.sql C:\tmp\HR.sql ‑reportoption apps**
* If the input scripts are in the sae location, use a wildcard:  
  **BabelfishCompass MyReport C:\tmp\\*.sql ‑reportoption apps**

When running the above without **‑reportoption apps**, the generated Compass report will be identical, but it will not show the breakdown of each item across the various application. Note that **‑reportoption apps** is silently ignored when there is only one application in the report.

# Scaling Compass: Analyzing Many Applications

Imagine a large SQL Server customer which is running thousands of SQL Server databases/applications, and a top-10 list of candidate applications must be identified for a Babelfish PoC. Let's say a candidate app should have a smaller number of lines of SQL code in procedures/ functions/triggers/views, the fewest number of unsupported features, and no high-complexity unsupported features at all.   
How would you approach this?

In its simplest, and also its most laborious form, you could take these steps:

1. For each of those thousands SQL Server databases, run SSMS to generate the DDL
2. For each DDL script, run Babelfish Compass to produce a Compass report
3. Examine each Compass report to identify the best candidate. The Executive Summary at the top should contain the high-level metrics allowing you to make a first selection, e.g.:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAw4AAACECAYAAAA5gXxuAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAACysSURBVHhe7Z0/dvI6E4cn31ogRQ4rMCsgb5OKls6UpKGjpKOxS9LRUqUJXgGsgEMRey98M7JsZGNb4m9I7u+5x/fFHlsajUayNJadpz1DAAAAAAAAANDA//S/AAAAAAAAAFALTxwiGj490dPRNmSJADnkkEMOOeSQQw7535IDcDpYqgQAAAAAAACwgqVKAAAAAAAAACuYOAAAAAAAAACsYOIAAAAAAAAAsIKJAwAAAAAAAMAKJg4AAAAAAAAAK5g4AAAAAAAAAKxg4gAAAAAAAACwgokDAAAAAAAAwAomDgAAAAAAAAArmDgAAAAAAAAArGDiAAAAAAAAALDy4xOHJOzS09PT8dYN9Rm/h2j4RN0w0Xv3JKFweLBjdzik7i+036VEhg2enro0jLTglkRDI0+9dYcUObqB+IzoepHbGDo0+Z/NPuf4b9Z+72LrWhKKQvb5zAbDkI+cwqXXix2kzaV2/Zk+AAAAALg9Pz5xaI3WFAceeUFM+/0+3eKAPC1/FEIZDOrfdfTme1qPWnrvfiThgHYvi9x+i7cXLfkPkYQ03XYoznxov6Z5T8tuSW+u/NdfZfnuKZ4QvQ7cJm7iM3z5ZbAOKt+mhBzsc47/Zu33JxH/n9IbrXXZJi9LGpwweL/0epm4DWhM63Vq1/Xz7IcnUgAAAMBteLClShENJVLeGvFNeJQe4gFPFglUN+M8umpEaRO5Lj2nOmKYFKOtnMewm15fjpimEWAj8qrzf9980Gt2vXG+oiHim6WXy8wIdfZUwKq/nS3F+TWt3sF+zeXjfJUeQ50/T45YP2VvNVGyyTWR2FPksnVpGJrGKeaZR3az6/P6PdRn/hTK8amJSr/9Thuuo7ZKq3xt6YkMy4rVp49X6XcmXudZ/2Is9lHExjmSt+kAF/qH1T4N/ptSfqLVPX6i9X1op6fYLrN9nndV+7Agk5f16PxZ4qXXR59b6v8zJlztF9p+XuI9AAAAwIOyfwDiwNuLKmrzAn3UIA72Hnl7f1X6rQl8fx/r34p4tff9QzorX843zhA5pxHoQ5K/mR5fsPcyoSbw/L15ShWSTvk64ei4pG9kaNPfTqzK6GkbenxtbCTYWD5tT9mNA5+v53Ly79RmDnJFXMhv5VMxP4Hz5OG0Krc6l8uYX3Nk79jJ3gVEzyrfYQLvUNcKsS+fax5q1M9CwX/VVsrPYp/AS/0+P0fpdyi/q3/U+Z+iwT4Zzf7L9sj2xVZGWmn5U78QlC/W6VHBUb7iD0cOZEN8JvP/U68Vzr9eylsoroOtAQAAgN/I/4h0VPloy6KGl8rd4IEDT2JW5Ov9AvIEIp7Q9pXTbS+pHxvLLJKQlh9GJFW29it9fOxy/T63fT7fiAi2ejTfr+leq4paowV1lrM8ShxOt9Qf6wJY9XehRb35Ol9qsXjbUdtxqYzC6ytbtCRI7r+RmKptrnayyZMvmg0O+nPxKvGCBa254lpid64D9a/QG1Of7ZOXN5rRsj+m82PABmLfzqRY15z3W2dJX6Xgeq1+DvBYU9lebeyru4H5RMxmH4+CxeiQH+c97m9JBa2v4h+X0RpN2H9fcx0GU6IV62vir+bKL4TeWyf94Uhj+3CmRSNZKhTH1KdpzZOTJi69/lxu3f9CDjnkkNfJATgDmT38NI2RUo2KckpE2Cs9Pdin0eN6KqLLJST/QpDxKAJ+2RMHIc/jKJpq0/8cOE2JAOu9xvKZ0VGxsT4xv8YmV3l5+8Cok6P8hAqbFsjlZzxtEOqivHL8SBnJrhQltunXQFV5T7HP0RMRpnC9o3/INbVlcIiCN16fEcd83vETh0L5z7BlnoZcW0jsDBzK2siJ1x89YavxOQAAAOC387CfYzVfRpY1722JcsZrWq8nRNO2ERFMo8fdqnXjCpG/F152TPSacfM9he13Kk+ikLqvH+p3kS3pU1gfWQc/PGmduURtaRpWRFNt+tuQiEKXQnNRfPJNW3kyoHcFe/nORPLyOvSvnYabJf3ZcqN+n4R+6hCGV3zaILRG1N9Oi18t4vqXp1DmsvSrwunP3rUNnOyzofdByH6Z7sk5g2WH3pQRLvWPywm78gUmrZw8FnnmKbz5DscVqG8fGYmOnB1Hygr68XnR7J02R/rd7vreOKC8c2Ci2ZI6aeUBAAAAfws9gfgxJNIoahxvadTZlGcRyWz/ENVM1/hnx8nzVMTvEPOM90FJbkaA1Zpxvb6ZJNqt1vKb6cspfv4OgTonF0lEWR8vbMdRc1WWykikTf8m0oi2X7i+lHdt+YKD7qKXtq2U+6heauRy2DxX3q9Yqf0sil5tn0ozqPSP7WYjW5te2AoZFOtfoskH6Qn6VWH4o7kVfKfBPhKtVr9XQY1/CU3+Yfe/Zvu4XO8f+5fWzyybStKwh2kDF1RatYbP9Kzwj7hUv7ltTG54PZO+/6OvP7HcAAAAwG/hSf7HNzsAfh75YtP3+Ec+aQsAAAAAAJp52KVK4L9D/knO1w/avA+Ky4oAAAAAAMBDgCcOAAAAAAAAACt44gAAAAAAAACwgokDAAAAAAAAwAomDgAAAAAAAAArmDgAAAAAAAAArGDiAAAAAAAAALCCiQMAAAAAAADACiYOAAAAAAAAACuYOAAAAAAAAACsYOIAAAAAAAAAsIKJAwAAAAAAAMAKTxwiGj490dPRNmSJADnkkEMOOeSQQw7535IDcDpPe0b/BgAAAAAAAIBKsFQJAAAAAAAAYAUTBwAAAAAAAIAVTBwAAAAAAAAAVjBxAAAAAAAAAFjBxAEAAAAAAABgBRMHAAAAAAAAgBVMHAAAAAAAAABWMHEAAAAAAAAAWMHEAQAAAAAAAGAFEwcAAAAAAACAlT81cQi7Q4qSkLrDSB8Bj0gSdqkbJnoPAAAAAAD8Bv4ng7inp6eKrUt3G9tFwzzf8weUEe3ohdrxjuilrY9pHNOPhpfk//NEQ7Muu+Q+f0ooNK7tDofU7YZaJiSFtLvDkI9oDNuqja9rtmBEs/cOLUatdFcmeub1Kg2ZAKZiq/zk/E8nSSKKQrFJtX/Y5CEfL+jIW/G8sn3LFRfRME+D67WUhy3/38zf6J/u2b7qOb9/+G9jb7/ip2n7E7se+4itfRfrRuTVdcz9gJyDigMA/CDqiYMXxLTf72nlE/mrvfodeErujIr2698n05urPONTMzVJvmnbeSb63lLnWQ9KMxzT7833tM4GtL8NHmBPtx2KuZxS1v1+TfOelllIwgHtXhb6uj0t3l60JCUaDmj6MjHkO2o/6frWtl35HgUxy9cjarJgEk5pG4wP57RGtE4dL09/v3ih6UCnb5OfmP85tFo96o3mtJ6wHhXY5Kw8rTLdeSv7odj/07T/y7QwqAu7U6JJ2kb38YJeloOC3J7/7+a390/3bF+1XNA/uHCRfR+e5vbLFUgDGtN6ndp1/TwrtE9b+5brX7d9iqV+Wb4eE8VHxuTJJ/cDL6uAzvNCAAC4Dv9rjbijqxgsj9ZrOhwuRcy64eEmoSPC75sPetVy2YodY1iKmB71ihchTwqe2u+0+Xil9vuGPl55v6CAhYaIYhbxVFFCfY6KeGu5IjEjwnJuOSpYjjh2SxFHGw32Z/Lycx209TkSmTyFLcW5zq0eD9Z5gKKQAQdN2EcOo4wWD2biYEvTk6OvpacNdfBkYdFvSN8mryRJo3XZgOyOjNZzMsdoX8sOTco2KE12t9+HsklbnPe0vNWif/3053+Bv9A/CfdpX9VY+wdb/9VkH4t9s/4z21e68L7Zz5rH1JMzScPsY6/Sv57f/m3tN/rcUv+f4aPtF9p+lnJpaN/J95b8CU8Is1P4389pUX+ZXO4m7POlh+kAAHBvnN5xCLsDovE6j5isF8/0yR2z6vokIszHAq8YlSlEs3r/aLzIZGt6270Wb9wXIk8K9itfRSbzyNwp4bSGiKIMXOT4ZitB37QMq07xph7OPtk8WfkkYvRMM765ZUjEafkyyaN9i7cObbTMhUb7M6r8cUCeF+TnSGTSldZoQZPdlAbmjTlLvGrpF9N67uhf7hw9bWhA0t/sYr13jE3+sPBAa9l5KwxEWqMJ0VQGO2x7HjDNdv36yRVfP1j2aXyCe/91Hr1/ulf7qsPWP9j6r0b7WOyb9Z8ZWV9tkh3bvA9ounujhfSzizdqaxvdun89iYr2W8n2W/8QGzS3b6nrD54opD4hk6cpfWx2+QRHJl8yubzmEyIAADgX+8RBdZQTI7rHtHr01lnSV3bzs5F80WyQ3jRlm/Ig/LfhT+aUBX17fGPKEft8GJE82dqv9PFx6PjlxtFZvubnDKZEq4XjwP4a9rfS4pv3Wg0A0hvvjtqD9MYs0bDrkD5tOIq0340WzVX5itHDe5N8LanzVtIg4UHGhO3Pg6P1ek7jl1113bIvDAc7PvX6y7F+Lb+if7pH+zoTh/7rXv23FyxozaNjFXnnOlT/Xq1/vU77r2y/NmztW54w9ZfUbov+bZ489ck3YljxbqOepqdlT5+sH79HAQAA9+EOX1WKaNhe0ku2RltunP3rrtJUj7pfP2jz3qbXjw29Swd8zZBhE61n6piRvHwzb1A9mmcRszjm8hO96oHDI9LqvZGvI14tWRdTEdmXx/NH75IYSJTMrILsaYPrLVcGVF5FJDbDKi/l/xgkaplDedwRzbh9GEVhl6JladSrXr6cPdO4tGwCXMrt+6cyt2hfZ2Ptv+5vnwIP1b9Wt1+izXEVyvt2Gpf2LU9msrKt53LtS14+9UQmK7c8OfJXv/ddPADAr8c+cWiNqL+dFr9gkkT0ue2TuaxTVvFmyzbVIOdpmC4VkJeWvQ79a6cnJ1FIs+V1HyRLxyqPw2WpUuCdsVTpItLoZrdhXXTYlZu8No6E0fi+4Bk3lkac7X8uPDB46lKYf6aIkTrz9eN4zn9C00L5Ih60yMt87stlktOeNnD5ZlXvAWTY5JX83DsOOclX5TKH9ouMHQ/2l0nR4ZlWun57Ji9fSjRWjjzkpOiHePj+6R7t6xIs/ZezfWrsq8nW9Mv13dcP9duNa/WvV2j/Ne23Nw4oLzwjEwXzqURz+04xpBQNpzxRc19qCgAAd2UvrPy9/Dxs/n6lBBnxPvC9XO55QUnOZ3AaXna9x9fHWsDwoP5wrc/Xqn1vzwN8ZrX3s+sKW1mHZlY+7f2VpOWztia29Jvlpu6+HDBsxRMVlYLYZ2XYhzyPy7nK9QjYHn5BXrSPnWb785zpkHa2KWVdkPJ7x/ppaUopf67DXP0j3zlsmQpiw4OtSsTBwW+yzbSPTe6Qf0pWz+Wy2RHfOkqf6yDDJs8QO1RXS9m+xklV5efNPMU1/1/Lr+6fbt++bNj7h+b+q9k+KU32ZeHez3QQWZCWKe0Tqu1bLNs1+tfz239GffsV2aGejvu6hvYtrA5t3KvUPcVs57X9KQAA3Jgn+R93RL8e+Rzgs3ymc/asIrPguqgo6LsZafR47LE4fO2nliR9eXVhfgUHAGByfvsCAAAA7sefmTgAAAAAAAAAbscdXo4GAAAAAAAA/HYwcQAAAAAAAABYwcQBAAAAAAAAYAUTBwAAAAAAAIAVTBwAAAAAAAAAVjBxAAAAAAAAAFgpTBzkbyFESUhd/FnamyJ/+bdb+FO34BRgv2Zgn/8m6L8BAADcGmPiENGOXqgd74he2vpYStiVP9Vvbl0aPuzAJKKh6NgN9f6jEdHsvUOLir+GFg27RRs/2P0/Gj49wIC03n6X8hjlu5Tz7fNby58kEUXhkLrcT1Xpb5NnJBEPurO+jvsP88xEXy/t8jFtVN1/yyTy0KeYW5dciiE+YT03GubpPqJtXOrfVr/N8iRNP7PBsOg7AADwlzhMHJJv2naeib631HkuDjpG6xX5/N9qvyf5e3H7/YJedgOnG8/96dF8L/o+Jkk4pW0wpqNhXRLSdNuhOLfxmu75B7BVtFL/rqM339P6h//8c539XPS38Qjlu5Ra/3Lgt5a/1epRbzSn9aS61dvkggwMZ9/PtFjo9rceHWzIA+MBjWm9Ttvl+nn2cJP6pv7bC2JVphUX31+l5Qs8LbQgPmE9tzdXacauid4Za/3b6tciT8IBTemN1qrf3tPkZUmDx7w5AgDAxaiJg4oqtd9p8/FK7fcNfbzyfuOdsUX/Xoh2cbqXRqXSaE4eeSkM5BIKjWh6txuWBnl8nRltZ/mwa0S5koj3tUyuL0d0CvJipD6LuGXHTF0zrPrb8i+Xj39LGY+pjgbn9t98UFunkT0xsemfybvDQ8SraHuhwb6ytIGPvXPer5mct0L1WyOK9fXrqt/Z9nPQ31q/1vIZ9S/XcRrFcy1yi/9Y9bvAPlnaWfpmWfOncrbyN+ifPY00r8vzzHV00T9JnxQ+lX3jDrAPzXZvNB/1eJCpjxlEn1vq/zME7Rfaft5dy1qUvWv679aIB7oVk8HRek354Uj6g7RuVP8ZVpQtNs4R36xwk1qu0n/ezj9s9WuTpza+Y5QHAAB+kn3Gyt97Qcz/eHv+p8Rq75PP/8+I94FXOo+vJ/L2nr/ax3I81v8yR+eyzPcCTiVF8vRXxgki57SyawLfz89ViNwP9I6kxbrlJ6RlIE4/Iw4kfb0j6LIWaNK/Mf80fS/g87N9ScvIPyM9r5RvRhzsvYprBJv+IifDBlJ+U26zrxDI9fp3HXX62+rXpl+a7mX2s+rfUL8ZjeXLlOeLAo8K51nlFv9RNOh3qX2Ojov/FBwqpbb8TfqL31akJXWcJeWmf8w+SWwDux/WIuWq0D+nTq7sEbDPSv68FfqTYlkUDW31x9BlO9LVYOVTsR/JiQttoXye+LPUV36Oat/H9XSW/zA/7R+2+nWr/7Tdi/9UtQcAAPgrnPBVJTOiO6DdZHGIWGm8YEHruY7atfS/SUjLzqR4LsveOkv6UmGniD63fZr3jBNYPt/riJhc/2FE4mVrv9LHxy6NPEWftO2P6XB5i3rjPp3z0LxW/6b8mdZoQp3la37OYEq0Woy0NCONBk8qon/XwJ/Mcxv03jrpD4XFvpdird+Uev3uZ7/K+rUh5aM+jTLl+aKRueTBRW7xn4w6/S61T2u04OtneZQ3nG6pP3aMkNr0b42ov/1UaaunD12JJifK57IgrZv+LfZJWerBfqKP3Ivke0ubj3fuR9IlPfv1mL6/ylHxP0zyRbPBoX7ZPUp4FHB95e2FfXPc35LTQxcH/390/3CD270sZYpj7g2m1U/uAADgD3BYqvT6QZv3Nr1+bOi9zfuFtSqC+Y6DrL8/HqBcQm0323qmjhfofM3tTjcQp/x5IK7Wv/LGN45Fn+h1UHzUnq09/6mb3mPfxh7ffmdzFf+91D4tNdCbSZOOhscTvSYc9H/ubHmSKC/nBrSSCWP4pdbbH7Kw6//jcBkPS3pa9LwzJ76bfFlmjrxP8CC49d91RDRsL+lloidNvC36V3xX4Ur9522x1e8J9S+BgzEXYPmlDwAAwN9CTRzkBbg48PjeGVPgeRTE3IFf681cFZGcFl+k5kHGISIp0en3wstk8hUMWROb3vvS6HW3at2t0HtT0dTDmtuEotmSu/oi2+/0BPXlFL7JumPJnwm78l6FVkDCcnxP8Qo3luTiaPll+jfZN2NLOgsehMo6+6HbZMNav3auY78z9bch5aOl8b5NQuHUsL9N7uA/Nq5hH4nq0jQ87WmDwq6/PEHazeTJ3z/1e7lcUuftkIddf+Hn3nGQJzIBvR90LPlvbxxQ7lyM9C9m+X6ai/pveana69C/dlpY6V9my3LvyZMRHsizayvknMGyQ24muEb/KdzOP2z1a5MX9Gc9o9k7bY70BwCAP8Jek65rXal3GcqrQLO1m+lWXkMr15jydCsu84z3ge/lMlkfWlwFWpSTuWZcod9bMORqLbiWpmtutYz1S8sh5+l1qKZc1uYGsp48W4fupn9T/rK+3i/Ii2uk69b+ZhTtqzdTgQb9Je3sGnWJrA/W+4c8bfaVLPy9l8tN/avtU1xrXF+/Lvpdaj/hVP0P5nUp37H9i/rY5E3+Y9PvOvYRVF2YCStcym9rfwHbPusXZC16sY+w6Z+S6WHm64b0XXnaeR7mGvVmuaLcxkr6xbrNyeZi63vT1H+z8FButRVtbLZReddjpfbTOkxtJ/2F1LG+vmCfy/3np/1DsNVvo1zeazL0L7QNAAD4YzzJ/7izI/mc5fPihaazZ7XOGlyLhG07IFpc6Z2C/xyPZ78o7NKUFrWfLrXJrwv8C6D/BgAAcB/yiQMAoB558fddr+Dw/IAWc+M7/4xNDgAAAADw28HEAQAAAAAAAGDlhM+xAgAAAAAAAP6rYOIAAAAAAAAAsIKJAwAAAAAAAMAKJg4AAAAAAAAAK5g4AAAAAAAAAKxg4gAAAAAAAACwgokDAAAAAAAAwAomDgAAAAAAAAArmDgAAAAAAAAArGDiAAAAAAAAALCCiQMAAAAAAADACiYOAAAAAAAAACuYOAAAAAAAAACsYOIAAAAAAAAAsIKJAwAAAAAAAMAKJg4AAAAAAAAAK5g4AAAAAAAAAKxg4gAAAAAAAACwgokDAAAAAAAAwAomDgAAAAAAAAArmDgAAAAAAAAArGDiAAAAAAAAALCCiQMAAPwhkrBL3TDRe+DRQP0AAH4zeuKQUDjs0tPTk9q6wyF1u2EqUiQUFeQhH9FEw/y42vi6c7tEM4+npy4NIy0A4GGIaKj93IVomPryzcYJ5fandBtS5JjfVfQzdGgaENnat+hy6oBKBmGS3jX7irB7w/o6B0f7pkQ0e+/QYtTS+9fjnPq5Ckmo7ke3zjmJJB/tn4X8+P4X8j0xqwPz/sckSZTK+drz6qc5fblmmOkl7eahnBMA8J9jz8SBt/eDWH4q4lWw97xA7+33K9/be8FK74nc3xP5+8OR9BwjidOJJU9/f0kSTQSctqnvfw2U/5rlX+19o33YCLwL24YF1X6Nwqn2+QP6iR5eXUI3bN/l8l+E2K4isUv95xr+12hfjcs5v5GVT9er4wriwOd74GofV5gutekh81Wdjdl3zqkfW/rSPv2V3mcF0/10FwAA7k2+VGlLcR7laPVGtF6P0p0kpClNaD3qpftMqzenONjS9EqRDxX1bL/TZvNBbR11KUR0EzPiUhGRicJSRMYIP0q0io+/c9qv+nrZsghlOWKZRmCLkSPzWB4Zkqiullv1473iE51u6YlOPZl+6imQvr6Qt6KUPqd90K25/G7U62+zX6js0qXQiKiJ/pl5bfKUhvIxjfXjUn5b/RXkZz4Jiw0fFd2yDLR+ygb6WGZT16caVXidZ/2LaWofGXX6CVb/bsbavq0RdYf2853ZUdIutw93wukH+W+Hvs6t/VzY/lzqx4njaLatfTr1Ly71083KL+2D/UWlw35iyV/h4F+9cUDbaZPfJWmeT2fUPdfRbPdGc77HtSoe1LRG68L973yqnwbZ0h+t1zTv6WtYwX/99CcAAPwI6fwhTp8q8K4c8vzgEHmpi6KUjl/niUN1lDTwS5HKeLX3WccDcSFSVBWdaor4ScSncH5VmSUSSWwjPlHlxTpkedr0yyJK2TmnRoTlehL9dQLpE6BDjkcRY8mf0zcPXRLxtOlvs1/glXyKUzL1scvt5WuqH6Gp/M31J3kdbC+6if1Pi+hzuxJ9szSU/oY+JXtJHqfUl/IP3XbTrdwWm9uHTT97+0tJ/aRw5oGG9p1Rd72L/6knoPqEcvtwh8tVepKa0eg/F7c/e/8lNNqXabJfU/tU9hP99KE6+9WlXyz/cfuw5e/mX1I3Zb82iVkuvt9k5xpEH87Pl3YgaRi2OCBtMpVLH1PJUTsuUme/FIf0Bd2O6nMBAIDbop84tKg3X9N6v5eJBC3edtQe6Ijy91b9+2MkIS0/jEilbO1X+vjYGVG9L5oNDvLpjVT2ggWt5zoq1dL/OujXGk2os3zNzxlMiVYL/UTHEX8ypyzo1HvrpD8Eyb8zoUIQi3V76yzpqz48dxKX6+9RfzwyonkSNdvSZ16BDfITyldZPzZs9Rd90rY/zm0vuvXGfdb4FDwK2F65Pqzb2Cx/b0z95ezgz9GMlpKn3nWBxxqq7aotntBuYKzTt7aPBv1c2t+NcfE/f1XTPk4h+SYxTTvdc+Ma7e8q/VcazZ6Uotmu1PYvNqT81DfKf2L7cPavHr14G9rFeveIFs2V/3M59BFX5B63+Xjndh6n7Wc9pu+v8tONFo3W0rZiLu205slLE7b6cUifbTUc7Giy5raqDwEAwL2p/KpSq/dG/ibtuFvyXLSit44+t9R5ru++5BH1WUs6yrSeqeMFh0FRvmU3iIiG7SW9THSnz9uif9qw7iKs+gk9mstNQY7zjWHBJn3VE7PfwW/XvwGn+rs1PGiYkF76l1DIA+NzB4AKNfDPmu2F7eMh7POH/e9K/VfCTrMNTptsPgQP4V8M67DO21yLnnc1Ez+eXY+kcS2/9AE3nOunJv1ElmDOnmm8vrNdAACgBE8cZD1ql0JzUbNE3vy3tINqjWiiIiCHWUDEk4LXbZ/Gd+nB0uidmX8B0dXr0L922unLlzFmy436XWRL37qIqhN+GhYiSlstVF/WeP1Qv92w6MfI+t9hZl8J6z7zfcpcg34JXD/97bT4TkAS0SfXz7/C2LO5/E246N9svw0tZyEleYYJfS07dFhK3iB3Lp+NuvJb6o8n0R15GmDoFs2WrPEpbOidB7pZ+cRGg0L5Gf3UIQxPf9pwBNtn9q41dGofTfrZ/fvW3LT9mMgglv+pDmrX+M+l7c+5/2oisT5tOL9/syDlp6VR/ur2UZ+/q39FtNt49FL7OOj8dxxaowUF9H7wsVL9FfxPle+dNif5X3P9NKefvj8zo3H6NFWOXCsoBwAA55CtHfVlXapaI6rXeO5N4n1gyNV6dC2RdZ35daWtaammSba2s7AVLtbrZjOZ56Vr2TOprNHVMtFNvkrBQ4vCelhZF+3l15fWsKo1yYYsSMuUrkcV+2iZsRXL1qyfrG8+sq+ZfwNm2VSehr0P62VL9eOxDbQko7H8Fqz6N9pPr4Felc4xrrfJm8vnUj+28jfXX6F80lZEV3Ve85p9QdarK1+UL5Xl6Zfz16i6ZZnedcLwB3Mz11I3tQ83/ZrsU21/sxzN7dvl+nr/c2sf7oiuZd8RbP5zSftr7r/s9pHrG8va0D7t9rPnr8rPPpEe1+3DbBuW/kGub2x/gnVtf6anqdcJlHU0M4rL97+ibmkbKm1G+e3105C+lNtMV29VPgoAAPfgSf7HHZEV9ZQhi2IqPL73Lw5fewCgBomo0WJdXAduYJP/Z4iG1P0eG0smwN2RLwh9vtF+ftEznzsiXzQaPFj7ka8kfdM8+zLfFZCvMX2+7fl+ow/8Gh6xfgAA4HycJw4AnIN8bjWfb8pa5tJgwib/LyCDosPqDY+CGIOMnwQT2fMp+PK12nMSUjr2xkvBAADw02DiAAAAAAAAALBS+VUlAAAAAAAAADDBxAEAAAAAAABgBRMHAAAAAAAAgBVMHAAAAAAAAABWMHEAAAAAAAAAWMHEAQAAwK9B/nJyt/CnusF/CdT/Y4P6+VnuYf//SSZP6k/1l7ZuqE+5HvKN78d3qIiGNyr/zZA/WqXr7Zb2ffT6i4amL3dpGGkB+EWc3/5Q/27I36l4qGZ8Uv8V0ey9Q4sb/JGNH+vf5O9UsL/fLOc73R/qkT8IaLTLCh3MttvlhluvZVX929O/H/X918/fP7VuNR1jEokfajuW/PGS+kmSiKJwqNKuK3+i5VJ/p9goG7+69PXn2P+U9Ouwlz9J5bl9y32BTW5yXvs42f7ydxyO/iS+/vP+pxDIn+nXv3+C6+a/2vsnlv8ROKrHO/LT9Z/6rL//mdI/QPl/mB9vfzeu/z9Tvyt/T/5xSS4t3zXs49J//WQfd0tWPu0rquWq/JTtAs/jsul841jvp7sK8Ulu7yxKiVf7VY0tqspgTf/uPOL4IbVLsOJ+ssI4ceDv/WB1qAOTC+snh9OplJWP8/4p9Sd53rK+r5Z+TflTmx0yWJVsaJObVNnfpf2dav/SxKHO4Tkz35M/FKc2j3/nEwu5Yevj5lZWLDteLBTnJ8f5puN7IuebjxRCH8uTYGdP5bJxoQ0jOuXPjn64XvTnRqBFioJcjHpqw4+5iAf7SCPzpZHmmZTsx/JUPXv5A3Wc0+KGnZeTZSXfUFQ5jaKp/Ib9lM3yujL0r60/xmb/XH5IT/RU5znbuM5+KXLTzWT55ph2povnF+1rpt+Yv4v/WalvX5l+WXpZWbN6sPmHm/+42VfyXGXpZDZ6gPZnrX9b/hf0L7b6ERrtJ9j0a/CPUxF/KNaNi/9e6P9N9jWo7b9y2E7cR5pn2Ozv1L6b+jcFl5/78/Qc7Z8qHa4nh/q31y8jdpT09O4xcZqn3CP0kVOpt299/ab9R7E8eXsr+KC7fqKH6R/lfVXPhbQzjuu/iuP06sjq0TL+uLT/avCvZv9x1E/RbH8Zn6g8xM/KxuFjfoPBrlY/onuF/4luhcNVOjag9AuMfujk9m3Un1zLfbR5rjV9hYP/15S/TNPEQKiXW+yvKdfnOfbPJw6ZYasGXCKXGU+WdiwVUTrPJeKUplMqlijJjU0Oy6xXGZ5/546uiAszYWlc5XI15R/wTaOQqzR0bvwp4jRpnil6ElDZMKpJdTVykPR1mQQ10zcVUB2N7nwcyi+dt+qs8jTkRnZc3kr7Ms3lZ7QOKj/zd4m69IXG+j9qMNX619FovwzR+4Q6M1H+b/iA2N7U1yX/U8pTxta+RF6oj5I9bf5hlzvYV3Riv5AORaXD55htsqn8t25/iob6t/o/S82ynNq/2OpH0WA/m342/3CH0625sTXW38X+b7evkJazYIkCdXKb/UXe1L4z6tIvlv/YP2352/1PkLop2bnA7SYOjfUr7aqissQGxaQc9dPttHCp9ufUR2RyzfatSKdO/wJV6Tch52u7195/r9R/1enf6D8O+qXU21/lm51cVZ+SH5enMHg21bxW/ZTaRcaRL+k6dEXyzewiSHp1dq46rvw/u5gLqe6Xxnlu6V86cUjzVROWcv0obPJUz/r0NRXt4xz75y9Hc4Y8iVgRF/6I1mhCneUrtfUaq8GUaLUYaekV8PokS7Jaz/zbf6Me/26/pCJF8kWzQbZG64mmW33chSSk5cdHrrva2q/08bEjtWwt+qRtf6zyTGlRb9wnnl06EtHntk/zQwKcRI/m+7Uqk8q/M0l/Z7D8rbOkr2wpma38rE1/PKJWnkaL/vW39Omy7s5WfqE1onU8oe2ryJbUj9dcHi27Br0x9ZezQ37RjJZic73biIv9roA/mec+0HvrpD+Ei/PX60qPtmFuj8vbl80/GuQnlM8LFrRmx1Dp8DmH9Bqw+d/F7c+Ci/9f0r+cQKX9HPS7Wv+bfJMUrZ3uuXGx/zNXsW+6dndSUMSd2vZtQ8pPaf+ccqJ/uvifokcv3oZ2sd49osX3FAn0cTn0katgq1++N/S3n2pNdShroNXa90Td8/4VqsJBP85rONjRZM19kT6k6M0p7i+p3Rb7tGm66xMPYks41H9d+jaa7r+2+rt1/yVYxwdCvf3j3YY2H69a93f121zHnnxv+dg7l0PGgJzGekzfX8Y6+mvVzw3xVxe27+xi7pRHk+NRsD39S9sn57vm6+OYtZlWvGdgk9+wfVRQ+qoSD3g50WPkuBglVXzRJ3od3OvlYR548WD2ZaKdmrdF/4Rmya2t4wX5tYft3AquplyND4Nj+ZP4kzbc3Xls2l187dJIYySaKmdPKOSBz091MPdHJpFl25ft/5Pt68bcqf3VYs3/wv7lUpzs85v94zr2TbjT2AaOwYZH4qf9/wo8d7Y8iYhoRwGtZEIRftG283zS4EO9fDl7pvG6utyt0Tq3zXouI+SXwnm2+relfzZ/oP56c0PvOCDPX9G6fP/lMh6Oteh5VwwMXFo/zVRMmNm//pPIxIUnnrT80gdK1Mgvax+n27/2c6xh9xARla9wDCPtRRIm4zS9o4S39K1PUUo+Da8zmJYomdehf+3UqeXN/9lyo34Xqcs/jZ50w2J8J6f3Rh2JhufKJhTNlmxKVyT9dxqYM3juZOUtdvUmvorYTItfMWH5ccSmiQ0tZyGnq3dZx69lh96cWqml/Ix8OaAtUcx4Teu1jPDbFTNaG5b6108dwvCEpw3CVex3Ac75n+//Lu1rqxNXX754/VC/D9j8o0F+Nfv+VPuzYcn/4v4lpbl+mrC3T7f+1wEZBPE/1UHtmvJd6v/O9m0isUbTzre/BSk/LY3yV/tnff72+k3hgfnGo5fax0GJfnJ5uC9fBYf6lQjrbiaR9X/q93K5pM7RzadOv4TCYZdmNE6ftskRvt+Uv1JzyJ7tO5zyRNMMYDbVv1v653Of/uty/z3fP1qjBU8J3w99TEX7Pr9+7PTGAeWdByP2O/avG1Fu33yTDKf3tX+hfxf7zt5pY/TvNnmz/e3t4yz7p+u39Nq2wnZYqyXrV33fOK+8Bo6RdbdepVzWburjhU3SN2SybkvW0vFvWaeV6SWHTR1lLV66xq64Lqs+f0GvO8zlnlonlp+i1nRqGadrvvzmRrw3Xy6T9PM1c4qiXNaPpbZ1K3+6Bs/Q0dm+GfXlN20reWU6yJaul3NJX0zYZH+NSrt4nRt19kvJ1v4VNlUYO/byC835C07lr8Havkz/FFnp5a1m/7DLm8tXXf9l8/5k+7PXf3P+F/cvjfXjYr9m/Vz6X1fEVsW8U2z1d4n/N9u32j5mPyHXH9piBQ32v07/xuXnOkmPa/80fdPSPuX6Rv8XKtYeF8n0NPVywbF8TfUruuX1JWu5i20jpUY/da2Zb7oVfFC+9KOPy5fRyr7dWP8u6ddi2EYu0L5h+k2aziX9l4P9a/0ncNRPyPIp2d8gf6ldp1GgrIMpvqR+GDPffDPbD5O+v5HKmtIqc532fWz/TAd7+hn19reWX96rMNuf6VuCRd5of8f2car9n+R/fDJ4YGTGSQv9zsRvJhpS95tnvr++II+FzT/+jP+Ay5Fv+n++0X5+p4jexSTsv4MH8195ovxds6z3POQb859v++u+W/YneMT6Bwf+Xv1EYZemtPgl45SfsT8mDg+OvJD2nj33lLWWV7xZ3Qu5KR6evnoUxLgJXAubf/wF/wHXBRPJ8yn0ZddqT0lI6b3/8pcWAQCnY94nPT+gxRxtsQlMHAAAAAAAAABWal+OBgAAAAAAAIAMTBwAAAAAAAAAVjBxAAAAAAAAAFjBxAEAAAAAAABggej/kPms62nyu2YAAAAASUVORK5CYII=)

The problem is that each of these steps must be done as many times as there are SQL Server databases, which makes this a non-feasible approach when the numbers are large.

Fortunately, Compass offers various features to make this task more manageable.

## Improvement 1: Generate DDL in batch

Using the **-sqlendpoint** option of Compass (and **-sqllogin**/**-sqlpasswd**), the DDL for a database can be generated by Compass directly, without having to go through SSMS. Assuming you have a list of all SQL Server databases and the required login/password, you can now write a script that generates the DDL for each database, and generates a Compass report for it. This script can run unattended as a batch job, without requiring further manual action.

Note that using **-sqlendpoint** works best when Compass is located close to the SQL Server from a network proximity perspective, since the process requires many client/server round trips.

Using unattended DDL generation is clearly a step forward, but we still need to dig through thousands of Compass reports to identify candidate applications.   
To optimize, you could consider using tools like **grep**, **awk** or **perl** to extract the numbers from the Executive Summary in the Compass reports. But there is a better way!

NB. When using **-sqlendpoint**, the generated DDL script is placed in the directory indicated by **%TEMP%** (Windows) or in **/tmp** (Linux/Mac), as shown in the Compass report header. You can copy the DDL script from this location if desired. A copy of the processed input files is always located in the **imported** directory for the report.

## Improvement 2: Capture 1-line metrics per report

As of Compass release 2023-11, the metrics in the Executive Summary are printed to **stdout** on a single line like this (shown wrapped around here because the line exceeds the page width but it is all printed as a single line):

**CompassExecutiveSummary:3.3.0 report:MyBigApp linesSQL:117821 featuresSQL:70894/920 sqlObjects:1160 tables:1003 featuresNotSupported:631/32 complexityLow:29/2 complexityMedium:469/10 complexityHigh:133/20**

When scripting the Compass analysis of all those databases as a batch job as described above, you should also the output of the batch job in a file. You can then search for **CompassExecutiveSummary** to get 1 line for each Compass report. When importing these lines into a spreadsheet, you can easily sort the reports on a metric of choice and generate a top-X of Babelfish PoC candidates.

(if you did not capture the batch job output, you can still find these lines by searching through the session log files in the **log** subdirectory for each Compass report).

# Advanced Compass Usage

This section describes some ways to use Compass that most users will never need, but may still be useful at some point.

## Manually copying imported files

Each Compass report consists of a set of files and directories under the Compass reports root directory. These files and directories are self-contained, platform-independent and transportable: you can copy the directory for a report to a different host (into the Compass reports root on that host) and run Compass against it. This also works between Windows / Linux /Mac.

The reason why you can move a report around is that a copy of all input files is saved in the **imported** directory for the report (see [Files & Directories for a Report](#_Files_&_Directories))

When re-running analysis with the **-analyze** flag, the files in **imported** are re-read as input, so the original DDL scripts are not accessed.

Technically, it is possible to manually combine multiple reports into one:

1. Copy one or more files named **\*bbf~imported\*** into the **imported** directory of another report. Note that the copied files should not be renamed.
2. Re-run Compass for the target report with the **-analyze** flag: this will take the files in the **imported** directory as input and reprocess them. The resulting report is the same as when the original input files would have been specified.

## A single Compass report for very large amounts of SQL

Compass scales quite well until a few million lines of SQL code per report. When the amount of SQL code becomes much larger, processing time may get dramatically worse (depending on the resources in your system, this could happen quicker or later).   
Let's say a large SQL Server customer is running thousands of SQL Server databases/applications, and you want a single Compass report covering all of these applications.

If you tried to process all DDL scripts in a single Compass operation, this would likely be too slow and might seem to never complete. The same would happen when copying all DDL scripts from each imported directory into a single Compass report and running **-analyze** (as described in [Manually copying imported files](#_Manually_copying_imported)).

In such a case, the processing can be split up in an analysis part for each application, and a final reporting step for all of the analyzed applications together, as follows:

* Run Compass for each application or database (use **-analyze** ifthe report already exists) and add the (undocumented) flag **‑mergereport MyBigReport** . Do this for all applications.
* The **‑mergereport** flag will copy all files for that report into a separate report directory called **MyBigReport**
* When all applications have been analyzed, generate the final collective report as follows:  
  **BabelfishCompass MyBigReport ‑reportoption apps**

NB. Running **BabelfishCompass MyBigReport ‑analyze** will likely exhibit the slow-processing behaviour which we are trying to avoid by following the steps above.

## Locating items in very large SQL scripts when cross-ref links are slow

Compass can generate a cross-reference to the original SQL code with the flag **-reportoption xref** (see [Command-line options](#cmdlineopts)). This creates hyperlinks in the Compass report that lead to the location of the item in the original SQL script file.  
If the original SQL script is very large (e.g. > 500,000 lines) your browser may take considerable time after clicking a cross-ref hyperlink (depending on your browser and resources available). If this takes too long, there is a shortcut to finding the location by directly looking into the file in the **captured** directory. Such files are named similar to **captured.SalesDDL.sql.bbf~captured.SalesApp** , where **SalesDDL.sql** is the original SQL script filename and **SalesApp** is the application name.These files contain the information that was extracted from the original SQL code by Compass, and this is what the final report is generated from.  
Let's say a case of a dynamically created cursor is reported by Compass, and you want to fund its location. You search in the **captured.\*** file for **'Dynamically created cursor'** and you find the following line, which is semicolon-separated:

**Dynamically created cursor;PrdCurs;Cursors;NOTSUPPORTED;91;MyBigApp;c:\\temp\\MyBigApp.sql; 5564;565164;PROCEDURE dbo.p\_R3285\_2;;;~;**

Without getting into too much detail, what we see from this line is:

* This feature occurs in a procedure named **dbo.p\_R3285\_2** (this could be enough of a pointer already) and the cursor is named **PrdCurs**
* The batch in which this feature occurs starts at line 565164in the SQL source file (it's batch #5564, but that information is probably not very helpful)
* The feature occurs at (or around) line 91 in the batch; so that means it's at line 565164 + 91 – 1 = 565254 in the original file (c:\temp\MyBigApp.sql) .
* A copy of the original SQL file is in the **imported** directory. In this case it would be named **MyBigApp.sql.bbf~imported.MyBigAppApp .** Note that this file has one additional line inserted at the top of the file, so you should look for line 565255.

NB. When looking in the **captured.\*** files, ignore any lines that have XREFONLY, OBJECTCOUNTONLY, or OBJECTREFERENCE in the 4th field (just don't ask – but the Compass code is all on Github if you really want).

# Using Babelfish Compass to migrate to PostgreSQL

Babelfish Compass analyzes the SQL/DDL code for a SQL Server-based application for compatibility with Babelfish. The purpose of this analysis is to inform a Go/No Go decision about starting a migration project from SQL Server to Babelfish. For this purpose, Babelfish Compass produces an assessment report which lists (in great detail) all SQL features found in the SQL/DDL code, and whether or not these are supported by the latest version of Babelfish.

On a high level, the sequence of steps involved in a migration is as follows:

1. The application owner identifies the SQL Server databases required for the application that is considered for migration to Babelfish. The application owner must ensure there are no legal restrictions with respect to migrating the application in question.
2. Reverse-engineer the SQL Server database(s) in question with SQL Server Management Studio (SSMS). This is done in the SSMS Object Explorer by right-clicking a database and selecting **Tasks 🡺 Generate Scripts**, and following the dialog (making sure to turn on triggers, collations, logins, owners and permissions (turned off in SSMS by default), by clicking the **Advanced** button and turning on the respective options).
   * Babelfish Compass requires input scripts to be syntactically valid T-SQL, using **go** as a batch delimiter (i.e. **sqlcmd**-style scripts). Some tools may be able to reverse-engineer, but don’t do this correctly or completely, or don’t generate the required batch delimiters (like DBeaver). Therefore, we recommend using SSMS to generate a DDL script of the database(s).
3. SSMS produces a DDL/SQL script as output. Use this script (or scripts) as input for Babelfish Compass to generate an assessment report (see instructions and examples earlier in this User Guide).
4. Optionally, generate additional cross-reference reports to obtain additional details about the unsupported features.
5. Discuss the results of the Babelfish Compass assessment and interpret the findings in the context of the application to be migrated. In these discussions, it may be possible to descope the migration by identifying outdated or redundant parts of the application which do not need to be migrated.
6. Use the assessment results that show the unsupported SQL features in the SQL/DDL code, to decide if it is opportune to start a migration project to Babelfish. If the current version of Babelfish is deemed to be insufficiently compatible with the application in question, we recommended you re-run the analysis when future releases of Babelfish are available which will provide more functionality.
7. If proceeding with a migration, modify the SQL/DDL scripts to rewrite or remove the SQL/DDL statements that are reported as **not supported** or **requiring review**. Then, invoke the SQL/DDL script against Babelfish (with **sqlcmd**) to recreate the schema in Babelfish.
8. Finally, perform a data migration, and reconfigure the client applications to connect to Babelfish.

Please keep the following in mind:

* Admittedly, the amount of detail in a Babelfish Compass assessment report can be large. When discussing the Babelfish Compass findings with an application owner, make sure to highlight the many aspects that are supported by Babelfish: experience has shown that when focusing primarily on the non-supported features, SQL Server users may easily end up with an unnecessary negative perception of Babelfish's capabilities.
* A Babelfish migration involves more than just the server-side SQL/DDL code, for example, interfaces with other system; ETL/ELT; SSIS/SSRS, replication, etc. These aspects may not be reflected in the server-side view provided by Babelfish Compass.

# Troubleshooting

This section contains some troubleshooting tips. If you encounter unexpected behavior by Babelfish Compass, we recommend you first read this User Guide in detail.

* Syntax errors: while the SQL/DDL input scripts are reverse-engineered from existing applications and their contents are assumed to contain syntactically valid SQL code, it is possible that the SQL code contains syntax errors. A syntax error might be the result of manual editing or inconsistencies. For example, MERGE statements must be terminated with a semicolon in T-SQL, while such a terminator is optional for most other T-SQL statements.  
  In case of a syntax error, this will be printed to **stdout**, and the offending batch will be logged in a file in the **errorbatches** subdirectory of the report directory. A batch containing syntax errors is not analyzed by Babelfish Compass.  
  Remedy: correct any SQL syntax errors in the input script and re-process the script through the Babelfish Compass tool using the **-replace** flag.
* If syntax errors are printed that show garbage characters, it may be that the input file encoding is not correctly specified. The default encoding, and all available encodings, are displayed with the  
  **-encoding help** option.  
  Remedy: specify the correct encoding with **-encoding** on the command line.
* Memory: In case Compass runs out of memory, there will be a Java stack trace starting with a line like this:

Exception in thread "main" java.lang.OutOfMemoryError : Java heap space

By default, Compass is allowed a maximum of 12GB. This can be increased by editing **BabelfishCompass.bat** or **BabelfishCompass.sh** and modifying the following line (located towards the end of the file):

java -server -Xmx12g -enableassertions -jar compass.jar %\*

Here, change **12g** to something bigger, for example **20g**. Obviously, the host needs to have this amount of memory available otherwise Compass will still run out of memory.

# Example of BabelfishCompassItemID.csv

See ['Flat' format for .csv file](#_'Flat'_format_for) for details.

# BabelfishCompassItemID.csv : item IDs for Compass .csv file

#

# This file must be located in the report root folder, i.e.

# %USERPROFILE%\BabelfishCompass on Windows.

# This file is applied only when flag '-csvformat flat' is specified.

# The filename can be overridden with flag -cvsitemidfile

# When the file is present if will be used to supply values for the .csv file;

# if not present the .csv is generated without item ID values.

# See the Compass User Guide for details about how to use this file.

#

# File layout: .csv with semicolon as field separator

# - field 1 = item ID

# - field 2 = item description

# - field 3 = item hint (optional)

#

# NB: the lines below are examples! Do not copy these but define your own.

1233;ALTER ROLE db\_datareader ADD MEMBER

1234;ALTER ROLE db\_owner ADD MEMBER; This overrides any hint by Compass

1246;Option ALLOW\_PAGE\_LOCKS=ON constraint PRIMARY KEY in CREATE TABLE

1247;Option ALLOW\_PAGE\_LOCKS=ON Index in CREATE INDEX

9000;Number of procedure parameters (115) exceeds 100

9009;Number of procedure parameters (\d+) exceeds 100 # this matches any number of parameters; if this comes before the previous line, the line with 115 would never be matched

9002;GRANT INSERT # This matches any item starting with GRANT INSERT

9003;GRANT; # This matches any item starting with GRANT, except GRANT INSERT which is matched by the previous line

#

# end of file

#