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Abstract:

This chapter introduces macros, programs that can be used to write programs, and macro variables. Macro code is processed before the SAS compiler is invoked. It is a powerful text processing facility that can be used to assist with writing SAS programs. Initially, macro variables are introduced as a simple way to generalize programs where much of the code will be reused with minor changes. Macros are code modules that can be used to generate SAS code based on parameters. Conditional execution and looping in macro programs are introduced along with options for debugging macro programs are introduced.

# 5.1 What Is a Macro and Why Would You Use It?

The macro processor is a text processor built into SAS. You should familiarize yourself with the macro processor because with it, you can execute the same programs with minor modification. A common workflow when developing a macro is to write a program, realize you want to use it again with minor modification and then you write a macro that does this. We start with a DATA step programming exercise that constructs a numerical estimate of the area under a standard normal density. In this exercise, macro coding and logic are used. Macro variables are substituted for hardcoded variables, and a macro is wrapped around the code for general use. This chapter provides information about debugging macros, storing macros, and using general built-in macro functions. The intent of this chapter is to provide you with an idea of why macros should be included in your toolbox. To learn more about macros, see Burlew (2014), Carpenter (2016), or the SAS Certification Prep Guide: Advanced Programming for SAS*®*9 (2014).

# 5.2 Motivation for Macros: Numerical Integration to Determine P(0<Z<1.645)

To motivate you to use macros, this section revisits a problem described in Chapter 3, “Case Study 2: Monte Carlo Integration to Estimate an Integral.” Or, in other words, how do you estimate P(0<Z<1.645)? In Chapter 3, a Monte Carlo simulation strategy is used. In this section, a numerical integration technique—the trapezoidal rule—is used. The trapezoidal rule approximates the area under a curve, f(x), over specified limits of integrations (say, low and high), by summing the areas of a collection of adjacent trapezoids constructed for a collection of points. For example:

[x1,f(x1)] [x2,f(x2)], … , [xk,f(xk)]

x*1*=low<x*2*< … < x*k-1* < x*k*=high

For more information about numerical integration techniques, see Burden and Faires (1989). If xi+1-xi=h for i=1,…,k-1, then the estimated area can be written as the following:
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This area estimator is implemented in the program in Program 5.1, where the following is true:

k=25, x*1*=0, x*k*=1.645, h=(x*k*-x*1*)/24=1.645/24  
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Program 5.1 Estimating P(0<Z<1.645) using the trapezoidal rule

**data** trapper;

trapsum=**0**;

array x\_value(**25**) x1-x25;

array f\_value(**25**) y1-y25;

low = **0**;

high = **1.645**;

incr = (high-low)/**24**;

multiplier = **1**/sqrt(**2**\*CONSTANT('PI'));

do point = **1** to **25**;

x\_value[point] = low + incr\*(point-**1**);

f\_value[point] = multiplier\*exp(-x\_value[point]\*x\_value[point]/**2**);

if point=**1** or point=**25** then trapsum = trapsum + f\_value[point]/**2**;

else trapsum = trapsum + f\_value[point];

end;

area\_est = trapsum\*incr;

output;

**run**;

**proc** **print** data=trapper noobs;

title "Trapezoidal Rule Area Estimate for P(0<Z<1.645)";

var low high incr area\_est;

**run**;

**data** trapper2;

set trapper;

array x\_value(**25**) x1-x25;

array f\_value(**25**) y1-y25;

do point =**1** to **25**;

xout = x\_value[point];

yout = f\_value[point];

output;

end;

**run**;

**proc** **print** data=trapper2 noobs;

title "Interpolation Points for Trapezoidal Rule";

var point low high incr area\_est xout yout;

**run**;

**proc** **sgplot** data=trapper2;

title "Plot of function values vs. x-values";

scatter x=xout y=yout;

**run**;

Program 5.1 generates and outputs the [xi,f(xi)] pairs based on x-values equally spaced over the limits of integration and the function evaluated at each x-value. It calculates the trapezoidal-rule area estimate, prints various elements of this analysis, and then plots the function values. The estimated area under the standard normal density is 0.44995 as shown in Table 5.1.

Table 5.1 Estimated P(0<Z<1.645)

| **low** | **high** | **incr** | **area\_est** |
| --- | --- | --- | --- |
| 0 | 1.645 | 0.068542 | 0.44995 |

The 25 points are shown in Table 5.2, which includes the common values of the limits of integration (**low** and **high**), the increment between consecutive points in the approximation (**incr**), the index of points (**point**), and the area estimate (**area\_est**).

Table 5.2 Estimated P(0<Z<1.645) and function values

| **point** | **low** | **high** | **incr** | **area\_est** | **xout** | **yout** |
| --- | --- | --- | --- | --- | --- | --- |
| 1 | 0 | 1.645 | 0.068542 | 0.44995 | 0.00000 | 0.39894 |
| 2 | 0 | 1.645 | 0.068542 | 0.44995 | 0.06854 | 0.39801 |
| 3 | 0 | 1.645 | 0.068542 | 0.44995 | 0.13708 | 0.39521 |
| 4 | 0 | 1.645 | 0.068542 | 0.44995 | 0.20563 | 0.39060 |
| 5 | 0 | 1.645 | 0.068542 | 0.44995 | 0.27417 | 0.38423 |
| 6 | 0 | 1.645 | 0.068542 | 0.44995 | 0.34271 | 0.37619 |
| 7 | 0 | 1.645 | 0.068542 | 0.44995 | 0.41125 | 0.36659 |
| 8 | 0 | 1.645 | 0.068542 | 0.44995 | 0.47979 | 0.35557 |
| 9 | 0 | 1.645 | 0.068542 | 0.44995 | 0.54833 | 0.34326 |
| 10 | 0 | 1.645 | 0.068542 | 0.44995 | 0.61688 | 0.32982 |
| 11 | 0 | 1.645 | 0.068542 | 0.44995 | 0.68542 | 0.31542 |
| 12 | 0 | 1.645 | 0.068542 | 0.44995 | 0.75396 | 0.30024 |
| 13 | 0 | 1.645 | 0.068542 | 0.44995 | 0.82250 | 0.28445 |
| 14 | 0 | 1.645 | 0.068542 | 0.44995 | 0.89104 | 0.26823 |
| 15 | 0 | 1.645 | 0.068542 | 0.44995 | 0.95958 | 0.25174 |
| 16 | 0 | 1.645 | 0.068542 | 0.44995 | 1.02813 | 0.23517 |
| 17 | 0 | 1.645 | 0.068542 | 0.44995 | 1.09667 | 0.21865 |
| 18 | 0 | 1.645 | 0.068542 | 0.44995 | 1.16521 | 0.20234 |
| 19 | 0 | 1.645 | 0.068542 | 0.44995 | 1.23375 | 0.18637 |
| 20 | 0 | 1.645 | 0.068542 | 0.44995 | 1.30229 | 0.17086 |
| 21 | 0 | 1.645 | 0.068542 | 0.44995 | 1.37083 | 0.15590 |
| 22 | 0 | 1.645 | 0.068542 | 0.44995 | 1.43938 | 0.14159 |
| 23 | 0 | 1.645 | 0.068542 | 0.44995 | 1.50792 | 0.12798 |
| 24 | 0 | 1.645 | 0.068542 | 0.44995 | 1.57646 | 0.11515 |
| 25 | 0 | 1.645 | 0.068542 | 0.44995 | 1.64500 | 0.10311 |

The graphic produced by Program 5.1 is shown in Figure 5.1. Questions: Can you modify this program so that vertical lines connect the density values to the x-axis? Can you connect the density values to display the trapezoids being summed to obtain the estimated area? As a final enhancement, can you superimpose the true density?
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Figure 5.1 Plot of the [x,f(x)] values used in the trapezoidal rule

You have a specific implementation for a particular problem. What can you do with this implementation? Consider the following questions:

1. How hard is it to modify this code if you want *k*=50 points versus *k*=25 points?
2. Can you generalize this code to specify different limits of integration?
3. Can you set up a switch to produce graphics only when they are requested?
4. Is it possible to package this estimator as a callable program, subroutine, or function?
5. Can you generalize this code for any arbitrary function?

For the impatient, the answers to these questions are: not too hard, easily, easily, yes, and yes. The common denominator in all of these answers is macros.

# 5.3 Processing Macros

“You talkin’ to me? You talkin’ to me? You talkin’ to me?” says Travis Bickle in the film Taxi Driver.

The macro processor is the Travis Bickle of SAS. To understand why, look at how SAS processes a program in the following short overview. If you want a more detailed description, see Introduction to SAS Programs and Macro Processing at support.sas.com, or Burlew (2014).

When program statements are submitted, they are sent to the input stack, which is an area of computer memory. The word scanner processes these program statements by converting them to tokens. Tokens are directed to an appropriate location for additional processing. Appropriate locations include the DATA step compiler, command processor, and macro processor. If a program contains any macro statements, then SAS sets up a symbol table for the macro variables. Actually, SAS defines certain macro variables every time you use it. For example, the day that you run SAS is a value stored in a macro variable named SYSDAY. SAS needs to resolve any macro requests that are part of a series of commands before these commands are processed.

How does the word scanner know how to direct tokens to an appropriate location? Any non-blank text that is preceded by a percentage sign (%) or ampersand (&) is a macro trigger. When the word scanner encounters a macro trigger, it sends the tokens with % or & to the macro processor. (So, “you are talkin’” to the macro processor if you are text that contains a macro trigger.) The macro processor interacts with the symbol table to store or extract the values of macro variables. Or, more generally, the macro processor interacts with the word scanner to resolve any macro statements. The macro processor substitutes the text demanded of it from the macro statements into the input stack. This continues until the input stack has been completely processed. All of this will become clearer when you look at how code with macro statements and variables is resolved.

Worth Noting: Percentage sign (%) and ampersand (&) are special triggers to direct activity to the macro processor in SAS before compiling and execution in SAS.

# 5.4 Macro Variables, Parameters, and Functions

A macro variable can be referenced anywhere in a SAS program. The only exception is in data lines that are being read into SAS. A macro variable can be assigned text values. The value of a variable is stored in either a local or global symbol table. A macro variable name must be a valid SAS name. (#$#%@#$%#!! won’t work, even though you might feel this way about a programming project.) A macro variable is preceded by an & when it is referenced in a SAS program. When a macro variable is resolved in a program, it might be located near other text. If it follows text, then it is referenced as text&macro-variable. If it precedes text, then it is referenced with a period delimiting the value from the text (&macro-variable.text). SAS can define certain macro variables (automatic macro variables), while a program can define other macro variables (user-defined macro variables.)

Worth Noting: When a macro variable is stored globally, its value can be accessed anywhere in a SAS program. Which a macro variable is stored locally, its value is only available in a macro.

When you first start macro programming in SAS, you will most likely use macro variables to define simple substitutions in a program. In Program 5.2, the trapezoidal numerical integration routine is modified to address the previous questions.

1. How hard is it to modify this code if you want *k*=50 points versus *k*=25 points?

Can you generalize this code to specify different limits of integration?

The macro statement %let assigns values to npts(the macro variable for k), and to low and high(the macro variables that correspond to the limits of integration). In the following code, every occurrence of 25 in the program is replaced with &npts. Every occurrence of 24 is replaced with &npts-1. Because you can specify any arbitrary number of points to be evaluated in this numerical integration, the first question is answered. Including macro variables &LOW and &HIGH generalizes the code to specify different limits of integration. As a result, the second question is answered. These macro variables are incorporated into titles in this modified program. Additional bells and whistles are added, including using a put statement to write the results, and using a file statement to specify a location for the putoutput.

Worth Noting: %LET is used to directly define a macro variable for use in a program. You will often start macro-izing a program by replacing hard coded values with macro variables and assigning values to these macro variables with %LET statements.

Program 5.2 Replacing the limits of integration and number of points with macro variables

%let Folder=C:\Users\baileraj\Documents\book-SPiS-2nd-ed;

%let subFolder=chapter05;

%let npts = 50; \* 25, 15, 5, and 3 tried as well;

%let LOW = -1.645;

%let HIGH = 1.645;

**data** trapper;

file "&Folder\&subFolder\ch5-fig5.5-est.out" MOD;

trapsum = **0**;

array x\_value(&npts) x1-x&npts;

array f\_value(&npts) y1-y&npts;

low = &LOW;

high = &HIGH;

incr = (high-low)/( &npts -**1**);

multiplier = **1**/sqrt(**2**\*CONSTANT('PI'));

do point = **1** to &npts;

x\_value[point] = low + incr\*(point-**1**);

f\_value[point] = multiplier\*exp(-x\_value[point]\*x\_value[point]/**2**);

if point =**1** or point =&npts then trapsum = trapsum + f\_value[point]/**2**;

else trapsum = trapsum + f\_value[point];

end;

area\_est = trapsum\*incr;

output;

put;

put "est. P(&LOW < Z < &HIGH) =" area\_est "(based on &NPTS points)";

put;

**run**;

**proc** **print** data=trapper noobs;

title "Trapezoidal Rule Area Estimate for P(&LOW<Z<&HIGH)";

title2 "(based on &NPTS equally spaced points)";

var low high incr area\_est;

**run**;

**data** trapper2;

set trapper;

array x\_value(&npts) x1-x&npts;

array f\_value(&npts) y1-y&npts;

do point=**1** to &npts;

xout = x\_value[point];

yout = f\_value[point];

output;

end;

**run**;

**proc** **print** data=trapper2 noobs;

title "Interpolation Points for Trapezoidal Rule";

var point low high incr area\_est xout yout;

**run**;

**proc** **sgplot** data=trapper2;

title "Plot of function values vs. x-values";

scatter x=xout y=yout;

**run**;

When you run this program, you generate the estimate of the area between -1.645 and 1.645 under a standard normal curve, see Table 5.3. "

Worth Noting: %LET with macro variables have been used to define file folders and subfolders in the production of output for this text. The statement

file "&Folder\&subfolder\est.out" MOD;

identifies a file location for the results of a put statement and the MOD option specifies the addition of new lines of output if the file already exists.

Table 5.3 Trapezoidal rule estimate of P(-1.645<Z<1.645)

**Trapezoidal Rule Area Estimate for P(-1.645<Z<1.645)**

**(based on 50 equally spaced points)**

| **low** | **high** | **incr** | **area\_est** |
| --- | --- | --- | --- |
| -1.645 | 1.645 | 0.067143 | 0.89990 |

If you repeatedly run this program and change &npts to different values, then you get the output in Table 5.4.

Figure 5.4 Output written to the file ch5-fig5.5-est.out

est. P(-1.645 < Z < 1.645) =0.8999027424 (based on 50 points)

est. P(-1.645 < Z < 1.645) =0.8994989035 (based on 25 points)

est. P(-1.645 < Z < 1.645) =0.8984685898 (based on 15 points)

est. P(-1.645 < Z < 1.645) =0.8808617859 (based on 5 points)

est. P(-1.645 < Z < 1.645) =0.8258773355 (based on 3 points)

Table 5.4 is generated by five distinct SAS code submissions. Each submission involves reassigning a value of &npts. It would be great to loop over a range of &npts values as part of this code. SAS macro programming enables you to do this using the macro statements %DO and %END (equivalents of the DATA step statements DO-END). You can automate this process to a greater degree by taking this code where macro variables have replaced hard-coded variables and embedding it in a macro, a collection of statements that are executed, possibly with specified input parameters that are macro variables.

# 5.5 Conditional Execution, Looping, and Macros

The %LET macro statement can be used anywhere in a program in open code. Other macro statements, such as %DO and %END and %IF and %THEN, can be used only in the context of a defined macro. A macro is a collection of commands that are evaluated by the macro processor. The general construction of a macro involves declaring the macro and any variables that might be passed to it, specifying the statements that are to be invoked in the macro, and closing with a statement that indicates the end of the macro. A macro program looks like the following:

%macro prog-name;

<text line1 >

<text line2 >

<text line3 >

<. . . >

%mend prog-name;

A macro program can be viewed as a subroutine or function, and it is invoked by a reference to its name with a special macro trigger, e.g. %PROG-NAME. The semicolon is not needed. %PROG-NAME is “talking” to the macro processor, not to other SAS components. Parameters can be passed to macro programs.

WORTH NOTING: The word “parameter” has a technical meaning to the statistical community, and a different meaning to the programming community. Here, a “parameter” is an argument to a macro whose value might influence what a macro does.

In the trap\_area\_Z macro defined in Program 5.3, a macro wrapper is placed around the trapezoidal rule area estimator code. Parameters are defined for this macro: LOW, HIGH, npts\_lo, npts\_hi, npts\_by, fout, print\_est, print\_pts, display\_graph, and ODS\_on. The macro declaration for trap\_area\_Z includes these parameters and their default values.

**%macro** trap\_area\_Z(LOW=-**1.645**, HIGH=**1.645**, npts\_lo=**10**, npts\_hi=**10**,

npts\_by=**2**,fout=&Folder\&subFolder\est3.out,

print\_est=FALSE, print\_pts=FALSE, display\_graph=FALSE, ODS\_on=FALSE);

Worth Noting: A macro is defined by %macro statement followed by the name of the macro. Parameters can be given a default value in the declaration of a macro. For example, %macro trap\_area\_Z(LOW=-1.645,…) has 10 parameters defined with defaults set for each including -1.645 being the default for the macro parameter LOW.

Keyword parameters are used in the trap\_area\_Z macro definition. Parameters can be passed by position, by keyword, or by using a mix of the two strategies. (If a mix is used, then positional parameters must be specified before keyword parameters.) If you define a keyword parameter, then you must call the macro with a keyword in the argument list. The style used in the macro definition needs to match the style used when invoking the macro. In the spirit of writing self-documenting code, keyword parameters are preferred.

The construction of the trap\_area\_Z macro explicitly addresses two questions from Section 5.2:

1. Can you set up a switch to produce graphics only when they are requested?
2. Is it possible to package this estimator as a callable program, subroutine, or function?

Let’s start with the name of this macro and its input parameters. The input parameters are assigned default values in the macro. Macro comments describe the input parameters. These comments begin with a %\* and end with a semicolon. If you use standard comments (e.g., you start with an asterisk and end with a semicolon), the comments are displayed in the log. However, comments are not displayed until the appropriate options are set. Note: The preferred and safest comments to use inside a macro are of the form /\* comment … \*/.

In Program 5.2, you converted hardcoded values into macro variables. The macro variables were assigned values using %LET statements. In the following macro, printing, generating graphs, and using ODS RTF are all based on parameters of the macro.

Worth Noting: The parameters of a macro are referenced as local macro variables in the macro. Thus, the parameter LOW in %macro trap\_area\_Z(LOW=-1.645 …) is referenced in the macro as &LOW. The macro variable is defined only in the macro, hence it is called a local macro variable.

The %IF and %THEN statements check whether graphics are requested. For example, submit the following block of code:

%if %upcase(&display\_graph)=TRUE %then %do;

proc sgplot data=trapper2;

title "Plot of function values vs. x-values";

scatter x=xout y=yout;

run;

%end;

This code causes the following lines to be included in the input stack for processing when the macro parameter display\_graph=TRUE,

proc sgplot data=trapper2;

title "Plot of function values vs. x-values";

scatter x=xout y=yout;

run;

The %upcase function guarantees that a &display\_graph value of TRUE, True, true, TrUe (you get the idea) is converted to TRUE before the value is compared with the condition. The %IF and %THEN statements are then evaluated by the macro processor. If true, then the code between the %DO and %END statements is processed as part of the input stack. The macro can evaluate the integral based on a range of values. This option is set using %DO, %TO, and %BY with a %END statement. For example:

%do npts=&npts\_lo %to &npts\_hi %by &npts\_by; \*loop over npts values;

Worth Noting: It is easy to get confused when programming conditional statements (IF-THEN) or looping (DO-END) in DATA step programming vs. conditional statements (%IF-%THEN) or looping (%DO-%END) in macro programming. The critical question is are you programming for the macro processor, a task that writes SAS code for later execution by the SAS compiler, or for the SAS compiler.

If you put all of these ideas together, you get the macro shown in Program 5.3.

Program 5.3 Macro implementing a trapezoidal rule estimate of the area under a standard normal density curve

**%macro** trap\_area\_Z(LOW=-**1.645**, HIGH=**1.645**, npts\_lo=**10**, npts\_hi=**10**, npts\_by=**2**,

fout=&Folder\&subFolder\est3.out,

print\_est=FALSE, print\_pts=FALSE, display\_graph=FALSE, ODS\_on=FALSE);

/\* ========================================================================

Purpose: Estimate P{LOW<Z< HIGH) using the trapezoidal rule

Macro variables:

LOW, HIGH: interval of interest

NPTS\_LO, NPTS\_HI, NPTS\_BY: # function values evaluated in area calc.

FOUT: output data file containing area estimate for each NPTS value

PRINT\_EST: print area estimate

PRINT\_PTS: print points/nodes {x1-xn} + function values {f(x1)-f(xn)}

DISPLAY\_GRAPH: generate PROC GPLOT with function values

ODS\_ON: generate ODS RTF output

========================================================================

\*/

%do npts = &npts\_lo %to &npts\_hi %by &npts\_by; \*loop over npts values;

data trapper;

file "&fout" MOD;

trapsum = **0**;

array x\_value(&npts) x1-x&npts;

array f\_value(&npts) y1-y&npts;

low = &LOW;

high = &HIGH;

incr = (high-low)/( &npts -**1**);

multiplier = **1**/sqrt(**2**\*CONSTANT('PI'));

do point = **1** to &npts;

x\_value[point] = low + incr\*(point-**1**);

f\_value[point] = multiplier\*exp(-x\_value[point]\*x\_value[point]/**2**);

if point=**1** or point=&npts then trapsum = trapsum + f\_value[point]/**2**;

else trapsum = trapsum + f\_value[point];

end;

area\_est = trapsum\*incr;

output;

put "est. P(&LOW < Z < &HIGH) =" area\_est "(based on &NPTS points)";

run;

%if %upcase(&ODS\_ON)=TRUE %then %do;

ods rtf file="&Folder\&subFolder\ch5-fig5.6.rtf"

image\_dpi=**300**

style=sasuser.customSapphire;

%end;

%if %upcase(&print\_est)=TRUE %then %do;

proc print data=trapper;

title "Trapezoidal Rule Area Estimate for P(&LOW<Z<&HIGH)";

title2 "(based on &NPTS equally spaced points)";

var low high incr area\_est;

run;

%end;

data trapper2;

set trapper;

array x\_value(&npts) x1-x&npts;

array f\_value(&npts) y1-y&npts;

do point = **1** to &npts;

xout = x\_value[point];

yout = f\_value[point];

output;

end;

run;

%if %upcase(&print\_pts)=TRUE %then %do;

proc print data=trapper2;

title "Interpolation Points for Trapezoidal Rule";

var point low high incr area\_est xout yout;

run;

%end;

%if %upcase(&display\_graph)=TRUE %then %do;

proc sgplot data=trapper2;

title "Plot of function values vs. x-values";

scatter x=xout y=yout;

run;

%end;

%if %upcase(&ODS\_ON)=TRUE %then %do;

ods rtf close;

%end;

%end; \* of loop over npts values;

**%mend** trap\_area\_Z;

Once the macro trap\_area\_Z is defined, this can be invoked by typing %trap\_area\_Z with particular parameters defined. Consider the following invocations of the macro:

* %trap\_area\_Z(): invokes the macro with all of the default settings, namely, LOW=-1.645, HIGH=1.645, npts\_lo=10, npts\_hi=10, npts\_by=2, fout=&Folder\&subFolder\est3.out, print\_est=FALSE, print\_pts=FALSE, display\_graph=FALSE, ODS\_on=FALSE.
* %trap\_area\_Z(LOW=0): invokes the macros with all defaults except LOW=0
* %trap\_area\_Z(LOW=-.67, HIGH=.67): change both limits of integration
* %trap\_area\_Z(LOW=-.67, HIGH=.67, npts\_lo=10, npts\_hi=20, npts\_by=5): changes limits of integration and uses 10, 15 and 20 points in constructing trapezoids for the estimate
* %trap\_area\_Z(LOW=-.67, HIGH=.67, print\_est=TRUE, print\_pts=true): estimates the area between -0.67 and 0.67 and prints the estimated area (print\_est=TRUE parameter) and the interpolation points (print\_pts=true parameter)
* %trap\_area\_Z(LOW=-.67, HIGH=.67, display\_graph=TRUE): estimates the area over the interval [-0.67, 0.67] and plots the interpolation points
* %trap\_area\_Z(LOW=-.67, HIGH=.67, ODS\_ON=TRUE, display\_graph=TRUE): estimates the area over the interval [-0.67, 0.67] and saves the plot of the interpolation points in an RTF file

How would you modify the macro to specify the name of the RTF file as a macro parameter? How would you modify the macro to do validity and range checks (e.g. HIGH > LOW)?

## More complicated macro variable construction

There will be times when combining two macro variables to reference another macro variable might be useful. In the example in Program 5.3, two macro variables need to be resolved to define a third macro variable. Suppose observations have variables containing hypothetical values of weights (weight1 and weight2) measured on two separate occasions (week1 and week2). In this constructed data set, a weight measurement at week 15 was 70 (week1=15, weight1=70) and a weight measurement at week 25 was 74 (week2=25, weight2=74).

Two macro parameters (variable and obs) identify the variable and occasion of interest. This macro is designed to echo the input to the log and print the value of the variable of interest.

Program 5.4 Resolving a complex macro variable

%let var1=week;

%let var2=weight;

%let time1=1;

%let time2=2;

%let var1time1 = week1;

%let var1time2 = week2;

%let var2time1 = weight1;

%let var2time2 = weight2;

data tester;

input week1 weight1 week2 weight2;

datalines;

15 70 25 74

;

run;

**%macro** showvalue(variable, obs);

%put Value of '&variable' = &variable;

%put Value of '&obs' = &obs;

%put Value of '&&&variable.&obs' = AMPERSAND-&variable.&obs = &&&variable.&obs;

data \_NULL\_;

set tester;

put "Value of &&&variable.&obs =" &&&variable.&obs;

run;

**%mend** showvalue;

%***showvalue***(variable=var1, obs=time1)

%***showvalue***(variable=var2, obs=time2)

An interesting construct in this program is &&&variable.&obs. Macro variable names are resolved from left to right. && is resolved to & by the macro processor. In this example, when &variable=var1(=week) and &obs=time1(=1), &&&variable.&obs has the value var1time1(=week1). The SAS log from invoking this macro is shown in Table 5.5.

Worth Noting: Macro variable names are evaluated from left to right and && resolves to & by the macro processor. The macro processor will take multiple passes through a more complex macro variable name until the macro variable is fully processed.

Table 5.5 SAS LOG Output from invoking the macro

Value of '&variable' = var1

Value of '&obs' = time1

Value of '&&&variable.&obs' = AMPERSAND-var1time1 = week1

Value of week1 =15

Value of '&variable' = var2

Value of '&obs' = time2

Value of '&&&variable.&obs' = AMPERSAND-var2time2 = weight2

Value of weight2 =74

## Changing locations in a macro during execution

You can direct the macro processor to move to a different location during its execution using %GOTO. %GOTO is especially handy when checking for errors. In the code in Program 5.5 and in the output in Table 5.6, an error message is generated if an invalid argument is passed as a parameter. The %sysevalf function evaluates whether &npts<1. If it is, an error message is generated and a branch is executed. The macro variable &npts is enclosed in single quotation marks. This keeps the macro processor from evaluating this variable. If the macro variable is enclosed in double quotation marks, then the macro processor substitutes the value of the macro variable in the expression.

Worth Noting: A macro variable enclosed in single quotes, e.g. '&variable', is not evaluated by the macro processor while a macro variable enclosed in double quotes, e.g. "&variable", is evaluated. Referencing a macro variable with double quotes is particularly useful when building a title that includes values of the macro variables as used in the trap\_area\_Z macro.

**Program 5.5 Macro illustrating %GOTO**

%macro ncheck(npts);

%\* npts = needs to be greater than or equal to 1;

%if %sysevalf(&npts<1) %then %do;

%put ERROR: '&npts' must exceed 1;

%put ERROR: value of '&npts' = &npts;

%goto badend;

%end;

%put Value of '&npts' = &npts;

%badend: ;

%mend ncheck;

%ncheck(1)

%ncheck(-2)

%ncheck(0.5)

The output is shown in Table 5.6.

Table 5.6 NCHECK macro applied with three different arguments

%ncheck(1)

Value of '&npts' = 1

%ncheck(-2)

ERROR: '&npts' must exceed 1

ERROR: value of '&npts' = -2

%ncheck(0.5)

ERROR: '&npts' must exceed 1

ERROR: value of '&npts' = 0.5

An alternative is to check if &NPTS<1, and then use an %ELSE branch. This is preferred over %GOTO in programming.

This section started with five questions. The fifth question has not been addressed.

Can you generalize this code for any arbitrary function?

This section does not provide the answer. However, you should try it at home. Where in the code is the standard normal density function defined? Can you define a macro variable that contains this arbitrary function, and then pass it as a parameter to a general TRAP\_AREA\_Z macro? Do you need to change more than one line in the previous macro? If you were producing this as a macro that was going to be used in a production environment, would you need to add checks for valid parameter values? How would you do this in the TRAP\_AREA\_Z macro?

Now, the claim could be made that this code matches the first attempt at constructing this macro. Alas, the truth is that debugging and error correction are required. Basic strategies for exploring and debugging errors in macro coding are addressed in the next section.

# 5.6 Debugging Macro Code and Programs

## Write out Values of Macro Variables

The first thing to do with non-working macro code is to write out the values of the macro variables. You can write to the log the value of a macro variable that you have defined using the statement %PUT &MACRO-VAR-NAME.

WORTH NOTING: You can display SAS automatic macro variables (%PUT \_AUTOMATIC\_), user-defined macro variables (%PUT \_USER\_), or both types (%PUT \_ALL\_).

To debug, specifying a particular macro variable or all user-defined macro variables is more useful. It might be interesting to determine what macro variables are defined by SAS. You might even be interested in using some of these variables in your programs. The SYSDATE, SYSDAY, and SYSTIME macro variables are useful for extracting date and time information. SYSLAST is useful for defining the use of a default data set in a macro. Program 5.6 requests the user-defined, automatically-defined and all macro variable value.

Program 5.6 Requesting the display of the values of SAS user, automatic and all macro variables

%put \_USER\_;

%put \_AUTOMATIC\_;

%put \_ALL\_;

These values are all written to the SAS LOG. An edited portion of this LOG output is presented in Table 5.7. The \_USER\_ macro variables includes the names of the folder and subfolder for this chapter along with values of macros variables defined in programs run before this program. Note that these are all GLOBAL.

Table 5.7 Displaying Values of Macro Variables

353 %put \_USER\_;

GLOBAL FOLDER C:\Users\baileraj\Documents\book-SPiS-2nd-ed

GLOBAL HIGH 1.645

GLOBAL LOW -1.645

GLOBAL NPTS 12

GLOBAL SUBFOLDER chapter05

GLOBAL TIME1 1

GLOBAL TIME2 2

GLOBAL VAR1 week

GLOBAL VAR1TIME1 week1

GLOBAL VAR1TIME2 week2

GLOBAL VAR2 weight

GLOBAL VAR2TIME1 weight1

GLOBAL VAR2TIME2 weight2

354 %put \_AUTOMATIC\_;

AUTOMATIC AFDSID 0

AUTOMATIC AFDSNAME

…

AUTOMATIC SYSDATE 18JUN18

AUTOMATIC SYSDATE9 18JUN2018

AUTOMATIC SYSDAY Monday

…

AUTOMATIC SYSVER 9.4

AUTOMATIC SYSVLONG 9.04.01M4P110916

AUTOMATIC SYSVLONG4 9.04.01M4P11092016

AUTOMATIC SYSWARNINGTEXT

The macro variables that are automatically defined include SAS system information such as the version of SAS and information connected to the session such as the date when the program was run. The information produced by %put \_ALL\_ is the union of the output produced by %put \_USER\_ and %put \_AUTOMATIC\_.

## Useful SAS Options for Debugging Macros

There are three main options that are important when constructing and debugging macros. The SYMBOLGEN option shows the values of macro variables. It can be used to trace the resolution of complex macro variable names. The MPRINT option displays the SAS statements that are generated for execution by the macro processor. The MLOGIC option displays a trace of the macro processor’s execution of the macro program. It might be the most useful of all three. The next three displays show the output of these options. Program 5.7 invokes each of these options in turn with trap\_area\_z.

WORTH NOTING Options can be set in SAS that apply for the duration of the program (or until other options are set). Options can control output or request information be written to the SAS LOG as we see in this section.

Program 5.7 Illustrating output produced by SAS options for debugging macros

options mprint; \* turn on MPRINT;

%***trap\_area\_z***(LOW=**0**,HIGH=**1.96**,npts\_lo=**15**,npts\_hi=**25**,npts\_by=**5**, display\_graph=TRUE)

options nomprint symbolgen; \* turn off MPRINT, turn on SYMBOLGEN;

%***trap\_area\_z***(LOW=**0**,HIGH=**1.96**,npts\_lo=**15**,npts\_hi=**25**,npts\_by=**5**, display\_graph=TRUE)

options nosymbolgen mlogic; \* turn off SYMBOLGEN, turn on MLOGIC;

%***trap\_area\_z***(LOW=**0**,HIGH=**1.96**,npts\_lo=**15**,npts\_hi=**25**,npts\_by=**5**, display\_graph=TRUE)

options nomlogic; \* turn off MLOGIC;

Consider the information written to the SAS LOG after invoking the trap\_area\_z macro with each of these options turned on. Table 5.9 displays what is produced by the MPRINT option for the npts = 15 case. Note that the messages related to data sets created and execution time were omitted from this Table

Table 5.8 SAS LOG (partial) from Using Option MPRINT with trap\_area\_Z invocation

543 options mprint; \* turn on MPRINT;

544 %trap\_area\_z(LOW=0,HIGH=1.96,npts\_lo=15,npts\_hi=25,npts\_by=5, display\_graph=TRUE)

MPRINT(TRAP\_AREA\_Z): \*loop over npts values;

MPRINT(TRAP\_AREA\_Z): data trapper;

MPRINT(TRAP\_AREA\_Z): file "C:\Users\baileraj\Documents\book-SPiS-2nd-ed\chapter05\est3.out" MOD;

MPRINT(TRAP\_AREA\_Z): trapsum = 0;

MPRINT(TRAP\_AREA\_Z): array x\_value(15) x1-x15;

MPRINT(TRAP\_AREA\_Z): array f\_value(15) y1-y15;

MPRINT(TRAP\_AREA\_Z): low = 0;

MPRINT(TRAP\_AREA\_Z): high = 1.96;

MPRINT(TRAP\_AREA\_Z): incr = (high-low)/( 15 -1);

MPRINT(TRAP\_AREA\_Z): multiplier = 1/sqrt(2\*CONSTANT('PI'));

MPRINT(TRAP\_AREA\_Z): do point = 1 to 15;

MPRINT(TRAP\_AREA\_Z): x\_value[point] = low + incr\*(point-1);

MPRINT(TRAP\_AREA\_Z): f\_value[point] = multiplier\*exp(-x\_value[point]\*x\_value[point]/2);

MPRINT(TRAP\_AREA\_Z): if point=1 or point=15 then trapsum = trapsum + f\_value[point]/2;

MPRINT(TRAP\_AREA\_Z): else trapsum = trapsum + f\_value[point];

MPRINT(TRAP\_AREA\_Z): end;

MPRINT(TRAP\_AREA\_Z): area\_est = trapsum\*incr;

MPRINT(TRAP\_AREA\_Z): output;

MPRINT(TRAP\_AREA\_Z): put "est. P(0 < Z < 1.96) =" area\_est "(based on 15 points)";

MPRINT(TRAP\_AREA\_Z): run;

MPRINT(TRAP\_AREA\_Z): data trapper2;

MPRINT(TRAP\_AREA\_Z): set trapper;

MPRINT(TRAP\_AREA\_Z): array x\_value(15) x1-x15;

MPRINT(TRAP\_AREA\_Z): array f\_value(15) y1-y15;

MPRINT(TRAP\_AREA\_Z): do point = 1 to 15;

MPRINT(TRAP\_AREA\_Z): xout = x\_value[point];

MPRINT(TRAP\_AREA\_Z): yout = f\_value[point];

MPRINT(TRAP\_AREA\_Z): output;

MPRINT(TRAP\_AREA\_Z): end;

MPRINT(TRAP\_AREA\_Z): run;

MPRINT(TRAP\_AREA\_Z): proc sgplot data=trapper2;

MPRINT(TRAP\_AREA\_Z): title "Plot of function values vs. x-values";

MPRINT(TRAP\_AREA\_Z): scatter x=xout y=yout;

MPRINT(TRAP\_AREA\_Z): run;

The SAS option MPRINT displays the SAS code that is produced by the macro processor. This is essentially the program that was written by the macro and will now be executed by the SAS compiler. It doesn’t have the attractive indenting and readability of the original code; however, it is great to see what the macro processor has produced. The results of turning on this SYMBOLGEN option is presented in Table 5.9.

Table 5.9 SAS LOG from Using Option SYMBOLGEN with trap\_area\_Z invocation

546 options nomprint symbolgen; \* turn off MPRINT, turn on SYMBOLGEN;

547 %trap\_area\_z(LOW=0,HIGH=1.96,npts\_lo=15,npts\_hi=25,npts\_by=5, display\_graph=TRUE)

SYMBOLGEN: Macro variable NPTS\_LO resolves to 15

SYMBOLGEN: Macro variable NPTS\_HI resolves to 25

SYMBOLGEN: Macro variable NPTS\_BY resolves to 5

SYMBOLGEN: Macro variable FOUT resolves to &Folder\&subFolder\est3.out

SYMBOLGEN: Macro variable FOLDER resolves to C:\Users\baileraj\Documents\book-SPiS-2nd-ed

SYMBOLGEN: Macro variable SUBFOLDER resolves to chapter05

SYMBOLGEN: Macro variable NPTS resolves to 15

SYMBOLGEN: Macro variable NPTS resolves to 15

SYMBOLGEN: Macro variable NPTS resolves to 15

SYMBOLGEN: Macro variable NPTS resolves to 15

SYMBOLGEN: Macro variable LOW resolves to 0

SYMBOLGEN: Macro variable HIGH resolves to 1.96

SYMBOLGEN: Macro variable NPTS resolves to 15

SYMBOLGEN: Macro variable NPTS resolves to 15

SYMBOLGEN: Macro variable NPTS resolves to 15

SYMBOLGEN: Macro variable LOW resolves to 0

SYMBOLGEN: Macro variable HIGH resolves to 1.96

SYMBOLGEN: Macro variable NPTS resolves to 15

The SAS option SYMBOLGEN displays the values that were assigned to the macro variables during the processing of the macro. Finally, the result of requesting the MLOGIC option is displayed in Table 5.10.

Table 5.10 SAS LOG from Using Option MLOGIC with trap\_area\_Z invocation

548 options nosymbolgen mlogic; \* turn off SYMBOLGEN, turn on MLOGIC;

549 %trap\_area\_z(LOW=0,HIGH=1.96,npts\_lo=15,npts\_hi=25,npts\_by=5, display\_graph=TRUE)

MLOGIC(TRAP\_AREA\_Z): Beginning execution.

MLOGIC(TRAP\_AREA\_Z): Parameter LOW has value 0

MLOGIC(TRAP\_AREA\_Z): Parameter HIGH has value 1.96

MLOGIC(TRAP\_AREA\_Z): Parameter NPTS\_LO has value 15

MLOGIC(TRAP\_AREA\_Z): Parameter NPTS\_HI has value 25

MLOGIC(TRAP\_AREA\_Z): Parameter NPTS\_BY has value 5

MLOGIC(TRAP\_AREA\_Z): Parameter DISPLAY\_GRAPH has value TRUE

MLOGIC(TRAP\_AREA\_Z): Parameter FOUT has value &Folder\&subFolder\est3.out

MLOGIC(TRAP\_AREA\_Z): Parameter PRINT\_EST has value FALSE

MLOGIC(TRAP\_AREA\_Z): Parameter PRINT\_PTS has value FALSE

MLOGIC(TRAP\_AREA\_Z): Parameter ODS\_ON has value FALSE

MLOGIC(TRAP\_AREA\_Z): %DO loop beginning; index variable NPTS; start value is 15; stop value is 25; by value is 5.

MLOGIC(TRAP\_AREA\_Z): %IF condition %upcase(&ODS\_ON)=TRUE is FALSE

MLOGIC(TRAP\_AREA\_Z): %IF condition %upcase(&print\_est)=TRUE is FALSE

MLOGIC(TRAP\_AREA\_Z): %IF condition %upcase(&print\_pts)=TRUE is FALSE

MLOGIC(TRAP\_AREA\_Z): %IF condition %upcase(&display\_graph)=TRUE is TRUE

WARNING: HTML4 destination does not support EPSI images. Using the default static format.

NOTE: There were 15 observations read from the data set WORK.TRAPPER2.

MLOGIC(TRAP\_AREA\_Z): %IF condition %upcase(&ODS\_ON)=TRUE is FALSE

MLOGIC(TRAP\_AREA\_Z): %DO loop index variable NPTS is now 20; loop will iterate again.

MLOGIC(TRAP\_AREA\_Z): %IF condition %upcase(&ODS\_ON)=TRUE is FALSE

MLOGIC(TRAP\_AREA\_Z): %IF condition %upcase(&print\_est)=TRUE is FALSE

MLOGIC(TRAP\_AREA\_Z): %IF condition %upcase(&print\_pts)=TRUE is FALSE

MLOGIC(TRAP\_AREA\_Z): %IF condition %upcase(&display\_graph)=TRUE is TRUE

The SAS option MLOGIC displays information about the looping and conditional execution steps in a macro along with the values that were assigned to the macro variables during the processing of the macro. For example, the starting, stopping and incremental values of the loop index NPTS is echoed:

MLOGIC(TRAP\_AREA\_Z): %DO loop beginning; index variable NPTS;

start value is 15; stop value is 25; by value is 5.

In addition, the check of whether ODS is requested, i.e. the condition in the %IF statement, %IF %upcase(&ODS\_ON)=TRUE is evaluated – MLOGIC reports this condition is FALSE and no additional code is produced by the macro processor. The request to print the results, %upcase(&print\_est)=TRUE, also is evaluated to be FALSE. The %IF check to display the plot, %IF condition %upcase(&display\_graph)=TRUE is TRUE and the requested plot is produced.

Try this at home: redo this code with both MPRINT and MLOGIC requested and examine the results.

# 5.7 Saving Macros

The previous examples used macros shortly after they were defined. You are often going to want to save macros for future use. Introduction to Storing and Reusing Macros at support.sas.com provides a good foundation for learning more about saving macros. Three general strategies for using a previously defined macro include the following:

1. Insert the macro code from an external file.
2. Use the autocall facility in SAS.

Use a stored and compiled macro.

For the first strategy, the %INCLUDE command inserts the contents of an external file into the location from which the %INCLUDE command is issued. For the second strategy, the autocall facility collects a set of macros as external text (.sas) files in a specified folder. A macro in the autocall facility is stored with a filename that matches the actual macro name. The macros called using the autocall facility are compiled and stored in WORK.SASMCR when they are first called in a SAS session. The option MAUTOSOURCE must be set to use the autocall facility, and the SASAUTOS option must point to where the autocall facility macro is stored. For the third strategy, compiled macros are stored in a SAS catalog. The options MSTORED and SASMSTORE are used. In addition, the STORE option must be set in the macro definition. This strategy is preferred if you have macros that are production quality and are not frequently updated.

# 5.8 Functions and Routines for Macros

In Program 5.5, %SYSEVALF evaluated the logical comparison &NPTS<1. %SYSEVALF is a general evaluation function. A short list with description of a few useful macro functions are given below:

* %SYSEVALF: general evaluation function
* %EVAL: function for integer arithmetic
* %INDEX: position of a string in a source string
* %LENGTH: length of an argument and
* %SCAN: particular work in an argument
* %SUBSTR: substring extracted from an argument
* %UPCASE: converts argument to all uppercase

Program 5.8 provides a short example to illustrate some of these functions with results from executing this program displayed in Table 5.11.

Program 5.8 Illustrating macro functions with log results

%let summer = June July August;

%let pickmth = 3;

%let mymonth = %scan(&summer, &pickmth); \* pickmth word of summer;

%let mymonth3 =%substr(&summer, 11, 3); \* start @ position 11 and move 3;

%let upper\_month3 = %upcase(&mymonth3);

%put Summer=&summer;

%put Length of '&summer' = %length(&summer);

%put Where is Aug in the '&summer'? = %index(&summer, Aug);

%put Month picked = &pickmth;

%put Which month? = &mymonth;

%put Which month (3 letters)? = &mymonth3;

%put Upper case (3 letters)? = &upper\_month3;

Table 5.11 SAS LOG Illustrating Macro Function

Summer=June July August

Length of '&summer' = 16

Where is Aug in the '&summer'? = 11

Month picked = 3

Which month? = August

Which month (3 letters)? = Aug

Upper case (3 letters)? = AUG

In addition to the macro functions described above, the functions SYMPUT, SYMPUTX, and SYMGET are incredibly useful. The SYMPUT and SYMPUTX functions can be used to assign a SAS variable value to a macro variable. The SYMGET function assigns a macro variable value to a SAS variable.

Worth Noting:

SYMPUT: SAS variable value🡪Macro variable

SYMPUTX: SAS variable value🡪Macro variable (removing leading and trailing blanks)

SYMGET: SAS variable🡨Macro variable value

Program 5.9 provides a program in which macro variables &MBROOD1, &MBROOD2, &MBROOD3, and &MTOTAL are constructed from the variable BROOD and the index variable I.[[1]](#footnote-1) A %DO loop over these variables generates separate plots of the number of young versus concentration for each of the broods.

Program 5.9 SYMPUT function in a macro

**data** nitrofen;

filename cdub URL "http://www.users.miamioh.edu/baileraj/datasets/ch2-dat.txt";

infile cdub firstobs=**16** expandtabs missover pad;

input @**9** animal **2.**

@**17** conc **3.**

@**25** brood1 **2.**

@**33** brood2 **2.**

@**41** brood3 **2.**

@**49** total **2.**;

**run**;

**data** test; set nitrofen;

brood=**1**; conc=conc; nyoung=brood1; output;

brood=**2**; conc=conc; nyoung=brood2; output;

brood=**3**; conc=conc; nyoung=brood3; output;

**run**;

**%macro** ***threeregs***;

proc sort data=test out=test;

by brood;

run;

data \_null\_;

set test;

by brood;

if first.brood then do;

i+**1**;

ii = left(put(i,**2.**));

call symput('mbrood'||ii,trim(left(brood)));

call symput('mtotal',ii);

/\*

Alternative with symputx

call symputx('mbrood'||ii, brood);

call symputx('mtotal',ii);

\*/

end;

run;

%do ibrood = **1** %to &mtotal;

proc sgplot data=test;

where brood=&&mbrood&ibrood;

reg x=conc y=nyoung / degree=**2**;

title "Plot: # Young vs. Nitrofen Conc.";

title2 "[brood &&mbrood&ibrood]";

%put 'ibrood' = &ibrood;

%put '&&mbrood&ibrood' = &&mbrood&ibrood;

run;

%end;

proc sgpanel data=test;

title "SGPANEL alternative display [avoids macros & looping]";

panelby brood / columns=**3**;

reg x=conc y=nyoung / degree=**2**;

run;

**%mend**;

ods rtf file="&Folder\&subFolder\ch5-fig5.13.rtf"

image\_dpi=**300**

style=sasuser.customSapphire;

%***threeregs***()

**quit**;

ODS RTF close;

Figures 5.2 - 5.5 indicate that the impact of nitrofen is not observed in the first brood, but the impact is dramatic in the later broods.
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Figure 5.2 Brood 1 count vs. nitrofen concentration
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Figure 5.3 Brood 2 count vs. nitrofen concentration

![The SGPlot Procedure](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAoAAAAHgCAIAAAC6s0uzAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAgAElEQVR4nOzdeVhTZ8I28Cd7iCGExRgim0gREJAioqB1EKko7rU61Fpr0VqtdhvHaadjp611OvVznHasjl2stWqtpe5SRdyoIgpuiAhKAwVRNgEhxAAhId8f5500ArIJPEm4f1evXsnJyclNOObmOTkLy2AwEAAAAOhdbNoBAAAA+iIUMAAAAAUoYAAAAApQwAAAABSggAEAAChAAQMAAFCAAgYAAKAABQwAAEABChgAAIACFDAAAAAFKGAAAAAKUMAAAAAUoIDBsrFMCIVCZ2fntWvXNnu0u15Lo9GwWCyJRGK80WyGjIwMFovl7u6u0+mYKTqdzt3dncViXb58ubti0MW8pV988UXLiS1vP47Tp0+PHDmSz+eLRKJx48Y9/gIZGzduDAoKYhYbExOTlpbWXUsG6DQDgCVrda1ev3696aPtLiQ1NTUiIqLd2X7++WdCyMyZM403Ws4ze/Zs0wDr168nhMTGxnbmZzJrzFtqb29fUVHRbGLL2x18Y1ulUCiMv9DuegPnzp3bbFXh8XjJycndsnCAzkIBg2Uz/bhvbGz8+OOPCSEuLi4tH+3gQtrwn//8hxCybNky442W8+Tl5fF4PLlc/uDBgwcPHshkMh6P9+uvv3bmZzJrxuqaP39+s4mPmvlxXoip+YaGhq4txNTevXsJIQqF4tSpUwaDoaCgYNSoUYSQJ5988vEXDtAFKGCwbC0/4plhTauPxsfHDx06lMfjDRkyZP/+/abzmG4TarU2Wh1qtxpp5cqVhJDVq1evWbOGEPLWW2+ZPtpqhpYv2nJMefjw4YCAAB6PN3z48GvXrhnn3LRpk5OTk4eHx4ULF1pNdezYMfLweH3WrFmEkGPHjhkMhhs3bowZM4bH49nY2ERERNy+fbvVH6pZsPDwcEKIcezYMm0bb+y2bdtsbW3Dw8PbeENafZ937tz5xBNP8Hi8gICAw4cPN4v0qPfHaPr06YSQ3bt3G6f8+uuvkZGRqampxilt/3Ye9RJbt25VKBQCgSAuLq6xsbHtNxDACAUMls30A7qxsZHpPE9Pz5aPHj16tNnHOjMSelRPtPpCrRZDMxUVFfb29nb/Y7qp9lEZWr5oy0ozNXz4cOah3bt3Gye6uLg8KpWLiwuPx6uqqmLicTgchULBPDR06FDTJYeGhnbkDb9x4waHw/H19dXr9a2mbeONZTB/EHT8l8Js9jdlLM423h9Ttra2hJA2CrLd306rLxEfH286/YMPPmj7DQQwQgGDZWv5yUgI+fTTT00fZW5HREQQQhYvXtzY2Lh48WJCyNixY1vO9ih6vZ7D4QgEgsbGRuYG0z2t+uSTT5hlfvzxx6bTO57B9C5ze9myZXq9fv/+/YQQgUDAPMRsRGUG2a+99tqjfpBVq1YRQv7zn/8Y/rch/d1332Ue4nA4hJB2B74tg61YsYIQsnr16lbTtvFDMWnz8vI69YaMHTuWEHL06FGDwZCcnEwImT17drvvjynmJ23jR2s3TBu/gsOHD+fk5BCTP/4A2oUCBstm2rsCgWDIkCGbNm1q9ihzWyAQEEKYbxMbGhoIITY2Ni1ne5TU1FRCSEREhPFGGzMzyyeE1NXVmU7veIaWNVZbW9vyIR6PRwi5c+eOwWAoKCh41A/CPMQM2oYNG0YIuXXrFvNQXFwcIYTD4YSHh3/wwQfMKLkNxpd48OCBi4uLQCDIy8vrVAGbln3H3xBmTlO2trbtvj+mbGxsjK/VqnbDtPEraPtNA2gV1huwbG13ZzcWMPN05rtS443OButgBmN/t7qolp/+BQUFBoOhqqqqjR8kMjKSEMKM3saMGWOc3tjY+MEHH0yePJnZ6zgyMrLt98H0JQ4ePEgImTx5cqcKuAtviPEnNcXhcDr4KoyoqChCSHx8vHFKTk4O8xdVZ8O0/BW0sTkE4FFQwGDZOl7AzDZM0w2MxlEsM1tdXZ1xiPOoRTXT2WBtZGA+x48eParX65ctW9bBGmOGs2+99ZZer3/jjTfaSLVz505CiJubGyFk69atLWeoqKggJvuvdfDnmjp1arN3o+Vt4xvbMl67vxTjnMOHDyeE/Pzzz+1GetSbwLwDCoUiJSXFYDDk5eWFhoYSk29zOx7G9C6zCfrgwYPXr18nhNjZ2bX9BgIYoYDBsnW8gJnBn6kzZ84wD9nb2zNTmONNW13mpEmTmAKIjo5+VBO0G6yNDGPGjCEttLoo07tbtmwxzuzr69vGu9HY2Mj8mDY2NqYbxpn+MDLunPyoRTWbfvv27X79+j0qbbtvbBtvSLOZTXc3Y0RHR7f7/jTD7P5tisfjGUfAHQ9jerfZTlivvfZauzEAGFg/wLK1/THX7NH4+HjmMBJfX1/TBt26datcLufxeEz9tLpMZh/ahoYG442uBXtUhpycnOHDh3M4nCFDhhg/01tdVLO7Bw8edHFx8fX1vXXrFjHZMNsSM0SOi4sznVhcXDxr1iwbGxsejxcdHc18ndxG/pbTjXuctZyhI2/so96QljNv3brV19eXw+HY2dktW7bM+HV1xwvYYDB8+umnAQEBHA7HxsZm6tSpV69e7UKYZnc3b94sk8mYw5AePHjQkRgABoOBZXjEtjUAMH9cLlev11+7di0wMDAhIWHq1KlOTk737t2jnQsA2selHQAAui4qKurYsWPMN8GM5557jmIeAOg4XIwBwILt2LFjwYIFtra2AoHAycnptddeY07GCQDmD5ugAQAAKMAIGAAAgAIUMAAAAAUoYAALxvof4+1eeLlmE7Ozs8ePHy8SiYRC4Zw5c5h9sE2DAUCrsBc0gMWjuyfHqlWrzp8//8svvxBCQkND79+/f/z4cYPBgPYFaBt2wgKwYEzJMf+KTW/3wsu11NTUxOFweDyeVqvtnTwAFg2boAGsyjfffOPq6hoWFlZWVsZMYTYFx8TEBAcHM1P+/Oc/SyQSsVj8zjvvmD631en37t0bPXr0oEGDfvjhh7ZfesOGDYSQ2bNnd+fPA2DFqJ2DCwAem+m/Yub2W2+9xVx1YMGCBabTDx8+XF5ebjAYVq9eTQjZvHkzcx7pNWvWMLM9avqCBQsIIdu2bXvrrbfa+NDw9PQkhDzxxBM1NTUtswFAS9gEDWDBWm6CbmxsbGpqEggEtra2KpXKdDqXyyWEuLq63rlzh7ncnkAgUCgUd+/ebWO6RCKpra1tbGzU6XTMpRhb/dBoamrasmXLK6+8Ehsby4yVsQkaoG0oYAAL9qjvgFks1qO+i+Xz+Y2NjS1ne9T0jn/NzHwHLBAI6uvr250ZAPAdMIBV0Wq1THGKRKJWZ+jfv7/pbAMHDmx7OnNJQeP0djFXiwKAdqGAAazKqlWr9u7dSwj54x//2OoMixYtIoRs27Ztx44dhBDmyvNtTGd2qvrpp5/+/ve/t7rAoKAgkUiUkZHx008/mT4RANpB5ZtnAOgWpv+KmdtHjx51cnIKDQ1ldrkytNgZqrGxceXKlf369evXr9+qVavanV5eXj5q1Cg7Oztm366WHxo5OTmRkZECgaBfv34rV65sNRsAtITvgAEsmDl/z2rO2QDMATZBAwAAUIARMIAFEwqFzA1mx2PzYbbBAMwHChgAAIACbIIGAACgAAUMAABAAQoYAACAAhQwAAAABShgAAAACri0Azyu73/ap1araacAAAB4iEI+YOqk6DZmsPgCVqvVr7w0n3YKAACAh3z57fa2Z8AmaAAAAApQwAAAABRY/CZosFD1Wv3OI79ey60c4GizaIaP3LH1i9cCAFgrjICBArWmccQL+39OuT3M27FGrX1y7r5L2fdohwIA6FUYAQMFH359eVSA7OtVY5m7fwhWvLzmzNVds+imAgDoTRgBAwUpGaVvPOdvvDvlKbfSyrrqWi3FSAAAvQwFDBRwOWzTuq3X6uu1Oi6HRTESAEAvQwEDBbMiB/11Y3q9Vs/c/WRbRohvf7GIRzcVAEBvwnfAQMHyPw69fLNi0NQfokYOvFlQzeWwfvjHeNqhAAB6FQoYKOBy2DtWj1MWqS7l3HvlGd9RATIuBxtjAKBvQQEDNV6uEi9XCe0UAAB0YNgBAABAAQoYAACAAhQwAAAABShgAAAAClDAAAAAFKCAAQAAKEABAwAAUIACBgAAoAAFDAAAQIEVngkrK68q+XIJl8OKCnXBiZYAAMA8WdsI+L3Nlya9drSwpPZablXYSwd2J+XRTgQAANAKqxoBJ18u3p2kvLprlpNUSAh5ZZbv06/+HBU6kLkLAABgPqxqBHzs/J1ls4ca6zbI23FMkPzC9XK6qQAAAFqyqgIGAACwFFZVwJPHuH25L6eiup65m5FbeeF6eYifE91UAAAALVnVd8BjguTPT/J6cu7e2OjBao3uQHLB538JlzuKaOcCAABozqoKmBCyamHwjAiPE2l3uVz2G8/5+3hIaScCAABohbUVMCHEf7CD/2AH2ikAAADaYlXfAQMAAFgKFDAAAAAFKGAAAAAKUMAAAAAUoIABAAAoQAEDAABQgAIGAACgAAUMAABAAQoYAACAAhQwUPPyP876zf5p/NKE/KIa2lkAAHobChgoUNdp+SO3bD2Qo9bozmeWez3z4/aflbRDAQD0Kis8FzSYv+HP7+dwWFXJC8Q2fEJI6Iv7Fq5Onj/Zi3YuAIDegxEwUJB3p+aDJSFM+xJCTn0xRadvwoZoAOhTUMAAAAAUoICBAhe57QdfXFLXaZm7kUsSOGzi6WpHNxUAQG/Cd8BAQdq2GQMn7bQbu22gzLaiuq5eq/tsRRjtUAAAvQojYKBggIONLu3leZOesBGwwwJlyn1/fD02gHYoAIBehREwUPPd6nG0IwAAUIMRMAAAAAUoYAAAAApQwAAAABSggAEAAChAAQMAAFCAAgYAAKAABQwAAEABChgAAIACFDAAAAAFlAtYpVINHjy42RSWiS4s86fj+QFz9j45d0/S+bvdFBN6hLJItedkfkpGqU7fRDsLAEBvo3kqyrKysmeeeSY/P9904pkzZ2bPnh0fH9+1Zcqe3nHvfh2LsAjLEP3az6H+srRtM7ojLHQnnb5p6T9TElOLIkIUNwuquRzWT2ufdpH1o50LAKD30BwBh4SExMXFNZt47dq1YcOGdW2Bs/6cdO9+3dsvPtl06eWmi4tD/WXpWeUYB5uhjT/euFlQ/euB2B2rx13cPjM6zPWlD5JphwIA6FU0Czg9PX3hwoXNJl69ejUpKUkkEgUHB9+9+1B36vT6nNxfTf/7Ne+h0fPP5+7YCDmfvDaCuZu2bQaLRVZ8eqFHfwrogr2nfvvn8lAhn8PcfWdB0KWce2pNI91UAAC9ieYmaGdn55YTz507t2/fvrCwMKVSuXDhwsTERONDhqame/cqTGfm8Ximdw2kScB/aAoxEK1e352hoTvo9E1SW77xrpDPEfK5Or2BYiQAgF5mdpcjLCkpYW54eXklJyebPsTj8caObn7Z9swb2cbb3q72WfmV6ZlloYEDCCGf/nDdQMiSZ317NjF03pgg+X9+yPp61VjmbsLZ23JHG9NKBgCwemZXwKb4/M59Il+Pn8UJ/Xpk3EGpRNCo1T9o0Eklgreew5Xezc77Lw8fMX//zD8nTR7jdquweucR5f5/TaAdCgCgV5ndccDe3t5KpZIQkp2dPW/evM4+XZ/+sr+no1rTqNXpxwQNuH/qxR7ICI9LLOJd3TUrOszlck6FnZh/ddczowJktEMBAPQqsxsBf/fdd9OmTVMqlRMmTNixY0cXlnA9fla3p4JuJ+Rzlszyo50CAIAa+gVsMDy0601YWFh2dvajZgYAALAOZrcJGgAAoC+gPwKGZu6rNE1NTY06vVrT0NT0++YBtaa+Xqvr+HLsJSIO+/c/sAR8rlgk4HE5ErFNd8YFAIAuQQH3oKYmQ426TqWua9DqmPpUaxoeaBpU6jqmX/VNTXX1jZp6LSFEralv6Ey/Pj57iYjNZnPYLKlExGGz7SUiidiGy2WLRUKmrcUioZ1YyGaz7SWi3gwGANAXoIC7ztivNeo6taZBpa6rVmnUmoYadZ1KXa9S1zHN2lkSsQ2Py+GwWRKxDZv9++UoxCKhkN+J39d9lUbf9PtFDhq0OrWmoVGnV6nrjDMwN8qrattdGpvNspf0sxMLxSKhWCSQSkQSsY3cSSIWCQbK7E1zAgBAR6CA22Fs2fKq2vsqzQNNQ2W1urRCVV6l6siAVSK2sZeIBHwuU582Qr5YJJCIbXhctkRsw2GzmbEmIYQZd/b8D/Q747Zulbq+Uadnfkzmrk6nZ/6qMHZ2U5OhslpdWa1udVHMD8iMocUigavcXioR2UtEcic7HpfTmz8UAIClQAE/pLyq9k5plVrTcK+qtrRCdV+labtoJWIbO7GNRCz8X/0ImX61E9swVdSb4TvLuGFZ7mTX7sxMDd9XaZhWvq96oFLX36uqrVHXlVbUNGh1DdrW61nA5w6USfs7SOzEQhe5vb2kX38HW2zTBgDouwV8X6UpKq0qLq++V1WrUtcXlVYZN8k2wxSq3EnS38FWIraROdjaCPlO0n59am8mHpfjKBU7SsWtPqrWNKg19Sp1PTNuLi6vrqxW36uqLa+qbdDq8u9U5N956CTeIiFfLBIoZFK5k10/kWCgTOoqt+9T7ycAQF8pYGZoW1R6/07pfbWmvryqVq1paDmbWCRwlTvYS0T9HWxd5PZikVDmYGvmA1lzIBYJxCJBqyNp5g8dtaahrEJVXF6t1tTfLa/W1Gs19dryqlpCikwXYnzzFTKpq9z+UX0PAGAFrLCAK6rrz2eWqdS19rbs+zW1d0qr7pZXN9uMzONy3BWOYpFA5mA7wMnOXiKSO0lkDhLsTNTt7CWilhuc76s0ak19fNKtyznFDrZcuQO3tKJGrWnIyS8xnU0k5DNNrJBJXeQOA2XSXv6aHACg51jbx9m2w7kr/3MhMmSAVFhuOp0ZXbnK7V3k9q5yB7mTHbqWInuJaNC0+Bq1Viziaep1LGJI+u9kPw9xcXk1swW7qPR+cXm1pl6rvF2uvP37r1LuZOfp4jTASeLlJvN06Y9fIgBYLqsq4Izcyg+/vnz+2xlerpK1W47q9JyTl+/9Y9lon0Ey7PVjVkJf3KeuayxNemGAgw0hxGPaD5NfT6xLXdhsI3ZltZppYub/5VWq0oqa0ooa5lE2mzVQxgyO7V3l9kM85OhjALAgVlXAe0/+tnD6EC9XCSHk7UWTCCEprx+tVOE8Embnys3KN2IDmPYlhKRtmyGfsCO/qMbT9aECZnb7CvJxZe42aHWlFTVFpffvlFZl5t6trFYXlVYVlValZRJCiIDPlTvZebnJfDzlzHfJvfszAQB0jlUVsE7fNMD2oT1ppWK+Tt/0qPmBGoPB3bmf8R7TxA8a2vlNCfhcd4Wju8KREBIbQzT12sLiyuLy6sLiqtyC0vsqTWFxZWFx5ckLOYQQmYPtIJf+7gqHoV6KjhxnBQDQy6yqgEf6yz786vKCKd5iEY8Qcqf8wYn0u/9cHko7FzTnKLX5+xeXX48NYO4+9+4pFosEeNl3aiEiId/X09nX05m5a7q9+k5pVXlVbXlVbVpmPiFEwOe6yh0CvAcqZFIPhSOOdwIAc2BVBTwjwmPvqd+eWnRo4Qwftabxy305b78Y5KGwpZ0Lmjvx3ynDnvvJJvybJ32cfitWlVbULZvzuNcGbra9urSipri8Wnn7Xk5+SWlFjXFnLjab5Sp38HRx8vF0HuqlwIm6AIAWqypgQsiO1eMSzt4+efEul8P69v0/RAxX0E4ErQjwsi859sLUt47eLKixl/BOfjE5MmRg976E3MlO7mQX7OdOCNHUa3MLyq7n3iksrioqrWK2VJ9Ov8Vms7zcZN4eA4Z6DXSV26OMAaA3sQwGQ/tzmbEvv93+ykvzaacAi6FS1xUUV94pvX89947pAeJsNsvX09lV7jDUSzHIxQllDACPqd16srYRMEDbJGKbQG+XQG+XmLEBTU0G5e3yG8rinPySwuLKG8riG8rixJQsAZ87xEPu4ynHDlwA0HNQwNB3sdksb48B3h4DZpInNfXa67l3lLfv5RaUlVbUZObeycy9QwhxlIpH+Hv4eMpxnDEAdC8UMAAhhIiE/JGBniMDPQkh5VW113Pv3MwvvVVQWlmtTkzJSkzJEgn5Pp7Ovp7yAG8XHGQMAI8PBQzQnMzBdvwo3/GjfJuaDDn5JTfzS7KUxcXl1VeyC69kF7LZ6a5yh2A/t6FeCle5A+2wAGCpUMAAj8Rms4Z6KYZ6KWZNGK5S12Upi7OVxRk3i5j9qPefuCoR2/h7KUL8PQa5OImEfNp5AcCSoIABOkQitgkPGhweNLhRp1feLj+fkX89945KXZeakZeakcfjcgK8XYL93Hw9nXH9SgDoCBQwQOfwuBzjGbiUt8uv5969oSy+W37/fxuoWf5eA/28FEE+rviqGADagAIG6DovN5mXm2xm1JMqdd3l7Ns380tuKIuZPah3H0n39XT29hgwMnCQo1RMOykAmB0UMEA3kIhtxoUOGRc6pEGru5xdeDO/NOPm7Zz8kpz8koOnMrzcZCMDB4X4e+B7YgAwQgEDNWpN482CarmTyEXWr/25LYSAz2W+Km7Qjsy4eft8Rv6tglLmTNQ/HEn39XQe6qUYGehpWd8T5xbWpGWVjQ1WuDtjKA/QbVDAQMeab66s35npP9hBWaSKGO68+a9PSW2tanQo4HOZA4vvqzS5BaWXsgpz8kuYk23tSbrs7zUwNHBQoLeLgG/W/wbLKjQh8w8UVzyQ9OPXqBvGBiuSv5xCOxSAlTDrf/xgrbYdzv0xKT9nzxy5o0inb3rt/6W+vObMT2ujaOfqEfYSEdPEzDUhzlzKzS0oY74nFvC5I/w9RgZ6ensMoB2zdWNePtTPhlt56kWpmJ9bWDP8hb1z3jkR/4l1/qYAehkKGCj4/uivn64IkzuKCCFcDnvdGyNdJ39fr9UL+dZ8CQSRkB/k4xrk48rssXUluzC3oCzlijLlivJ/JT1IIZPSjvm7eq0u/24t076EEG93u4+Wjnj/i8u0cwFYCRQwUFBRXe/h/Pt1msUintiGp9Y0WncBGxn32KqsVqdm5J3PyDee8NJd4TgycFCwn7s5HMJUVlnPIoRpX0bAYEdtYxPFSADWhE07APRFowIGfJeQa7ybklHK5bKdpEKKkahwlIqnRgz7+M2ZKxZMGBPsJeBzC4sr4xMvvfvZvg07T17MKmjU6SnGc3cWczjsLQduGaf8c9sVlwH0/zIAsA4YAQMFHy0NCfjjHnVd4+QxbjcLqv/xzdWvV42lHYom5qJMsTGhGTeL0jN/y1LeZXbXspeIxoZ4UzySeO3roUs/OftzSuEfhjv/mJSffqP8wrYZVJIAWB8UMFDgJBVe//HZ9Tsz1+/MdJH1O/7fGP/BuKoB4XE5I/w9Rvh7qNR1F7MK0jJ/KyyuPHgq4+CpDG+PAWFBg4N8XHv5SOI3nwtwdur38TdXzmeWKWT9cn6a4+2OCyQDdA+WwWCgneGxfPnt9ldemk87BUCPKK2oOZ+Rn5qRp1LXEUJ4XM640CGhgYNwFSYA89duPWEEDGC+5E52M6OenBIRmJb5W1pmfm5BWVJqdlJqtrvC8elwvyAfVx63T+y2BmCVUMAA5o7H5YwJ9hoT7FVYXJlyRXkpq6CwuHLLnrMiIX9MsNdTId4yB9v2lwIAZgYFDGAx3BWO7grH52JCM27eTsv87YaymBkQe3sMeDrcz99rIJvNop0RADoKBQxgYdhsVrCfe7Cf+32VJjn9FrNpOregzF4iiggdMjLQ0xyOIQaAdqGAASyVvUQ0M+rJmVFPXskuPJ1+K7egbP+JqwdPZQR6u4wO9gr0dqEdEADaggIGsHjMgLiotOp4as7FrN8ybhZl3CySO9mNDXkiLGgwroEIYJ5QwABWwlXuEPfM6JlRT17MKkhOv1VaUROfeCkhOTMidMi40CESsQ3tgADwEBQwgFWxl4gmhPtFjfLNuHn7eGp2/p2KI2euH0/NHhk46OlwP7kTTqMBYC5QwABWyLijlvJ2eXL6rYybRcxll4Z6KSaO8Tfbqx8C9ClWWMA6fdPNgmouh+3lKuFycLUJ86XWNN4sqJY7iVxk/WhnsVpebjIvN9l9lebMpdyUK0rmFNPMeTyG+7l38LCl3MKatKyyscEKd2c6p6QGsErWVsCJqUUvffiLy4B+ak0jIeSHj8cHeTvSDgWtWPPNlfU7M/0HOyiLVBHDnTf/9SmpLfYV6in2EtH0yKCYsQFpmb8dT81mzuOxX3p1/CiftvfSKqvQhMw/UFzxQNKPX6NuGBusSP5ySm8mB7BiVlXAyiLVy2vO/LQ2akyQnBCy7XDuC++dPv/tdLGIRzsaPGR3Ut6PSfk5e+bIHUU6fdNr/y/1rX+nfvt+BO1cVs54Rq0r2YUnL9xU3i5vdy+tyFeP9LPhVp56USrm5xbWDH9h76KPzmx5r09fugqgu1jVFtrdScoFU4cw7UsIWTDV20kqvJBVTjcVtPTNgZufrgiTO4oIIVwOe90bIw8kF9RraV77tk8J9nNfGRf95vyooV6Kem3jkTPX3/1s/45D50srakxnq9fqbhbcv/DdDKmYTwjxdrf7aOmIn07kU0oNYG2sagRcWdMw1NPedIrLgH7VtQ208sCjVFTXezj/fvpisYgntuGpNY1CPi4t0Ht8PZ19PZ2Ly6uPp2ZfzCpouZdWWWU9ixCmfRkBgx21jU30IgNYFasaAQ/3cTr4S4Hxbr1Wn5hahAvNmqEQv/4HkguMdy9l3yOEOEmF1AL1YQqZ9MUZ4R+/OXPiGH+RkH9DWbx+W9LHXx3JuFnk7ixms1lHzhUZZ/5s13Xn/jjPJUD3sKoRcGz04G8O3nrh76efn+il0xvWfpcxL+YJHw8p7VzQ3PuLh4ctOFCv1Y0KGHCn7MGHX96x7noAACAASURBVF/+dEUY7VB9mkRsMzPqyegxQ4+nZqdcURYWV27enayQSd+KHfzMn5PmxTzh72WfmHrn5MW7B9dH0w4LYCVYBoOBdobH0vKKxxvjb5xMv8vlsCePcZsX44UjkcxTRXX9+p2ZGbmVLrJ+bzznjw0V5qNBqzt5Ied0+i2Vuo4QYisWX8nVZhdoFbJ+u/8x3tsdp/IA6JCW9dSMFRYwADy+Rp0+LfO3YylZ5VW1hBBXucPT4b4j/AfhiocAHdRuPVnVJmgA6C7MMUvhQYMvZxceOpVRVFq1dd+5/SeuTokYNjJwEI+L3eUAHhcKGAAeic1mjfD3GO7nnpqRl5x+q6i0aseh8wdPZTwd7veHEG8BHx8gAF2Hfz8A0A42m8WcwSM1I+/omevlVbV7ky6fupAzLTJoVKAnNkoDdA0KGAA6Kjxo8KhAzwuZ+UwNf3cg9Xhq9vTIoCAfV9rRACwPChgAOoHNZhlr+FjKjeLy6s27k2UOtrMmDEcNA3QKChgAOs1Yw6kZecdTs0srajbvTnZXOI4f5YM9pQE6CAUMAF1k+t1wQnJmYXHl1n3njqfmzJkYgksOA7QLBQwAjys8aPAIf48zl3ITkjOLSqvWb0sa6qWYHhnkrsDFQAEeCQUMAN2Ax+WMH+UbFjSYOZnlDWXxDWVxeNDgaZFB9hKcPhqgFdZ5msbqWi2ubQfQjX463qGrEIqE/OmRQWtenzElIpDH5aRm5L234cDepMuaem1PJwSwONY2As7IrXx5zZnSCo26rjHEt//Xq8Z6KGzbfxoAtKaiRqOI/r5RZyAsQv5K5I6ikmPz2n2WgM+dGjHsDyHeB09lpFxRJqVmp1xRTokIHBvijVNoARhZ1Qi4tFIz9c3EN2L9fzv8XMmxF0YHyZ/720naoQAsmMvE3Tq94ev3njJcXLxwhndppWbkggMdfK5EbPPCtLB3F8cEerto6rXxiZfe33goLTO/qcmyzz8P0F2sqoB3HlE+G+U5L+YJLoct5HM+WDxcpzekZJTSzgVgqRoadRe+mb5oui8hZMuqCH9Px/Ss8k4twV3huGzuuGVzx8md7Cqr1Vv3nfvwv4dz8kt6Ji+AJbGqAr5778FQT3vTKf6D7e+UP6CVB8CiJZ2/SwgJDfz9gKI/Pu3RtUUFeru8/+rUF6aF2UtEpRU1n20/sWHnycLiym7JCWChrKqAh3ra/5xy23i3XqtPvlzi4yGlGAnAck0IG0hY5J3PLxqnfPrjdVZXz7HBHDT80eszpkQEioT8G8rij7868t2B1PsqTffEBbA0VlXAC6Z6FxTXvrzmTFZe1YXr5bPfPh4x3DnIG0ciAnTR4IG2a7+7OmRW/JqvLztGbauq1i6f4/84C+RxOVMjhn30+ozxo3zZbBZ2k4a+jGUwWPYOEc2ueKzWNH749eUTaXe5XPbkMW7vLAgS8rHXJUDXBczZe+O3SoOBxWIZls/x37AyvLuWXF5Vu//E1Yybt5uaDCIhf0pE4LhQH5zGEqxGs3pqydoOQxKLeOveGEU7BYD1uB4/q4eWLHOwfWXO2Pw7FftPXMktKItPvHQpq2DWhOFebrIeekUAs2JVm6ABwOJ4ujitWDBhaWyERGyTf6di3dZj3yek4Yth6AusbQQMAJYoyMfV22PA8dTs46nZZy7lpmXmx4wNGBfqI+DjMwqsFkbAAGAWmNNYfrh82gh/jwatbv+Jqx9/dSS3oIx2LoCeggIGADPiKBUvevapN+dHuSscSytq1m9L2rTrdGlFDe1cAN0Pm3cAwOz4ejr7LnZOzcg7dCojM/fOrYLSp8P9Jo7xx6mkwZpgBAwAZio8aPBHr8+YOMa/UadPSM5897P9N5TFtEMBdBsUMACYLx6XMzPqyQ+XT/f2GKBS123YefKz7SdwDkuwDihgADB3MgfbFQsmvDgjXCTk5+SXfLLl6OHkazh5Flg6FDAAWAZmi/T4Ub5NTYaE5Mz3Nx7KuFlEOxRA11EuYJVKNXjwYNMpWVlZ3t7efD4/ODj43LlztIIBgBkSiwRzJoasjIv2dHFSqes2707+Mv4MztoBFopmAZeVlU2aNCk/P9904rp165YvX67VamfPnr1x48bOLvNO+YPZb5/oH7XdOXrny2vOVNdiIxXAY9kYfyPgj3tsx347Yv7+5MtmsQ+Ul5vs7UWT4p4ZLRLyr2QXvrfhQGJKVlOTZZ/WviOq1dqwlw7yRm3hjPi6/9PbT6abxa8DuoxmAYeEhMTFxTWbmJKSsmTJEkLIkiVLrl+/3qkFVtdqR7ywf5i3w2+Hnru66xmdvmn228e7LS5A3/PJtozvj/6646NxtWde+mhJyOy3T5hJBxNCRgZ6/uPNmeNChzTq9PtPXH1/40GrP2vHEzN3F997kLp1euXpF8cNV0Qv/zm3EEdIWzCaBZyenr5w4cJmE0tKSvh8PiHE3t6+2eCYENLYnM700Z1Hf50Y7rJqYbBYxJM7ir59P+JO+YML18t79KcAsGKb4m/s/9cE5pqeE8NdP//L6LXfXaMd6nciIT82JvTtRZPkTnblVbXrtyV9dyDVWnfOOpD8W02t9ta+OSP8+kvF/PhPooZ42L/+r1TauaDrOnciDi6Xq9frTadwOBwulzts2LC0tLTOvrazs3PLiXV1dcbbOt1D/VpfX79rz37TKTZCoendvDuqPwQrTKeMCpAVlNSOCsDFVQA6rbpWy+Wy5Y4i45RR/rIPv7pMMVKrPF2c3n916un0mwdPZaRm5GXm3omNCR3h70E7VzdLy7rn7iwWmpwcOyxAdh4DDEvWuQL+8MMP6+vr//rXv4pEIo1Gs3bt2tGjR0dGRq5bty4oKCgjI+PxA9nY2PwejvtQPKFQGDfvuWbzf/ntduPtwS6SX64UL5jqbZxy4Xr5K8/4PX4qgD5IasvX6ZpKKzXGDr6QVe6hsKWbqlVsNmv8KN8gH9eDp66lZeZv2XP2fEbe81NGOkrFtKN1m5H+/dfvzKzX6owdfP56ueuAfnRTweNgGQyd2HOBz+drtdqWU3Q6nVgsrq+v70oC1kMZfHx80tPTJRKJWq0ODg7Ozc1t++mmVzxWaxoDYvcsnD7kzecC1HWN722+VFqp2f+vCVwOjrYC6IqN8Te+P/rr5r8+FeTtmJha9MLfTx/+dKKZb1LKyS/ZcehCZbVawOdOjwwaF+rDZrNoh+oerjG72Gxy+LNoN7nt4jVn9icXKPfHujtbzx8ZVsa0nlrVuWby8fFJTExktgxrtdpvv/3Wz8+PEHL16lWRSNTesztk9OjRmzZtIoR8/vnnYWFhnXquWMQ7u2Xatdwq18nfB/xxj07ftGN1JNoXoMuWzxn6/KQnXnjvtO3Yb/+6Mf2ntVFm3r6EEF9P5/dfnToh3K9Bq4tPvPTJlqNFpVW0Q3WP6/HPDnC0CZ67z2HctpPpdw+uj0b7WrTOjYAJIc8///zhw4c1Go1IJJo6der3339PCBEKhTt27Jg9e3ZXEjw8Ar548WJsbGxhYaGnp+e+ffv8/f3bfnq7f2IAQN+kvF2+49CF0ooaNps1IXzolIhAXMsBelO79dTpAjY3KGAAeJRGnf7QqYwTF3KamgyOUnHcM6O93Mx9BA9Wo5s3QQMAWBAelzNrwvB3F8e4Kxwrq9Xrth7bfSTdWo9TAovTuQJOSEhgsVhcE8wxuwAAZstV7vDu4phZE4bzuJzT6bfe23DgSnYh7VAAnSzgqVOnHj9+XGei2U7RAADmaUK437uLY7zcZGpNw5fxZ747kKpS17X/NIAe07kCtrOzi4yM7KEoAAA9SiGTrlgwITYmlM1mpWbkffTFz7ieElDUuQJevXr12rVrMeoFAAvFZrPGhQ55/9Wp3h4DcD0loKtzBfynP/3pvffeE4lE+A4YACyX3MluxYIJsyYMF/C5V7ILV//38MWsAtqhoM/pXAHrWsBoGAAs1IRwvw+XT/dyk2nqtVv2nN2w8yS+FYbehMOQAKDvspeIVsZFx8aEioT8G8ri9zcewg7S0Gs6V8CmByCxWCwWi4VN0ABg6caFDvlw+bRAbxdNvZbZQRrHCkMv6NzVkEyvD1hfX7927Vp7e/vujgQA0NskYptlc8eduZR7ODkzNSMvS1n88rNPeXsMoJ3rIfVa/YdfXd6dlKfWNIb49f985WgvVwntUNB1Xd8ELRQK33vvvb/85S/dmAYAgKKxId7vLo5hdpBevy1px6HzDVpd+0/rLS99kFxQXHt2y7SiI89PHuP29LKfq2sxUrdgj/Ud8JEjR0zHxAAAls5eIlqxYMKciSECPjflivLjr47kFpTRDkUIIVl5VZdy7u34aJyLrJ+Qz1k+Z+jEMNcv9mbTzgVd17lN0Fxu8/kTExO7LwwAgFkYP8o3wNtly56zhcWV67cljR/lOzPqSboXU1IWqcYEyU2vrzrSX5aWVU4xEjymrn8HDABgxWQOtu8smnQ6/eaepMsnL+TkFpQtenaM3MmOVh4vV0lKRqlO32Ts4LSsclwP2KLhMCQAgNax2azxo3zfXRwjd7IrKq36+KsjKVeUtML4D3bwcLZ94b3TpZWaeq1+Y/yNhLOFi2b40MoDj6/TBTxlyhSxWMxiscRi8ZQpU3oiEwCA+WAupjQm2KtBq9tx6PyX8Wcqq9VUkhz+bKLLgH4jXtjvHL3jYHLB8f9OdpIKqSSBbtG5TdCDBw/etWvXgQMHuFyuTqdLS0sLCQm5dOlSD4UDADAHAj73hWlhQ70UOw5duJJdeDO/5IVpo4L93Hs5hpDPWffGqHVvjOrl14Ue0rkRcH5+/siRI5ldsbhc7ujRozMyMnomGACAeQn2c/9w+bQR/h7M+Tp2H0k3q4OUwOJ0roCHDRuWmJjInP9Zq9UeOnTIxwffQABAXyER2yx69qkXZ4QL+NzT6bc+2XK0qLSKdiiwVJ0r4IyMjP/+979SqZTL5To4OGzdujUrK6uHkgEAmKfwoMGrlkxRyKTF5dVrtyQeTr7WqNPTDgWWp3PfARNCDh061BM5AAAsiMzB9t3FMXuTLv9yKTchOfN67t1Fzz4lc7ClnQssCQ5DAgDoCh6XExsT+s6iSY5ScWFx5ZovEtIy82mHAkvSuQJ2dnZ++eWXCwtxuS4AAEIIcVc4vv/q1JGBng1a3dZ958zt9NFgzjpXwNnZ2dOnT4+OjhYKhX5+fklJSWo1nePhAADMhIDPjXtmdNwzo42nj8aeWdARnStge3v7KVOm3Lx5s76+fsOGDS+//LKtre3AgQPfeeedHsoHAGARRgZ6vrs4RiGTllbUfPzVkZMXcmgnAnPXuQJWqVQ//vijt7c3i8V6+eWXV6xYUVxcnJeX5+bmFhIS0kMRAQAsgtzJ7t3FMeNChzQ1GeITL32fkIbN0dCGzu0F/cQTT0RGRh45csTT05PN/r28lyxZ8uc//7m7swEAWBhmzywfT+cdh86fuZSrvF0e98xoV7kD7VxgjjpXwGVlrV8Xk81mazSa7sgDAGDxgnxc3RWOm3cnFxZXrt2SOGvC8HGhQ7plyV/szf4xKV9d1xji2/+jpSE4F7RFw2FIAADdz14iemfRpLEh3o06/e4j6Zt3J6s1DY+5zJc+TP7+qPKjpSE7Vo8Ti7hhLx1Qaxq7JS1Q0bkCTkhIYLFYXBN8Pr+HkgEAWDQ2m/X8lJHMeSszbhat+SIht6D1jYgdoSxSnUi7e/y/k8cEyX08pOveGBXi23/LgZvdGBh6WecKeOrUqcePH9eZYM4LDQAArTKet/K+SrN+W9Lh5GtNTYYuLCcrryoiRCHkc4xTosNcbxXWdF9S6G2dK2A7O7vIyMgeigIAYJWY81YyXwMnJGd+veespr7TQxcXWb8s5UOHF9/IrxooE3VbSuh1nSvg1atXr127FqNeAIBOYfaOXjZ3HI/LuZJduOaLn/PvVHRqCSF+/aW2gpX/uVCv1RNCEs7e3nlEuWgGrkdnwVgGQyc2hjBXAjbFZrPp9vGX325/5aX5FAMAAHRcUWnVlj0ppRU1PC7nxRnhI/w9Ov7ciur6pf9MSb5czOWwxSLu16vGRgxX9FhSeFzt1lPnDkPS6XBQOQBA17nKHd5dHPN9QlpaZv6WPWdv5pfMmThCwO/QR7GTVPjT2qh6rb6+QS+1xQ6wFg+HIQEA9Crm3NGzJgzncTkpV5Trth67r+rEeRSEfA7a1zqggAEAKJgQ7rcyLlrmYFtUWvX+xoMZN4toJ4LehgIGAKDDXeG4askU5lKGm3cnHzyVQTsR9CoUMAAANczm6NiYUB6Xc+TM9c+2n1Cp62iHgl6CAgYAoGxc6JC3F02UOdjm5Jd89MXPytvltBNBb0ABAwDQ5yp3+OviGF9PZ5W6bv22JFxOuC9AAQMAmAWRkP/6vPFjQ7yZywlv2nW6UaenHQp6EAoYAMBcMNdveGFamIDPzcy9s3ZLYmkFzvZstVDAAADmZUyw18q4aHuJqKi06uOvjmTm3qGdCHoEChgAwOy4yh0+XD49yMe1QavbtOt0YkoW7UTQ/VDAAADmSMDnLo2NmBn1JCFk/4mrW/acbdDqvtibPe6VhBHz9y/9Z0pFdT3tjPBYOncuaAAA6E0Tx/i7Kxy37jt3MavgUnZJbjH/o6WjnKTCbw7efGrRoau7ZpleIRgsC0bAAABmzdfT+Z1FE53sJYamhiBPrVjY6OMhXffGqCBvxy/2ZNNOB12HAgYAMHeOUnGwf4DeYPNA07B5d/Lh5GuEkOgw11uF2EfagqGAAQAsgLuz7eVfWVMiAtlsVkJy5ubdyTfyKgfKRLRzQdehgAEALECIX38ul33mWt3CZ8cK+NyMm0VFxcqpYwbSzgVdhwIGALAMRzdMKihWT3o9+dhFfb2WZSci2w/+kltQRjsXdBH2ggYAsAxOUuFPa6Pqtfr6Bj2XY9i8O1l5u/zT7cefiwkdG+JNOx10GkbAAACWRMjnSG35YpFgxYIJzImjv09I+z4hDSeOtjgoYAAAi8ScODo2JpTNZp25lPvZ9hNqTQPtUNAJKGAAAAs2LnTIW/OflohtlLfL13yRUFxeTTsRdBQKGADAsnl7DHhn0USFTHpfpflky9Er2YW0E0GHoIABACyeo1T8zqJJzMUbvow/czr9Fu1E0D4UMACANWAu3jAlIpAQsvtI+tZ955qaDLRDQVtQwAAA1mNqxLBX5owV8Llpmfkbdp7U1GtpJ4JHQgEDAFiVYD/3lXHRYpEgJ7/kn18dKa3A+aLNFAoYAMDauMod3l40Se5kV15V+/FXR24oi2knglaggAEArJDMwfbtRRM9XZwatLrNu5PPXMqlnQiaQwEDAFiMF/9+2u4P34pGbx3yzI9lVXVtzywS8v+0YMLIQM9Gnf77hLS9SZd7JyR0EAoYAMAyuE3+YcdRZYhf/9njBxWVPRg4cUe7HczjcuKeGT0z6kk2m5WUmr113zmcsdJ8oIABACzAz+duF5XVnt86/eTmKd+tHqc5F8dmsWf+Oakjz504xn9pbASPy0nLzF+7JVGlbqe2oXeggAEALMDWg7fEIt7IAJlxSsjQ/rmFHT3xZKC3y8q4aEepuKi06pMtiZXV6p6JCZ2AAgYAsAAezrZ1DTrTKcUVGpGQ3/EluCscV8ZFK2TSymr1x18dyckv6e6M0DkoYAAAC/DhkmBDkyF43j7m7trt1wqLa1ctfLJTC7GXiFbGRft6Oqs1DRt2nkzLzO+BpNBRKGAAAAsgtuF/+0HktdxK9oivuKFfvbMhLTrcdfEzPp1djkjIf3N+FHMh4a37ziWmZOGMlbRwaQcAAIAOmT/Za/5kr+0/K0sqH8we5+HpatflRT0/ZaSjtN/+E1f3n7haXF6zYEY4m83qxqjQEShgAABLMn+yV7csZ+IYf7mT3ZY9Z9My81XqusVzxnbqG2V4fNgEDQDQRwX5uL45P8p41ujyqlraifoWFDAAQN/l5SZbsWCCQiYtr6pdt/VYUWkV7UR9CAoYAKBPU8ikK+OivdxkKnXdv7cdzy0oo52or0ABAwD0dcyu0cF+7pp67afbjyelZtNO1CeggAEAgPC4nFfmjJ0eGdTUZNibdHn/iau0E1k/FDAAAPyfmLEBM6OeJIQkpmRt3XcOhwj3KBQwAAD8buIY/7hnRrPZrLTM/I27TuHqST0HBQwAAA8ZGej51vynxSLBDWXxZ9tPqDUNtBNZJ7MrYJVKxTJBOw4AQF/k7THgzflRjlKx8nb5+m1JuHpSTzC7Aj5z5szs2bMN/0M7DgCAGUlMLXrpw+TZb5/4ZFtGvbZnNw67yh1WLZns6eJUXF69fttxHCLc7cyugK9duzZs2DDaKQAAzM4n2zJW/idt/IiBC6cPuZxT8fSrP+v0TT36iiIh/08LJgR6u1RWq9duScy4WdSjL9fXmF0BX716NSkpSSQSBQcH3717l3YcAACzcKf8wX9+yDr95ZR5MU9MDHf9aW2UkM/ZeUTZ06/L43KWxkaEBw1u1Ok3705OudLjr9h3mN3FGM6dO7dv376wsDClUrlw4cLExETjQ1qt9uQvZ01n5vNx6nAA6BMuZd+LGjnQSSo0TvnjhMGXc+4tmOrd0y/NZrNenBEuFgmSUrN3HDqv1tRPHOPf0y/aF5hdAZeUlDA3vLy8kpOTTR/icrlDfR+6+CWHw1bm/9Zr2QAAaHGSCguKH7pYwp3yB1JbQa8FmDVhuK3YhjlHR7VKM2fiCFzB8DGZXQGbajbAZbPZbi4DaYUBAKBoVICstFKzMf7G8jlDCSEZuZVf7s05+vmk3swwIdzPTizcdiD1dPottabhxRnhPC6nNwNYGbMrYG9v7yNHjnh5eWVnZ8+bN492HAAAs8DlsI9uiHnubyc3xd+Q2vKVRarP/zI6yNuxl2OMDPQUi4Rfxv9yMatArWlYGhsh4Jtdj1gKs3vjvvvuu2nTpimVygkTJuzYsYN2HAAAc+HlKrm4faaySKWua/RykYhFPCoxhnopViyYsGHnyZz8kvXbklYsmIAO7hqz2ws6LCwsOztbq9UmJCTY29vTjgMAYF68XCVB3o602pfhrnBcGRftKBUXFldu2HkSp8rqGrMrYAAAMH9yJ7uVcdEKmRSnyuoyFDAAAHSFvUS0Mi7aeKqs0ooa2oksDAoYAAC6iDlVlpebjDlVVv6dCtqJLAkKGAAAuo7H5bw+b/xQL4WmXvvvbUk3lMW0E1kMFDAAADwWAZ+7NDZihL9Ho06/cdeptMx82oksAwoYAAAeF4/LWfTsU+NChzQ1GbbuO5eUmk07kQVAAQMAQPeIjQmdHhlECNmbdPnkhRzaccwdChgAALpNzNiA56eMJITEJ146eCqDdhyzhgIGAIDuNDbEOzYmlM1mHTlz/fuENNpxzBcKGAAAutm40CFxz4zhcTlnLuXGJ15qajLQTmSOUMAAAND9Rvh7xD0zms1mnbyQs+PQeXRwSyhgAADoEcF+7svnRvK4nNSMvK/3nG3U6WknMi8oYAAA6ClDvRRLYyN4XM6V7MJNu06jg02hgAEAoAcN9VK8OT9KLBLk5Jegg02hgAEAoGd5ucneXjTJUSrOyS/B5QuNUMAAANDjZA62KxY87SgV5xaUfbb9hEpdRzsRfShgAADoDY5SMdPBRaVVn2xJRAejgAEAoJc4SsUr46JlDraV1er1245XVqtpJ6IJBQwAAL3HXiJ6c36Uo1RcWlGzbuuxvtzBKGAAAOhVzLZomYPtfZWmL3cwChgAAHobsy1aIZPeV2n67LZoFDAAAFAgEdu8NT9KIZNWVqs/2ZJYVFpFO1FvQwEDAAAdErHNyrhod4WjSl23Yeep0ooa2ol6FQoYAACoEQn5b86PYjp47ZbEwuJK2ol6DwoYAABoMnawpl67cdfpvjMORgEDAABlTAf7ejoz4+DyqlraiXoDChgAAOgTCfnL5o7zcpNp6rWfbT/RF/aLRgEDAIBZ4HE5b86PCvR2Yc6TZfXjYBQwAACYCx6Xs3jOWKaDP9t+wro7GAUMAABmhOngoV4KpoOteFs0ChgAAMwLj8tZGhth9duiUcAAAGB2TLdF/3tbklWOg1HAAABgjozboq31fNEoYAAAMFOm26Kt77pJKGAAADBfTAcz42Ar62AUMAAAmDU2m2XsYGvaFo0CBgAAc8fjcpbPjTRui7aO/aJRwAAAYAHYbJZxnyzrOD4YBQwAAJbByo4PRgEDAIDFsKZzVaKAAQDAkljNuSpRwAAAYGFMt0V/tv2EWtNAO1FXoIABAMDyMONgX0/n8qraj786olLX0U7UaShgAACwSMw42NtjQGW1esPOUxY3DkYBAwCApRLwucvnRrorHItKq9ZvS7KsDkYBAwCABRPwuW/Oj3KVOxSXV3+2/USDVkc7UUehgAEAwLKJhPzX50W6yh2KSqu+jP+lUaennahDUMAAAGDxJGKb1+dFOkrFN5TFm3adtogORgEDAIA1kIhtVix42lEqzskvsYgORgEDAICVcJSKV8ZFMx28eXdyU5OBdqK2oIABAMB62EtEK+OiZQ62N5TFX+85a87jYBQwAABYFXuJaNnccRKxzZXswu8OpJrtOBgFDAAA1kbuZPfOoolikeBiVsH3CRdox2kdChgAAKyQo1T85vwosUiQckW5+0g67TitQAEDAIB1cpU7LI2NEPC5p9Nv7T9xlXac5lDAAABgtbzcZCsWTOBxOYkpWUmp2bTjPAQFDAAA1sxd4bhs7jg2m7U36XLKFSXtOL9DAQMAgJXz9XReMCOczWZ9n3AhM/cO7Tj/BwUMAADWb2Sg55yJI5qaDF/Fn1HeLqcdhxAUMAAA9BHjQodMiQhs1Ok37DyZk19COw4KGAAA+oypEcPGj/Jt0Oo2704uLK6kGwYFDAAAfciciSHjQoc0aHWfbT9RXlVLMQkKGAAA+pbYmNDwoMGaeu1n209UVqtpxUABAwBAn/PCRKaOVgAADaRJREFUtLChXorKavXGXafVmgYqGVDAAADQ57DZrKWxEe4Kx+Ly6g07T1K5aBIKGAAA+iIel/Pm/ChXuUNhceW6rccatLpeDoACBgCAPkok5L8+L1IhkxYWV27endzL42AUMAAA9F0Ssc1b86McpeKc/JKt+8715sWDUcAAANCnScQ2y+eOE4sEV7ILe/PiwShgAADo6xQy6evzxvO4nJQryoOnMnrnRVHAAAAAxF3h+OKMcDabdeTM9dPpt3rhFVHAAAAAhBAywt/j+SmjCCG7j6SnZuT19MuhgAEAAP7PmGCv6ZFBhJAdh87fUBb36GuhgAEAAH4XMzZgXOiQpiZDT1+wAQUMAADwkNiY0JGBno06/WfbTxSVVvXQq6CAAQAAmlswIzzQ20VTr92063QPXbABBQwAANAcm81aPGesp4vTfZVm/bbjKnVd979Ety8RAADACvC4nNfmjXeVO1RWq7+MP9PtJ6pEAQMAALSOOVm0RGyjvF2+KyGtexeOAgYAAHgkidjm9XmRYpEgNSOve0+ShQIGAABoi6vc4c35UTwup3tPkmV2BZyVleXt7c3n84ODg8+dO0c7DgCAGanX6pMvFyecvX2n/AHtLH2Lq9zhhWmj2GzW7iPpKVeUzMRv9+eI//CtTdjWP60/34Vlml0Br1u3bvny5Vqtdvbs2Rs3bqQdBwDAXFzKvhfwx5/+8c3V74/++uTcvRvjb9BO1LeMDPScGRVMCNlx6PyV7EJR+Ddx/zj74EFjfaPu0x+u80d93dkFcnsg5GNJSUn5+uuvCSFLlix56qmnaMcBADAL9Vr9C38//emfwqc85UYIuVP+4KlFh0b5y0L8+tOO1odMCPerqlafTr/1ZfxZJynR60V3j80jhHhM/6Hwbm3UK4dPfDm140szuwIuKSnh8/mEEHt7+/z8fNOH9Hp93m8FplO4XLPLDwDQE1IySl1k/Zj2JYS4yPq98ozvj8fzUMC9LDYmVFPfmJaZHxXMe//VSczEgoPPsUK+PnW1tFOLMrtN0HV1vx/srNPpTB/SNzXdLSk1/a+ktKzXAwIAUKDTNUltBaZTpLZ8nd5AK09ftmBGeNE9PY/L+mz7CZMTdBhIU+d+HWY3grSxsTHebjbA5fN4454a3Wz+rJybvRELAICqEL/+s985oSxSeblKCCE6fdN3CblvPBdAO1dfxGazbhYLOOwGhaN2w85Tb86P2rD7FiHESdqvU8sxuwJ2c3NTqVQSiUStVru4uNCOAwBgFpykwnVvjBz3yuFlc4ZKbfnfJeS6yMTPjh9EO1cflb//uX6jt0wfzS4qrRq/eFf6zUbCYpWfeL5TCzG7TdCjR4/etGkTIeTzzz8PCwujHQcAwFwsmeV3+LOJD+p0twprls0e+sPHkVyO2X2G9x0Pzi1KyTJkF+ou/9oo5HENF1/u7BLMbgS8ZMmS2NjY9957z9PTc9++fbTjAACYkSBvxyBvR9op4P/cPvLi4zzd7Ap4xIgReXl5tFMAAAD0LGy+AAAAoAAFDAAAQAEKGAAAgAIUMAAAAAUoYAAAAArMbi/ozhLw+V9+u512CgAAgIfY2rZzYiyWwWCFpxI9k3qhv6OD7xBv2kHAXGRcz2po0I4MCaYdBMxFfkFh3m8FT4/7A+0gYC4qKqt+OZc6a9qUXntFbIIGAACgAAUMAABAAQoYAACAAhQwAAAABda5E5ZGU8fhcgR8Pu0gYC7qGxoMBoONUEg7CJgLbWNjo7axXz8R7SBgLvR6/QONRmJr22uvaJ0FDAAAYOawCRoAAIACFDAAAAAFKGAAAAAKUMAAAAAUoIABAAAosLYCzsrK8vb25vP5wcHB586dox0HKFCpVIMHDzad0upagVWljzh37lxQUBDzi87OzmYmYpXoyzIzM0NCQvh8/siRI3Nzc5mJVFYJayvgdevWLV++XKvVzp49e+PGjbTjQG8rKyubNGlSfn6+6cRW1wqsKn3ESy+99Pnnn2u12kWLFs2fP5+ZiFWiL5s7d+67776r1WpfffXVuXPnMhPprBIG6+Lp6dnQ0GAwGKqqqoYOHUo7DvQ2FxeXLVu2NFuxW10rsKr0NXq9nsfjMbexSgCD7iphbSfiEIlEGo2m5W3oI0pKSpydnVmsh1bsVtcKrCp9jUqlGjt2bEZGBsEqAYQ0NTX985//vHjx4oEDBwilVYLbvYujrq6uznhbp9NRTAJUODs7t5zY6lqBVaWv2bx58+rVq5nbWCX6OJ1O5+TkpFar9+zZw0yhskpY23fANjY2xttcrrX9eQFd0+pagVWlT1Eqlffv3582bRpzF6tEH8flcqurqxMSEpYuXcpMobJKWFsBu7m5qVQqQoharXZxcaEdB8xCq2sFVpW+o6ys7N///veaNWuMU7BKACFk4sSJlZWVzG0qq4S1FfDo0aM3bdpECPn888/DwsJoxwGz0OpagVWljzh79uyyZcv+/e9/m45gsEr0Zd7e3pmZmYSQc+fOPfXUU8xEOqtEt+/WRVd6erqnpyeHw3niiSeuX79OOw7Q0WzFbnWtwKrSR7i5ubX8xMMq0ZdduHBh6NChPB5v7NixxcXFzEQqq4S17QUNAABgEaxtEzQAAIBFQAEDAABQgAIGAACgAAUMAABAAQoYAACAAhQwAAAABShgAAAAClDAAAAAFKCAAQAAKEABAwAAUIACBgAAoAAFDAAAQAEKGAAAgAIUMAAAAAUoYIA+4f79+zNmzBCJRD4+PufPn2cm3rt37+mnn+bz+ePHj6+srGQmslisr776atCgQXw+PzExsY2nA8DjQAED9Al/+9vfli9frtFo/vWvfy1cuJCZuGrVqnnz5mm12hUrVrzzzjvGmfPz8/Py8g4dOjRt2rQ2ng4Aj4NlMBhoZwCAHte/f/+ysjI2+6G/uR0cHCoqKthsdlNTk4ODQ3V1NSGExWI1NjZyuVzmNvMR0erTAeBxoIAB+gQul6vT6ZpNNPYrIYTP52u12mYTjbdbfToAPA78PQvQJ0gkkpYT7ezsmFptamoSCoWdfToAPA4UMECfEBsbe+7cOULI6dOn/fz8/n979w/SRh/Hcfzy5460FIOKPhWXSsFSSqwgBbfYNFpJ87SFDjoIkaCDLuKm6JJdcFCkUDrEJXFUH/+gg1VBunTQxT6WQhXEJyYxGVw8o/cM53NPGhOfRxr9NfX9ms5v7vfHG+7j73ee6sU3b96EQiFJkhYWFlpaWi7bHMCPYAsauBESiYTP55ufn6+urg4Gg3V1dZIkRaPR1tbW1dVVp9MZDodLS0ulHFvQWZsD+BEEMAAAArAFDQCAAAQwAAACEMAAAAhAAAMAIAABDACAAAQwAAACEMAAAAhAAAMAIAABDACAAAQwAAACEMAAAAhAAAMAIAABDACAAAQwAAACWEVPAPjVbGxsiJ7CzVVTUyN6CsD/RQAD+UcMCMGPPigsbEEDACAAAQwAgAAEMHDTmdLcvn3b6XRubW2JnY/A0YFrQwADkLR/JJPJpqYmn88ndjICRweuDQEM4F+KovT393/69En/MpFIeDweRVGam5sTiYRejMfjT58+LSsrGxsbM1arJpNpaGjo/v37uVrNzs4qimK1WmtqapaXly8oGn1Go9HGxkZFUZ49exaPx9MHqqqqUhRlfn7+yq8IcGUIYADfCQaDT5480Y8HBgbevXunqmp3d3cgENCLgUDg1atXkUjk8+fP6Q0rKyu/fPmSq9Xr16/fv3+fSqWGhob8fv8FRcPg4GBbW5uqqu3t7X19fUY9Fot9/fp1amrq5cuXV3ABgGtiYrcHyK+NjQ39NaStb5E/v/0lejrfeXDvbvW93zKK6c9cZVn2er0jIyOVlZWSJJWVlUWjUf2jioqKvb09/WB7e1tRlEQiUVJSot9DTCbTycmJ2WzO1crr9drtdp/P53K5rNazFyCzFk2ms/tSSUlJLBYzm82qqpaXlyeTSf3T4+Nj/WTjTJ1x5YGCQAADeWbEwPSH9T8+/Fxvpv7e8NjbkBlRRozNzs729fWtra3duXPH+Mg4zWKxpFIpSZIURVFVNaNtehZmbRWPx1tbW5eXl20228rKSm1tba5i1j6NQTMGIoBRuPhDHMBVeXDvrqnh5/qF3vPL33QejycSiXR2doZCIb1it9v1dWe64uJiVVUVRTk8PMzaT9ZWpaWli4uLp6enwWDwxYsXu7u7uYrp/ZyenprN5lQqZbPZLvWdAgVAA5BX6+vroqdwORn3AbfbPTk5qR93dXXt7OxomhYOh+vr6/ViT0/P8PCwpmm9vb0Wi+V8J1lbPXz4cGZmRtO0ubk5WZYvKBpd+f3+6elpTdPGx8c7OjrOD5Qx84K78rjhCGAgzwouBjJibGdnx+FwHB0daZoWi8WeP38uy7LD4djc3NRPODg4cLlcdrt9ZGTk1q1b5zvJ2urjx4+PHj2yWCyyLOuhm6todLW/v+9yuWRZdrvdsVjs/EAEMAoaz4CBPLs5TyInJibevn27tLQkeiJnbs6Vx6+B15AAXE53d3dRUZHNZhsdHR0fHxc9HaBQsQIG8ox1mChceRQWVsAAAAjAa0hA/vGPaQH8J7agAQAQgC1oAAAEIIABABCAAAYAQAACGAAAAQhgAAAEIIABABCAAAYAQAACGAAAAQhgAAAE+BueAycwIWpIPgAAAABJRU5ErkJggg==)

Figure 5.4: Brood 3 count vs. nitrofen concentration
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Figure 5.5 SGPANEL plot produced by the %threeregs macro

# 5.9 Case Study: Macro for constructing training and test data set for Model Comparison

We macro-ize our construction of training and test data sets in this case study. (Macro-ize? Macro-size? Macro-size sounds like we are making something bigger.) In Chapter 4 we wrote a program to generate training and test data sets that we then used to train three different regression models and then evaluated performance of the models when predicting responses in the test data that wasn’t used to develop the models. This is a task that you might be interested in doing regularly, and a general solution would be attractive.

Worth Noting: If you find yourself regularly faced with the same problem, then invest the time to solve it once with a general solution. It may take a little longer to produce the general solution; however, you will reap benefits later.

Program 5.10 extracts the pieces of Program 4.17 that generates the training and test samples. In addition, comments are included to highlight where macro variables could be substituted for a hardcoded values.

Program 5.10: Macro for building training / test data sets based on Program 4.19 Selecting a subset of a data set to train a model

**data** train\_test;

set SASHELP.CARS; \* <-------- data set could be specified;

call streaminit(**7525**); \* <-------- Seed could be specified;

retain ntest ntrain **0**;

pick\_test = RAND("uniform");

if (pick\_test < **0.25** and ntest < **107**) then do;

\* <---- fraction could be set, 107 = n\*fraction;

ntest = ntest + **1**;

dsn= "test ";

end;

else if (ntrain < **321**) then do; \* <---- 321 = n\*(1-fraction);

ntrain = ntrain + **1**;

dsn = "train";

end;

**run**;

\* define new variable to be Y for the training data but

missing for the test data - produces prediction for both

data sets - also construct the quadratic and cubic terms;

**data** reg\_train; \* <----- provide a name for the output data set;

set train\_test;

obs\_no = \_N\_; \* <----- useful to have for merging diff model fits;

if dsn="train" then Y\_MPG\_Highway = MPG\_Highway;

\* <--- specify name of the response variable;

else Y\_MPG\_Highway = **.**;

**run**;

\* debugging code to check variable and data set construction;

**proc** **print** data=reg\_train (obs=**4**); \* <------ print out if want to debug;

**run**;

**proc** **freq** data=reg\_train;

table dsn;

**run**;

The first step in implementing a general macro is to replace hard-coded variable values with macro variables. This is done in Program 5.11 and %LET is used to assign values to the macro variables to test the code.

Program 5.11: Macro for buidling training / test data sets - macro variables set

\* start with macro variables that replace hard coded values;

%let dsn = SASHELP.CARS;

%let seed = 7525;

%let test\_frac = 0.25;

%let nobs = 428;

\* number of observations in the CARS data set - need to calculate in future;

%let y\_var = MPG\_HIGHWAY;

%let new\_y\_var = Y\_&y\_var;

%put y\_var new\_y\_var;

%let outdsn = reg\_train;

%put \_USER\_;

\* need to calculate the size of the training and test data sets;

**data** \_NULL\_;

ntest\_size = &nobs \* &test\_frac;

ntrain\_size = &nobs - ntest\_size;

put ntrain\_size ntest\_size;

call symput('Mtrain\_n', ntrain\_size);

call symput('Mtest\_n', ntest\_size);

**run**;

**data** train\_test;

set &dsn; \* <-------- &dsn now used ;

call streaminit(&seed); \* <-------- &seed now specified;

retain ntest ntrain **0**;

pick\_test = RAND("uniform");

if (pick\_test < &test\_frac and ntest < &Mtest\_n) then do;

\* <---- &fraction could be set, 107 = n\*fraction;

ntest = ntest + **1**;

dsn= "test ";

end;

else if (ntrain < &Mtrain\_n) then do;

\* <---- 321 = n\*(1-fraction) = n - n\_test;

ntrain = ntrain + **1**;

dsn = "train";

end;

**run**;

\* define new variable to be Y for the training data but

missing for the test data - produces prediction for both

data sets - also construct the quadratic and cubic terms;

**data** &outdsn;

set train\_test;

obs\_no = \_N\_;

\* <----- useful to have for merging diff model fits;

if dsn="train" then &new\_y\_var = &y\_var;

else &new\_y\_var = **.**;

**run**;

\* debugging code to check variable and data set construction;

**proc** **print** data=&outdsn (obs=**4**); \* <------ print out if want to debug;

**run**;

**proc** **freq** data=&outdsn;

table dsn;

**run**;

The results of running this code (not included since you have already seen this in Ch. 4) confirm that the macro variable substitution works. The SYMPUT function is used to define the macro variables that contain the size of the training and test data sets as we see in the code portion reproduced below:

**data** \_NULL\_;

ntest\_size = &nobs \* &test\_frac;

ntrain\_size = &nobs - ntest\_size;

put ntrain\_size ntest\_size;

call symput('Mtrain\_n', ntrain\_size);

call symput('Mtest\_n', ntest\_size);

**run**;

One remaining challenge with this code is that &nobs, the macro variable containing the number of observations in the input data set &dsn is being specified versus calculated. This makes the code less general. It is more desirable to calculate the number of observations of any input data set as part of the macro. In addition, this could provide an error check of whether the data set exists. Program 5.12 is a small macro that calculates the number of observations in a SAS data set. This is based on an example from the SAS Help documentation for %SYSFUNC – see, I told you in Chapter 1 that navigating help would be a useful skill for SAS programming!

Program 5.12: Calculating number of observations in a SAS data set instead of hard coding value

**%macro** nobs\_in\_dsn(dsn);

/\* macro modified from SAS Help documentation for %SYSFUNC

Example 5: Determining the Number of Variables and Observations in a Data Set

functions employed:

%sysfunc: applies function to macro

open: opens a data set and returns a unique identifier

identifier = 0 if data set does not exist

attrn: return value of numeric attribute for a SAS data set

required argument - data set id that OPEN fcn returns (SAS help)

close: close a data set after used

\*/

%global dset nobs;

%let dset = &dsn;

%let dsid = %sysfunc(open(&dset));

%if (&dsid=**1**) %then %do;

%let nobs = %sysfunc(attrn(&dsid,NOBS));

%let rc = %sysfunc(close(&dsid));

%put Dataset &dsn has &nobs observations;

%put dsid = &dsid;

%end;

%else %put &dsn does not exist. Enter a valid data set name.;

**%mend**;

%***nobs\_in\_dsn***(SASHELP.CARS)

%***nobs\_in\_dsn***(NoSuchDataSet)

The OPEN function returns an identifier that will be zero if the data set does not exist. Given this identifier, the %SYSFUNC macro function applies the ATTRN function to the data set to extract the number of observations and save this to a macro variable. This macro is tested with a data set that exists, SASHELP.CARS, and another that does not, NoSuchDataSet. Table 5.12 is the LOG output produced from executing this macro twice.

Table 5.14 Applying Macro to Extract the Number of Observations in a Data Set

%nobs\_in\_dsn(SASHELP.CARS)

Dataset SASHELP.CARS has 428 observations

dsid = 1

%nobs\_in\_dsn(NoSuchDataSet)

NoSuchDataSet does not exist. Enter a valid data set name.

The final step is to add a macro wrapper around the code with the macro variables and the code to extract the number of observations in a data set. Program 5.15 is the result.

Program 5.15: Macro for building training / test data sets - macro variables set \*/

**%macro** train\_test\_gen(dsn, seed, test\_frac, y\_var, debug, outdsn);

%\* INPUT:

dsn = input data set

seed = starting seed for random number generator

test\_frac = fraction of dsn to be assigned to TEST sample

1-test\_frac assigned to TRAINING sample

y\_var = name of variable in dsn that will be used in later modeling

debug = produce output for debugging checks

OUTPUT:

outdsn = output dataset with new variable

Y\_(y\_var) = value of the (y\_var) for training data and

= . (missing) if test data

obs\_no = observation number (useful for merging different fits)

Note: code generalized after testing

;

%\* need to define new Y variables;

%let new\_y\_var = Y\_&y\_var;

%\* part of macro nobs\_in\_dsn() needed to generate macro variable

with # of observations in the data set;

%global dset nobs;

%let dset = &dsn;

%let dsid = %sysfunc(open(&dset));

%\* check to make sure dataset exists;

%if (&dsid = **0**) %then %put Invalid data set name -> &dsn <- provided;

%else %do; \* <<<<<<<<<<<<<<<<< data set exists;

%let nobs = %sysfunc(attrn(&dsid,NOBS)); \*nobs in data set;

\* need to calculate the size of the training and test data sets;

data \_NULL\_;

ntest\_size = &nobs \* &test\_frac;

ntrain\_size = &nobs - ntest\_size;

call symput('Mtrain\_n', ntrain\_size);

call symput('Mtest\_n', ntest\_size);

run;

data train\_test;

set &dsn;

call streaminit(&seed);

retain ntest ntrain **0**;

pick\_test = RAND("uniform");

if (pick\_test <= &test\_frac) then do;

if (ntest < &Mtest\_n) then do;

ntest = ntest + **1**;

dsn= "test ";

end;

else do; \* test sample filled - put obs into training set;

ntrain = ntrain + **1**;

dsn = "train";

end;

end;

else do;

if (ntrain < &Mtrain\_n) then do;

ntrain = ntrain + **1**;

dsn = "train";

end;

else do; \* training sample filled - put obs into test set;

ntest = ntest + **1**;

dsn= "test ";

end;

end;

run;

data &outdsn;

set train\_test;

obs\_no = \_N\_;

if dsn="train" then &new\_y\_var = &y\_var;

else &new\_y\_var = **.**;

run;

\* debugging code to check variable and data set construction;

%if (&debug=TRUE) %then %do;

%put \_USER\_; \* write out user defined macro variables;

proc print data=&outdsn (obs=**4**);

run;

proc freq data=&outdsn;

table dsn;

run;

%end;

%let rc = %sysfunc(close(&dsid)); \* close the data set;

%end; \* <<<<<<<< if data set found ;

**%mend**; \* of macro train\_test\_gen ;

/\* Now, run the macro with a few test cases \*/

ods rtf file="&Folder\&subFolder\ch5-fig5.15.rtf"

image\_dpi=**300**

style=sasuser.customSapphire bodytitle;

title "Testing train\_test\_gen macro";

\* test the macro to generate test and training values;

%train\_test\_gen(dsn=SASHELP.CARS, seed=7525, test\_frac=0.25,

y\_var=MPG\_HIGHWAY, debug=FALSE, outdsn=CarTrainTest)

\* look at a different data set;

%train\_test\_gen(dsn=SASHELP.COMET, seed=8675309, test\_frac=0.30,

y\_var=LENGTH, debug=TRUE, outdsn=CometTrainTest)

\* change the test sample fraction;

%train\_test\_gen(dsn=SASHELP.COMET, seed=9035768, test\_frac=.10,

y\_var=LENGTH, debug=TRUE, outdsn=C2)

\* how about a data set that doesn't exist?;

%train\_test\_gen(dsn=SASHELP.CUPID, seed=8675309, test\_frac=0.30,

y\_var=LENGTH, debug=TRUE, outdsn=CometTrainTest)

title;

ods rtf close;

Run the test cases here and consider some of your own. Can you break this macro by giving it incorrect input? Alas the answer is ‘yes.’ We build in a check to confirm that the data set exists but we didn’t confirm that the y\_var exists or that we had a valid test fraction. If you are building code for production use, then you may want to add more parameter checks as part of running the code.

# 5.10 Case Study: Processing Multiple Data Sets

A common challenge in statistical programming is processing a large number of data sets. For example, you might have data from individual subjects that are stored in separate files such as spreadsheets. Or, you might have separate data files for different dates. While these examples require processing many files, let’s look at a simple example that captures the essence of the problem.

In this example, the general problem is merging data sets that contain time and temperature data. A different data set is available for each date. The construction of three time and temperature data sets is shown in Program 5.16. The data sets are named AUG03, AUG05, and AUG17, which are three observation dates in the month of August. The temperature (TEMP) variable is assigned a value that increases until a late afternoon maximum, and then decreases from that point onward.

Program 5.16 Constructing three data sets for later use

**data** aug03;

call streaminit(**9035768**);

mydate='AUG03';

do time=**1** to **24**;

temp = **74** - abs(time-**16**) + RAND('Normal',**0**,**0.5**);

output;

end;

**run**;

**data** aug05;

mydate='AUG05';

do time=**1** to **24**;

temp = **78** - abs(time-**16**) + RAND('Normal',**0**,**0.5**);

output;

end;

**run**;

**data** aug17;

mydate='AUG17';

do time=**1** to **24**;

temp = **90** - abs(time-**16**) + RAND('Normal',**0**,**0.5**);

output;

end;

**run**;

/\* DEBUGGING BLOCK TO CHECK DATA SET CONSTRUCTION \*/

**data** tester; set aug03 aug05 aug17;

**proc** **print** data=tester;

id time;

**run**;

**proc** **sgplot** data=tester;

series x=time y=temp / group=mydate;

symbol interpol=join;

**run**;

If you want to read an arbitrary number of arbitrarily named data sets, then you need to make sure of a few things. In Program 5.17, the names of the data sets that you want to merge are read. These data set names are assigned as the values of the macro variables &DSN1, &DSN2, and so on using SYMPUTX. This task is similar to constructing the broods in a previous example. A count of the number of data sets processed is stored as a macro variable.

Program 5.17 Reading data set names and constructing macro variables

**data** \_null\_;

\* read data sets and create macro variable with name of each;

retain counter **0**;

input times $ @@;

counter = counter + **1**;

put times counter;

\* create a macro variable with each data set name;

\* create macro variable name with total number of DSNs;

call symputx('dsn' || LEFT(counter), times);

call symputx('num\_data\_sets', counter);

datalines;

aug03 aug05 aug17

;

**run**;

%put \_user\_;

The values of the user-defined macro variables after executing the code in Program 5.17 are requested by %put \_user\_. The macro variables and values are the following:

GLOBAL NUM\_DATA\_SETS 3

GLOBAL DSN1 aug03

GLOBAL DSN2 aug05

GLOBAL DSN3 aug17

These macro variables are global because they are defined in open code, not defined internally in a macro.

Program 5.18 contains the macro program. The macro program builds a DATA step that concatenates the **&num**\_**data**\_**sets** data sets whose names are the values of the macro variables (for example, **&dsn1**, **&dsn2,** and **&dsn&num**\_**data**\_**sets**). This task occurs when you execute the code in Program 5.17. In Program 5.18, the macro program that names the combined data set is invoked, the combined data set is printed, and a plot of the data is generated.

Program 5.18 Defining and running a macro program to combine data sets

**%macro** concatenator(combine);

data &combine;

set

%do ii = **1** %to &num\_data\_sets;

&&dsn&ii

%end;

;

run;

**%mend** concatenator;

/\*

concatenate the three data sets and print results

\*/

options mprint mlogic;

%***concatenator***(combine=all3)

title;

ods rtf file="&Folder\&subFolder\ch5-fig5.15-16.rtf"

image\_dpi=**300**

style=sasuser.customSapphire;

**proc** **print** data=all3;

**run**;

**proc** **sgplot** data=all3;

series x=time y=temp / group = mydate;

yaxis label="Temperature (deg. F)"

values=(**55** to **95** by **10**);

xaxis label="Time (h) since midnight"

values=(**0** to **24** by **6**);

**run**;

ods rtf close;

Setting the mlogic and mprint options provides a trace of the execution of this macro program. From this trace, you can see that the following code is the result of %concatenator(all3):

data all3;

set aug03 aug05 aug17;

run;

Here are the results of the macro options that were set before the macro was invoked:

MLOGIC(CONCATENATOR): Beginning execution.

MLOGIC(CONCATENATOR): Parameter COMBINE has value all3

MPRINT(CONCATENATOR): data all3;

MLOGIC(CONCATENATOR): %DO loop beginning; index variable

N\_DSN; start value is 1; stop value is 3; by value is 1.

MLOGIC(CONCATENATOR): %DO loop index variable N\_DSN is now 2;

loop will iterate again.

MLOGIC(CONCATENATOR): %DO loop index variable N\_DSN is now 3;

loop will iterate again.

MLOGIC(CONCATENATOR): %DO loop index variable N\_DSN is now 4;

loop will not iterate again.

MPRINT(CONCATENATOR): set aug03 aug05 aug17 ;

MPRINT(CONCATENATOR): run;

NOTE: There were 24 observations read from the data set

WORK.AUG03.

NOTE: There were 24 observations read from the data set

WORK.AUG05.

NOTE: There were 24 observations read from the data set

WORK.AUG17.

NOTE: The data set WORK.ALL3 has 72 observations and 3

variables.

NOTE: DATA statement used (Total process time):

real time 0.01 seconds

cpu time 0.00 seconds

The printout of the combined data set is shown in Table 5.13.

Figure 5.13 Printout of the combined data set (Edited)

| **Obs** | **mydate** | **time** | **temp** |
| --- | --- | --- | --- |
| **1** | AUG03 | 1 | 58.8312 |
| **2** | AUG03 | 2 | 59.7219 |
|  | … | … | … |
| **24** | AUG03 | 24 | 66.7752 |
| **25** | AUG05 | 1 | 63.4003 |
| **26** | AUG05 | 2 | 64.0923 |
|  |  | … | … |
| **48** | AUG05 | 24 | 69.1808 |
| **49** | AUG17 | 1 | 74.7468 |
| **50** | AUG17 | 2 | 76.0121 |
|  |  | … | … |
| **71** | AUG17 | 23 | 83.6768 |
| **72** | AUG17 | 24 | 82.3141 |

The plot of the data for the three dates is shown in Figure 5.6. A separate time and temperature profile is displayed for each of the three dates.
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Figure 5.6 Plot of the temperature-hour profile on the three dates
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# 5.11 Exercises

1. Nest the simulation of the two-group *t*-test from Chapter 3, “Case Study 1: Is the Two-Sample t-Test Robust Enough for Heterogeneous Variances?” in a macro. (The code is included in this exercise.) The parameters should include a seed (MYSEED), the sample sizes (N\_X and N\_Y), the population means (Mu\_X and Mu\_Y), the population sigmas (SIG\_X and SIG\_Y), and the number of simulation (Nsims).

Run your macro to estimate the Type I error rates for combinations of N\_X and N\_Y=[5, 15, 25]x[5, 15, 25] and SIG\_Y/SIG\_X=1, 2, 4. Estimate the power for the same conditions with Mu\_X–Mu\_Y=1. You can use macro variables to build this code.

/\* Problem: Explore whether t-test really is robust to violations of the equal variance assumption

Strategy: See if the t-test operates at the nominal Type I error rate when the unequal variance assumption is violated

\*/

**data** twogroup;

array x{**10**} x1-x10;

array y{**10**} y1-y10;

call streaminit(**11223344**);

do isim = **1** to **10000**;

/\* generate samples X~N(0,1) Y~N(0,4) - normal case \*/

do isample = **1** to **10**;

x{isample} = RAND('normal',**0**,**1**);

y{isample} = RAND('normal',**0**,**2**);

end;

/\* calculate the t-statistic \*/

xbar = mean(of x1-x10);

ybar = mean(of y1-y10);

xvar = var(of x1-x10);

yvar = var(of y1-y10);

s2p = (**9**\*xvar + **9**\*yvar)/**18**;

tstat = (xbar-ybar)/sqrt(s2p\*(**2**/**10**));

Pvalue = **2**\*(**1**-probt(abs(tstat),**18**));

Reject05 = (Pvalue <= **0.05**);

keep xbar ybar xvar yvar s2p tstat Pvalue Reject05;

output;

end; \* end of the simulation loop;

**run**;

/\*

proc print;

run;

\*/

**proc** **freq**;

table Reject05;

**run**;

1. Nest the simulation of the Monte Carlo estimate of P(0<Z<1.645), “Case Study 2: Monte Carlo Integration to Estimate an Integral,” in a macro. Macro variables should be defined for limits of integration, number of simulated data points, and optional construction of graphical displays.
2. Write a macro that calculates the percentile-based bootstrap CI for the mean response of a specified variable in a specified data set at a specified confidence coefficient. For more challenge, also implement a biased-corrected and accelerated bootstrap and set a macro parameter to determine which method is generated.
3. Write a macro to fit a multiple regression model where Y is identified as one macro variable, and each X is identified as another macro variable. Your macro should do the following:
4. Fit the model.
5. Plot the residuals versus each X.
6. Plot the residuals versus Y.
7. Create a normal probability plot of the residuals.

The macro parameters should include the data set name, the response variable, the predictor variables, and a title.

Make sure that an argument is passed for the data set, response variable, and predictor variables. If an argument is not passed, generate an error message.

Test your macro with the SASHELP.FISH data. Fit a multiple regression model predicting the Weight as a function of Width and Length1.

If you really want to go crazy with this exercise, have the macro do the following:

1. Plot the residuals versus each X squared.

Plot the residuals versus XiXj (pairs of the predictor variables).

1. Construct a macro to calculate upper tail probabilities for standard statistical distributions (Z, T, Chi-square and F). This macro should include checks of input arguments (distribution must by Z, T, Chi-square or F; appropriate DF must be specified)

1. Nitrofen data set from Bailer, A. John., and James T. Oris. 1994. “Assessing Toxicity of Pollutants in Aquatic   
    Systems.” Chapter 2 in *Case Studies in Biometry*. Nicholas Lange, [Louise Ryan](http://www.amazon.com/s/ref=ntt_athr_dp_sr_2?_encoding=UTF8&sort=relevancerank&search-alias=books&field-author=Louise%20Ryan), [Lynne Billard](http://www.amazon.com/s/ref=ntt_athr_dp_sr_3?_encoding=UTF8&sort=relevancerank&search-alias=books&field-author=Lynne%20Billard), [David   
    Brillinger](http://www.amazon.com/s/ref=ntt_athr_dp_sr_4?_encoding=UTF8&sort=relevancerank&search-alias=books&field-author=David%20Brillinger), [Loveday Conquest](http://www.amazon.com/s/ref=ntt_athr_dp_sr_5?_encoding=UTF8&sort=relevancerank&search-alias=books&field-author=Loveday%20Conquest), [Joel Greenhouse](http://www.amazon.com/s/ref=ntt_athr_dp_sr_6?_encoding=UTF8&sort=relevancerank&search-alias=books&field-author=Joel%20Greenhouse), eds. New Jersey: John Wiley & Sons, Inc. Reprinted with   
    permission of John Wiley & Sons, Inc. [↑](#footnote-ref-1)