**Basics of software code development**

**1.Объясните, что имеется в виду, когда говорится: Java-язык программирования и Java-платформа.**

Java как язык программирования является высокоуровневым, статически-типизированным и объектно-ориентированным.

Java как платформа — это программное обеспечение, представляющее собой рабочую среду для работы программ, написанных на Java (и не только). Она состоит из Java API и Java виртуальной машины (JVM).

**2.Поясните, как связаны имя java-файла и классы, которые в этом файле объявляются***.*

JAVA-файл должен именоваться так же как и public class внутри него. Несоблюдение этого соглашения может стать причиной многих проблем, которые выявятся во время компиляции.

**3.Расшифруйте аббревиатуры JVM, JDK и JRE; покажите, где “они находятся” и что собой представляют.**

* JDK (Java Development Kit) - предоставляет среду для разработки и выполнения (запуска) Java-программы. Включает в себя исполнительную среду JRE, компилятор java-кода в байт-код, debugger-отладчик ошибок, disassembler.
* JRE (Java Runtime Environment) - это исполнительная среда Java в которой выполняются программы, написанные на этом языке. Среда состоит из виртуальной машины – Java Virtual Machine(JVM) и библиотеки Java классов.
* JVM (Java Virtual Machine) -основная часть исполняющей среды JRE. Виртуальная машина Java интерпретирует и исполняет байт-код Java.

**4.Объясните, как скомпилировать и запустить приложение из командной строки, а также зачем в переменных среды окружения прописывать пути к установленному jdk.**

В командной строке выбрать директорию расположения файла программы. Компиляция программы из командной строки: javac filename.java. На выходе получаем filename.class содержащий байт-код. Запуск программы из командной строки: java filename.

Переменные среды нужны для запуска программ через командную строку, в переменных среды прописывается путь к JDK.

**5. Перечислите атрибуты доступа, объясните их действие.**

*private* - наиболее строгий модификатор доступа. Члены класса доступны только членам данного класса;

*default -* модификатор доступа по умолчанию. Члены класса доступны классам, находящимся в том же пакете;

*protected –* модификатор доступа. Члены класса доступны классам, находятся в том же пакете и подклассам в других пакетах;

*public* – модификатор доступа. Члены класса доступны для всех классов в этом и других пакетах, т.е. доступны везде.

**6. Что такое пакеты в java-программе, что представляют собой пакеты на диске? Каково соглашение по именованию пакетов? Как создать пакет?**

Пакет – это набор классов java, объединенных по каким-либо логическим признакам, темой, свойством. Пакеты на диске представлены в виде папок. Чтобы указать, что класс принадлежит определенному пакету, надо использовать директиву package, после которой указывается имя пакета (package name\_ package). Имена пакетов должны быть в нижнем регистре.

**7. Объясните, какие классы, интерфейсы, перечисления необходимо импортировать в вашу программу, как это сделать. Влияет ли импорт пакета на импорт классов и др., лежащего в подпакетах? Какой пакет в Java импортируется по умолчанию?**

Если надо использовать классы из других пакетов, то необходимо подключить эти пакеты и классы. Исключение составляют классы из пакета java.lang, которые подключаются в программу автоматически.

Чтобы импортировать пакет необходимо перед объявлением класса произвести импорт:

import PackageName.ClassFileName

PackageName – имя пакета

ClassFileName – имя файла с расширением .java, через точку могут перечисляться по иерархии подпакеты.

import PackageName.\* - импорт всего пакета PackageName.

После импорта пакета или класса нет необходимости в программе указывать полный путь к классу или объекту класса.

**8. Объясните различия между терминами “объект” и “ссылка на объект”.**

Объект — это экземпляр класса, создается при помощи кодового слова new. Ссылка хра-нит адрес ячейки памяти, в которой хранится объект.

Создание объекта: Class variable = new Class (attribute)

variable – это ссылка на объект.

**9. Какие примитивные типы Java вы знаете, как создать переменные примитивных типов? Объясните процедуру, по которой переменные примитивных типов передаются в методы как параметры.**

1. Целочисленные типы:

- byte: byte a = 6;

- short : short b = 50;

- int : int x = 128;

- long : long y = 300;

2.Числа с плавающей точкой:

- float : float f = 5.9f;

- double : double d = 53.86;

3. Символьные типы:

- char : char c = ‘s’;

4. Логические типы:

- boolean : boolean b = true; boolean b1 = false.

Если методу передается аргумент примитивного типа, то происходит передача по значению. То есть, делается копия аргумента.

**10. Каков размер примитивных типов, как размер примитивных типов зависит от разрядности платформы, что такое преобразование (приведение) типов и зачем оно необходимо? Какие примитивные типы не приводятся ни к какому другому типу.**

1. Целочисленные типы:

- byte (1 байт, [-128, 127]);

- short (2 байта, [-32768, 32767]);

- int (4 байта, [-2147483648, 2147483647]);

- long (8 байт, [-9223372036854775808,9223372036854775807]);

2.Числа с плавающей точкой:

- float (4 байта, [-3.4E+38, 3.4E+38]);

- double (8 байт, [-1.7E+308, 1.7E+308]);

3. Символьные типы:

- char (символ Unicode, 2 байта, [0, 65536]);

4. Логические типы:

- boolean (true, false).

Размер типов не зависит от разрядности системы.

В Java возможны преобразования между целыми значениями и значениями с плавающей точкой. Кроме того, можно преобразовывать значения целых типов и типов с плавающей точкой в значения типа char и наоборот, поскольку каждый символ соответствует цифре в кодировке Unicode. Тип boolean является единственным примитивным типом в Java, который нельзя преобразовать в другой примитивный тип. Кроме того, любой другой примитивный тип нельзя преобразовать в boolean.

Т.к. разные типы данных занимают разный объем памяти, то иногда необходимо преобразование одного типа данных в другой (явное приведение).

**11. Объясните, что такое явное и неявное приведение типов, приведите примеры, когда такое преобразование имеет место.**

Преобразование типов в Java бывает двух видов: неявное и явное.

Неявное преобразование типов выполняется в случае если выполняются условия:

- Оба типа совместимы

- Длина целевого типа больше или равна длине исходного типа

Во всех остальных случаях должно использоваться явное преобразование типов.

Пример явного преобразования:

int a;

byte b = (byte) a; // Принудительное преобразование int в byte

Пример неявного преобразования:

int a;

long x = a;

**12. Что такое литералы в Java-программе, какую классификацию литералов вы знаете, как записываются литералы различных видов и типов в Java-программе?**

Любая константа в Java является литералом. Все литералы — это примитивные значения (строки, числа, символы, булевы значения). Нельзя создать литерал-объект. Единственный литерал, связанный с объектом — это null.

*Классификация литералов:*

- Целочисленные литералы:

Данный вид литералов-самый простой. Числа записываются в их стандартном виде без указывающих символов и прочего. Любое целое число-по умолчанию целочисленный литерал.

int a = 12;

- Литералы с плавающей точкой:

Числа с плавающей точкой, или дробные числа, могут записываться двумя способами. Первый-в качестве классической десятичной дроби: 3.14. Второй- обычная десятичная дробь плюс суффикс в виде символа е или Е и степени 10, на которую нужно умножить указанную дробь

По умолчанию тип литерала определяется как double. Для записи типа float в конце записи необходимо добавить f или F.

double f=3.14; // вывод 3.14

double y=2.3E-2; // вывод 0.023

- Символьные литералы:

Символьные литералы в Java представлены кодовой таблицей Unicode, то есть каждый символ-16-битовое значение. Для обозначения символа в коде его обособляют одинарными кавычками.

Символы, которые нельзя просто так ввести с консоли, можно задать в их 16-битовом виде. Для этого необходимо указать код символа с префиксом '\u'. Также символы можно указывать в восьмеричном стиле (трехзначный номер), добавив в начале просто обратный слеш.

char x='%'; // вывод %

char y='\u00f8'; // вывод Ø

char z='\101'; // вывод А

- Строковые литералы:

Строковые литералы — это набор символов, заключенных в двойные кавычки.

String str = “Hello, World”; // вывод Hello, World

- Логические литералы:

Имеется всего 2 значения: false и true.

boolean a = true;

boolean b = false;

**13. Как осуществляется работа с типами при вычислении арифметически выражений в Java?**

В Java определены следующие арифметические бинарные операции:

- сложение "+";

- вычитание "-";

- умножение "\*";

- деление "/";

- вычисление остатка от деления целых чисел "%".

Унарные операции:

- инкремент "++" (только для целых) – увеличивает значение переменной на 1;

- декремент "--" (только для целых) – уменьшает значение переменной на 1.

При вычислении арифметических выражений тип конечного результата продвигается до int для меньших типов либо до double для Long. При этом при вычислении выражения с разными типами, конечный результат продвигается до большего типа среди всех переменных.

**14. Что такое классы-оболочки, для чего они предназначены? Объясните, что значит: объект класса оболочки – константный объект.**

Классы-оболочки Java являются Объектным представлением восьми примитивных типов в Java.

Обычные примитивы занимают меньше места в памяти и поэтому над ними можно проводить операции быстрее. Но над объектами аналогичных классов-оболочек можно производить большее количество операций и специальных действий, например, перевести текст в число (.parseInt). Эти операции, методы уже прописаны в классе-оболочке.

Константный объект - это значение примитива, для которого объект является оболочкой. К примеру, для int - оболочка java.lang.Integer для long - оболочка - java.lang.Long. В исходном коде класса java.lang.Integer имеется приватная финальная переменная типа int -  private final int value, которую нельзя изменить. То есть объявляя Integer x = 1; на самом деле, выполняется нечто вроде:

Integer x = new Integer(1);

Далее, если мы захотим поменять значение x = 2, то переменная x будет указывать уже на другой объект, а не перезатрет значение предыдущего. Предыдущий объект, будет собран сборщиком мусора, если на него более не имеется ссылок.

**15. Объясните разницу между примитивными и ссылочными типами данных. Поясните существующие различия, при передаче параметров примитивных и ссылочных типов в методы. Объясните, как константные объекты ведут себя при передаче в метод.**

Каждая [переменная в Java](https://javahelp.online/osnovy/peremennye-java) имеет тип данных: примитивный и ссылочный.

Примитив содержит значение переменной непосредственно в памяти, выделенной для нее.

Ссылка не содержит объект, но содержит ссылку на него, которая указывает на другое место в памяти, где он хранится. Через такую ссылку можно получить доступ к полям и методам ссылочного объекта.

Если методу передается аргумент примитивного типа, то происходит передача по значению. То есть, делается копия аргумента.

В отличие от переменных примитивных типов, объекты класса передаются по ссылке. Это значит, что изменения, сделанные в теле функции (методе) будут изменять также значения объекта, который задавался в качестве аргумента.

Кроме переменных, в Java для хранения данных можно использовать константы. В отличие от переменных константам можно присвоить значение только один раз. Константа объявляется так же, как и переменная, только вначале идет ключевое слово final. Константы позволяют задать такие переменные, которые не должны больше изменяться.

**16. Поясните, что такое автоупаковка и автораспаковка.**

Преобразования примитивных типов в эквивалентные объекты в Java реализуется автоматически. Это свойство известно как **Автоупаковка** (Autoboxing). Обратный процесс соответственно – **Распаковка** (Unboxing) т.е. процесс преобразования объектов в соответствующие им примитивные типы.

Автоупаковка: Integer integer = 9;

Автораспоковка: int in = 0;

in = new Integer(9);

**17. Перечислите известные вам арифметические, логические и битовые операторы, определите случаи их употребления. Что такое приоритет оператора, как определить, в какой последовательности будут выполняться операции в выражении, если несколько из них имеют одинаковый приоритет.**

- Арифметические. Используются для вычислений так же как в алгебре. Допустимые операнды должны иметь числовые типы. Например, исполь­зовать эти операторы для работы с логическими типами нельзя, а для работы с типом char можно, поскольку в Java тип char — это подмно­жество типа int. : +,-,\*,/,%,++,--

- Логические. Оперируют только с операндами типа boolean. Все бинарные ло­гические операторы воспринимают в качестве операндов два значения типа boolean и возвращают результат того же типа.: &&,||,!

- Битовые. Для целых числовых типов данных — long, int, short, char и byte, определен дополнительный набор операторов, с помощью которых можно проверять и модифицировать состояние отдельных битов соответствую­щих значений. Операторы битовой арифметики работают с каждым битом как с самостоятельной величиной. : & побитовое И (AND), | побитовое ИЛИ (OR), ^ побитовое исключающее ИЛИ (XOR) , >> сдвиг вправо, >>> сдвиг вправо с заполнением нулями, << сдвиг влево, ~ побитовое унарное отрицание (NOT).

Если выражение включает несколько операторов с одинаковым приоритетом, то порядком выполнения операций управляет ассоциативность операторов. Большинство операторов ас-социативны слева направо, то есть операции выполняются слева направо. Однако операторы присваивания и унарные операторы обратно ассоциативны (справа налево).

**18. Укажите правила выполнения операций с плавающий точкой в Java (согласно стандарту IEEE754). Как определить, что результатом вычисления стала бесконечность или нечисло?**

Язык Java поддерживает два простых типа с плавающей точкой: float и double, и их прототип - класс-оболочка Float и Double. Они основаны на стандарте IEEE 754, определяющем двоичный стандарт для двоично-десятичных чисел с 32-битовой плавающей точкой и 64-битовой плавающей точкой удвоенной точности.

Формула вычисления десятичных чисел с плавающей точкой из чисел, представленных в стандарте IEEE754:

![Формула нормализованых чисел IEEE754 ](data:image/gif;base64,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)

где:

S - бит знака, если S=0 - положительное число; S=1 - отрицательное число

E - смещенная экспонента двоичного числа; exp2 = E - (2(b-1) - 1) - экспонента двоичного нормализованного числа с плавающей точкой (2(b-1) -1) - заданное смещение экспоненты (в 32-битном IEEE754 оно равно +127)

M - остаток мантиссы двоичного нормализованного числа с плавающей точкой.

В IEEE числе с плавающей точкой выделяется 1 бит на знак, 8 бит на порядок и 23 бита на мантиссу, или дробную часть числа. Для плавающей точки с удвоенной точностью на порядок выделяется 11 бит, а на мантиссу - 52 бит.

Формат числа одинарной точности (single-precision) 32 бита:![Формат 32 бит нормализованых чисел IEEE754 ](data:image/gif;base64,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)

Формат числа двойной точности (double-precision) 64 бита:![Формат 64 бит нормализованых чисел IEEE754 ](data:image/gif;base64,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)

В Java тип double имеет специальные значения для понятий «плюс бесконечность» и «минус бесконечность». Положительное число, разделенное на 0.0, дает «плюс бесконечность», а отрицательное – «минус бесконечность».

Нечисло NaN ("not a number") является результатом арифметических операций, если во время их выполнения произошла ошибка. Данное состояние может возникнуть в различных случаях, например, когда предыдущая математическая операция завершилась с неопределённым результатом, или если в ячейку памяти попало не удовлетворяющее условиям число. К операциям, приводящим к появлению NaN в качестве ответа, относятся:

* все математические операции, содержащие NaN в качестве одного из операндов;
* деление нуля на нуль;
* деление бесконечности на бесконечность;
* умножение нуля на бесконечность;
* сложение бесконечности с бесконечностью противоположного знака;
* вычисление квадратного корня отрицательного числа;
* логарифмирование отрицательного числа.

**19. Что такое статический импорт, какие элементы можно импортировать при статическом импорте.**

Для статического импорта используется оператор Java import static, после которого указывается полное имя класса и метод или переменная. Оператор static import можно применять для импорта статических членов класса или интерфейса. Благодаря статическому импорту появляется возможность ссылаться на статические члены непосредственно по именам, не уточняя их именем класса.

**20. Объясните работу операторов if, switch, while, do-while, for, for-each. Напишите корректные примеры работы этих операторов.**

- **if** - оператор условия.

Полная структура:

if (условие){

(выполняются действия);

} else {

(выполняются действия);

}

Сокращенная структура:

if (условие) (выполняются действия);

Многозвенная структура:

if (условие){

(выполняются действия);

} else if (условие){

(выполняются действия);

}

- **switch** - оператор выбора.

Без вложенности:

switch (выражение, переменная для сравнения с case (как правило целое число)) {

case 1: выполняются действия; //проверяется совпадение с 1, если совпадает, то выполняется

//команда, если нет, то сравнение продолжается

break; //при условии совпадения происходит выход из оператора switch

case 2: выполняются действия; //по аналогии с case1

break;

default: выполняются действия; //если ни один вариант не подошел, то срабатывает default, если его не

//написать произойдет ошибка

}

С вложенностью:

switch(выражение 1){

case 1: switch(выражение 2){

case 20: выполняются действия;

break;

…}

break;

}

- **while** - оператор цикла. Пока условие истинно выполняем

while (условие){выполняются действия;} //может не выполниться ни разу!

- **do while** - оператор цикла. do-while отличается от while только тем, что тело цикла выполнится хотя бы один раз, т.е. сначала выполняется тело цикла, а потом идет сравнение.

do{ выполняются действия;

} while (условие);

- **for** - оператор цикла.

for (int a=1; a< 3; a++) // инициализируется переменная и ее начальное значение; условие выполнения

цикла; действие над переменной после выполнения тела цикла

{

выполняются действия; //команда, которая будет выполнятся пока в условие выполнения true

}

- **for-each** - это оператор для перебора массива/коллекций, разновидность оператора for.

int[] array = {1, 2, 3}; //создаем массив

for (int i : array) //циклический оператор for, внутри скобок указывается: тип и название

//(int i) : название массива/коллекции (array))

{

System.out.println(i); //команда для исполнения.

}

**21. Объясните работу оператора instanceof. Что будет результатом работы оператора, если слева от него будет стоять ссылка, равная null?**

Оператор instanceof сравнивает объект с указанным типом. Можно использовать его для проверки, является ли объект экземпляром класса, экземпляром подкласса или экземпляром класса, который реализует определенный интерфейс. Возвращает значение boolean.

String str = “Hello”;

System.out.println(str instanceof String); //result = true

Применение instanceof в нулевой ссылочной переменной возвращает false.

String s = null;

System.out.println(s instanceof String); //result = false