**CODE:**

**OCREngine.java**

import java.awt.Color;

import java.awt.Container;

import java.awt.Font;

import java.awt.FontMetrics;

import java.awt.Graphics;

import java.awt.Graphics2D;

import java.awt.event.ActionEvent;

import java.awt.event.ActionListener;

import java.awt.event.WindowAdapter;

import java.awt.event.WindowEvent;

import java.awt.image.BufferedImage;

import java.io.File;

import java.io.IOException;

import javax.imageio.ImageIO;

import javax.swing.BoxLayout;

import javax.swing.ImageIcon;

import javax.swing.JButton;

import javax.swing.JFrame;

import javax.swing.JLabel;

import javax.swing.JOptionPane;

import javax.swing.JPanel;

import javax.swing.JTextField;

import net.sourceforge.tess4j.Tesseract;

public class OCREngine extends JFrame

{

private static final long serialVersionUID = 1L;

JFrame frame=null;

JLabel extractLabel=null,spellCheckedLabel=null,imageLabel=null,picLabel=null,

picLabel1=null;

JTextField extractedWord=null, spellCheckedText=null,imagePath=null;

JButton spellCheck=null,display=null,extractText=null;

BufferedImage image=null;

public static JFrame mainframe;

public void printPixelARGB(int pixel)

{

int alpha = (pixel >> 24) & 0xff;

int red = (pixel >> 16) & 0xff;

int green = (pixel >> 8) & 0xff;

int blue = (pixel) & 0xff;

System.out.println("argb: " + alpha + ", " + red + ", " + green + ", " + blue);

}

public OCREngine()

{

final Container container=getContentPane();

BoxLayout layout=new BoxLayout(container,BoxLayout.Y\_AXIS);

container.setLayout(layout);

JPanel PimagePath;

final JPanel Pimage;

final JPanel Pextract;

final JPanel Pspell;

PimagePath=new JPanel();

Pimage=new JPanel();

Pextract=new JPanel();

Pspell=new JPanel();

imageLabel=new JLabel("Enter the path of the image file");

imagePath=new JTextField(40);

display=new JButton("Display image");

picLabel=new JLabel();

extractText=new JButton("Extract Text");

extractLabel=new JLabel("Extracted word");

extractedWord=new JTextField(20);

extractedWord.setEditable(true);

spellCheck=new JButton("Check Spelling");

spellCheckedLabel=new JLabel("Correct Spelling");

spellCheckedText=new JTextField(20);

spellCheckedText.setEditable(false);

PimagePath.add(imageLabel);

PimagePath.add(imagePath);

PimagePath.add(display);

Pextract.add(extractLabel);

Pextract.add(extractedWord);

Pextract.add(spellCheck);

Pspell.add(spellCheckedLabel);

Pspell.add(spellCheckedText);

container.add(PimagePath);

display.addActionListener(new ActionListener()

{

public void actionPerformed(ActionEvent ae)

{

try

{

String str=null;

//"image" is an object of BufferedImage

if((str=imagePath.getText()).isEmpty())

{

JOptionPane.showMessageDialog(null,"Enter a valid

imagepath","Enter a valid imagepath",JOptionPane.ERROR\_MESSAGE);

}

else

{

image = ImageIO.read(new File(imagePath.getText()));

System.out.println(imagePath.getText());

Pimage.add(picLabel1=new JLabel(new

ImageIcon(image)));

//Using Canny's Edge Detection

//create the detector

CannyEdgeDetector detector = new CannyEdgeDetector();

//adjust its parameters as desired

detector.setLowThreshold(0.5f);

detector.setHighThreshold(1f);

//apply it to an image

detector.setSourceImage(image);

detector.process();

BufferedImage edges = detector.getEdgesImage();

int w=edges.getWidth();

int h=edges.getHeight();

System.out.println("width, height: " + w + ", " + h);

for(int i=0;i<h;i++)

{

for(int j=0;j<w;j++)

{

System.out.println("x,y: " + j + ", " + i);

int pixel = image.getRGB(j, i);

printPixelARGB(pixel);

System.out.println("");

}

}

//adding edge-detected picture and extractText to Piamge

Pimage.add(picLabel=new JLabel(new ImageIcon(edges)));

Pimage.add(extractText);

//adding all panels to container

container.add(Pimage);

container.add(Pextract);

container.add(Pspell);

revalidate();

//mainframe.repaint();

}

}

catch (IOException ex)

{

ex.printStackTrace();

}

}

});

extractText.addActionListener(new ActionListener()

{

public void actionPerformed(ActionEvent ae)

{

try

{

Tesseract instance = Tesseract.getInstance();

String result = instance.doOCR(image);

extractedWord.setText(result);

}

catch (Exception ex)

{

ex.printStackTrace();

}

}

});

spellCheck.addActionListener(new ActionListener()

{

public void actionPerformed (ActionEvent ae)

{

try

{

String str=null;

if((str=extractedWord.getText()).isEmpty())

{

JOptionPane.showMessageDialog(null,"Invalid word","Invalid word",JOptionPane.ERROR\_MESSAGE);

}

else

{

JazzySpellChecker jazzySpellChecker = new

JazzySpellChecker();

String line =

jazzySpellChecker.getCorrectedLine(extractedWord.getText());

spellCheckedText.setText(line);

BufferedImage newImage=new

BufferedImage(200,70,BufferedImage.TYPE\_INT\_ARGB);

BufferedImage replacedImage = ImageIO.read(new

File("F:/SpellChecker/res/NewImage.jpg"));

Graphics2D g2d=newImage.createGraphics();

g2d.drawImage(replacedImage,0,0,null);

FontMetrics fm=g2d.getFontMetrics();

g2d.setFont(new Font("Calibri",Font.BOLD,50));

g2d.setColor(Color.BLACK);

int x=(newImage.getWidth()/2)-30;

int y=newImage.getHeight()-20;

g2d.drawString(line,x,y);

g2d.dispose();

JPanel Presult=new JPanel();

Presult.add(picLabel=new JLabel(new

ImageIcon(newImage)));

//adding panel to container

container.add(Presult);

revalidate();

}

}

catch (Exception e)

{

e.printStackTrace();

}

}

}

);

}

public static void main(String [] args) throws Exception

{

OCREngine frame=new OCREngine();

frame.setSize(800, 600);

frame.setVisible(true);

frame.addWindowListener( new WindowAdapter()

{

public void windowClosing(WindowEvent we)

{

System.exit(0);

}

});

}

}

**CannyEdgeDetector.java**

import java.awt.image.BufferedImage;

import java.util.Arrays;

public class CannyEdgeDetector {

private final static float GAUSSIAN\_CUT\_OFF = 0.005f;

private final static float MAGNITUDE\_SCALE = 100F;

private final static float MAGNITUDE\_LIMIT = 1000F;

private final static int MAGNITUDE\_MAX = (int) (MAGNITUDE\_SCALE \* MAGNITUDE\_LIMIT);

private int height;

private int width;

private int picsize;

private int[] data;

private int[] magnitude;

private BufferedImage sourceImage;

private BufferedImage edgesImage;

private float gaussianKernelRadius;

private float lowThreshold;

private float highThreshold;

private int gaussianKernelWidth;

private boolean contrastNormalized;

private float[] xConv;

private float[] yConv;

private float[] xGradient;

private float[] yGradient;

public CannyEdgeDetector() {

lowThreshold = 2.5f;

highThreshold = 7.5f;

gaussianKernelRadius = 2f;

gaussianKernelWidth = 16;

contrastNormalized = false;

}

public BufferedImage getSourceImage() {

return sourceImage;

}

public void setSourceImage(BufferedImage image) {

sourceImage = image;

}

public BufferedImage getEdgesImage() {

return edgesImage;

}

public void setEdgesImage(BufferedImage edgesImage) {

this.edgesImage = edgesImage;

}

public float getLowThreshold() {

return lowThreshold;

}

public void setLowThreshold(float threshold) {

if (threshold < 0) throw new IllegalArgumentException();

lowThreshold = threshold;

}

public float getHighThreshold() {

return highThreshold;

}

public void setHighThreshold(float threshold) {

if (threshold < 0) throw new IllegalArgumentException();

highThreshold = threshold;

}

public int getGaussianKernelWidth() {

return gaussianKernelWidth;

}

public void setGaussianKernelWidth(int gaussianKernelWidth) {

if (gaussianKernelWidth < 2) throw new IllegalArgumentException();

this.gaussianKernelWidth = gaussianKernelWidth;

}

public float getGaussianKernelRadius() {

return gaussianKernelRadius;

}

public void setGaussianKernelRadius(float gaussianKernelRadius) {

if (gaussianKernelRadius < 0.1f) throw new IllegalArgumentException();

this.gaussianKernelRadius = gaussianKernelRadius;

}

public boolean isContrastNormalized() {

return contrastNormalized;

}

public void setContrastNormalized(boolean contrastNormalized) {

this.contrastNormalized = contrastNormalized;

}

// methods

public void process() {

width = sourceImage.getWidth();

height = sourceImage.getHeight();

picsize = width \* height;

initArrays();

readLuminance();

if (contrastNormalized) normalizeContrast();

computeGradients(gaussianKernelRadius, gaussianKernelWidth);

int low = Math.round(lowThreshold \* MAGNITUDE\_SCALE);

int high = Math.round( highThreshold \* MAGNITUDE\_SCALE);

performHysteresis(low, high);

thresholdEdges();

writeEdges(data);

}

// private utility methods

private void initArrays() {

if (data == null || picsize != data.length) {

data = new int[picsize];

magnitude = new int[picsize];

xConv = new float[picsize];

yConv = new float[picsize];

xGradient = new float[picsize];

yGradient = new float[picsize];

}

}

private void computeGradients(float kernelRadius, int kernelWidth) {

float kernel[] = new float[kernelWidth];

float diffKernel[] = new float[kernelWidth];

int kwidth;

for (kwidth = 0; kwidth < kernelWidth; kwidth++) {

float g1 = gaussian(kwidth, kernelRadius);

if (g1 <= GAUSSIAN\_CUT\_OFF && kwidth >= 2) break;

float g2 = gaussian(kwidth - 0.5f, kernelRadius);

float g3 = gaussian(kwidth + 0.5f, kernelRadius);

kernel[kwidth] = (g1 + g2 + g3) / 3f / (2f \* (float) Math.PI \* kernelRadius \* kernelRadius);

diffKernel[kwidth] = g3 - g2;

}

int initX = kwidth - 1;

int maxX = width - (kwidth - 1);

int initY = width \* (kwidth - 1);

int maxY = width \* (height - (kwidth - 1));

for (int x = initX; x < maxX; x++) {

for (int y = initY; y < maxY; y += width) {

int index = x + y;

float sumX = data[index] \* kernel[0];

float sumY = sumX;

int xOffset = 1;

int yOffset = width;

for(; xOffset < kwidth ;) {

sumY += kernel[xOffset] \* (data[index - yOffset] + data[index + yOffset]);

sumX += kernel[xOffset] \* (data[index - xOffset] + data[index + xOffset]);

yOffset += width;

xOffset++;

}

yConv[index] = sumY;

xConv[index] = sumX;

}

}

for (int x = initX; x < maxX; x++) {

for (int y = initY; y < maxY; y += width) {

float sum = 0f;

int index = x + y;

for (int i = 1; i < kwidth; i++)

sum += diffKernel[i] \* (yConv[index - i] - yConv[index + i]);

xGradient[index] = sum;

}

}

for (int x = kwidth; x < width - kwidth; x++) {

for (int y = initY; y < maxY; y += width) {

float sum = 0.0f;

int index = x + y;

int yOffset = width;

for (int i = 1; i < kwidth; i++) {

sum += diffKernel[i] \* (xConv[index - yOffset] - xConv[index + yOffset]);

yOffset += width;

}

yGradient[index] = sum;

}

}

initX = kwidth;

maxX = width - kwidth;

initY = width \* kwidth;

maxY = width \* (height - kwidth);

for (int x = initX; x < maxX; x++) {

for (int y = initY; y < maxY; y += width) {

int index = x + y;

int indexN = index - width;

int indexS = index + width;

int indexW = index - 1;

int indexE = index + 1;

int indexNW = indexN - 1;

int indexNE = indexN + 1;

int indexSW = indexS - 1;

int indexSE = indexS + 1;

float xGrad = xGradient[index];

float yGrad = yGradient[index];

float gradMag = hypot(xGrad, yGrad);

//perform non-maximal supression

float nMag = hypot(xGradient[indexN], yGradient[indexN]);

float sMag = hypot(xGradient[indexS], yGradient[indexS]);

float wMag = hypot(xGradient[indexW], yGradient[indexW]);

float eMag = hypot(xGradient[indexE], yGradient[indexE]);

float neMag = hypot(xGradient[indexNE], yGradient[indexNE]);

float seMag = hypot(xGradient[indexSE], yGradient[indexSE]);

float swMag = hypot(xGradient[indexSW], yGradient[indexSW]);

float nwMag = hypot(xGradient[indexNW], yGradient[indexNW]);

float tmp;

if (xGrad \* yGrad <= (float) 0 /\*(1)\*/

? Math.abs(xGrad) >= Math.abs(yGrad) /\*(2)\*/

? (tmp = Math.abs(xGrad \* gradMag)) >= Math.abs(yGrad

\* neMag - (xGrad + yGrad) \* eMag) /\*(3)\*/

&& tmp > Math.abs(yGrad \* swMag - (xGrad +

yGrad) \* wMag) /\*(4)\*/

: (tmp = Math.abs(yGrad \* gradMag)) >= Math.abs(xGrad

\* neMag - (yGrad + xGrad) \* nMag) /\*(3)\*/

&& tmp > Math.abs(xGrad \* swMag - (yGrad +

xGrad) \* sMag) /\*(4)\*/

: Math.abs(xGrad) >= Math.abs(yGrad) /\*(2)\*/

? (tmp = Math.abs(xGrad \* gradMag)) >= Math.abs(yGrad \* seMag + (xGrad - yGrad) \* eMag) /\*(3)\*/

&& tmp > Math.abs(yGrad \* nwMag + (xGrad - yGrad) \* wMag) /\*(4)\*/

: (tmp = Math.abs(yGrad \* gradMag)) >= Math.abs(xGrad \* seMag + (yGrad - xGrad) \* sMag) /\*(3)\*/

&& tmp > Math.abs(xGrad \* nwMag + (yGrad - xGrad) \* nMag) /\*(4)\*/

) {

magnitude[index] = gradMag >= MAGNITUDE\_LIMIT ? MAGNITUDE\_MAX : (int) (MAGNITUDE\_SCALE \* gradMag);

} else {

magnitude[index] = 0;

}

}

}

}

private float hypot(float x, float y) {

return (float) Math.hypot(x, y);

}

private float gaussian(float x, float sigma) {

return (float) Math.exp(-(x \* x) / (2f \* sigma \* sigma));

}

private void performHysteresis(int low, int high) {

Arrays.fill(data, 0);

int offset = 0;

for (int y = 0; y < height; y++) {

for (int x = 0; x < width; x++) {

if (data[offset] == 0 && magnitude[offset] >= high) {

follow(x, y, offset, low);

}

offset++;

}

}

}

private void follow(int x1, int y1, int i1, int threshold) {

int x0 = x1 == 0 ? x1 : x1 - 1;

int x2 = x1 == width - 1 ? x1 : x1 + 1;

int y0 = y1 == 0 ? y1 : y1 - 1;

int y2 = y1 == height -1 ? y1 : y1 + 1;

data[i1] = magnitude[i1];

for (int x = x0; x <= x2; x++) {

for (int y = y0; y <= y2; y++) {

int i2 = x + y \* width;

if ((y != y1 || x != x1)

&& data[i2] == 0

&& magnitude[i2] >= threshold) {

follow(x, y, i2, threshold);

return;

}

}

}

}

private void thresholdEdges() {

for (int i = 0; i < picsize; i++) {

data[i] = data[i] > 0 ? -1 : 0xff000000;

}

}

private int luminance(float r, float g, float b) {

return Math.round(0.299f \* r + 0.587f \* g + 0.114f \* b);

}

private void readLuminance() {

int type = sourceImage.getType();

if (type == BufferedImage.TYPE\_INT\_RGB || type == BufferedImage.TYPE\_INT\_ARGB) {

int[] pixels = (int[]) sourceImage.getData().getDataElements(0, 0, width, height, null);

for (int i = 0; i < picsize; i++) {

int p = pixels[i];

int r = (p & 0xff0000) >> 16;

int g = (p & 0xff00) >> 8;

int b = p & 0xff;

data[i] = luminance(r, g, b);

}

} else if (type == BufferedImage.TYPE\_BYTE\_GRAY) {

byte[] pixels = (byte[]) sourceImage.getData().getDataElements(0, 0, width, height, null);

for (int i = 0; i < picsize; i++) {

data[i] = (pixels[i] & 0xff);

}

} else if (type == BufferedImage.TYPE\_USHORT\_GRAY) {

short[] pixels = (short[]) sourceImage.getData().getDataElements(0, 0, width, height, null);

for (int i = 0; i < picsize; i++) {

data[i] = (pixels[i] & 0xffff) / 256;

}

} else if (type == BufferedImage.TYPE\_3BYTE\_BGR) {

byte[] pixels = (byte[]) sourceImage.getData().getDataElements(0, 0, width, height, null);

int offset = 0;

for (int i = 0; i < picsize; i++) {

int b = pixels[offset++] & 0xff;

int g = pixels[offset++] & 0xff;

int r = pixels[offset++] & 0xff;

data[i] = luminance(r, g, b);

}

} else {

throw new IllegalArgumentException("Unsupported image type: " + type);

}

}

private void normalizeContrast() {

int[] histogram = new int[256];

for (int i = 0; i < data.length; i++) {

histogram[data[i]]++;

}

int[] remap = new int[256];

int sum = 0;

int j = 0;

for (int i = 0; i < histogram.length; i++) {

sum += histogram[i];

int target = sum\*255/picsize;

for (int k = j+1; k <=target; k++) {

remap[k] = i;

}

j = target;

}

for (int i = 0; i < data.length; i++) {

data[i] = remap[data[i]];

}

}

private void writeEdges(int pixels[]) {

if (edgesImage == null) {

edgesImage = new BufferedImage(width, height, BufferedImage.TYPE\_INT\_ARGB);

}

edgesImage.getWritableTile(0, 0).setDataElements(0, 0, width, height, pixels); }}

**JazzySpellChecker.java**

import java.io.File;

import java.io.FileNotFoundException;

import java.io.IOException;

import java.util.ArrayList;

import java.util.List;

import com.swabunga.spell.engine.SpellDictionaryHashMap;

import com.swabunga.spell.engine.Word;

import com.swabunga.spell.event.SpellCheckEvent;

import com.swabunga.spell.event.SpellCheckListener;

import com.swabunga.spell.event.SpellChecker;

import com.swabunga.spell.event.StringWordTokenizer;

import com.swabunga.spell.event.TeXWordFinder;

public class JazzySpellChecker implements SpellCheckListener

{

private SpellChecker spellChecker;

private List<String> misspelledWords;

public List<String> getMisspelledWords(String text)

{

StringWordTokenizer texTok = new StringWordTokenizer(text,

new TeXWordFinder());

spellChecker.checkSpelling(texTok);

return misspelledWords;

}

private static SpellDictionaryHashMap dictionaryHashMap;

static

{

File dict = new File("dictionary/dictionary.txt");

try

{

dictionaryHashMap = new SpellDictionaryHashMap(dict);

}

catch (FileNotFoundException e)

{

e.printStackTrace();

}

catch (IOException e)

{

e.printStackTrace();

}

}

private void initialize()

{

spellChecker = new SpellChecker(dictionaryHashMap);

spellChecker.addSpellCheckListener(this);

}

public JazzySpellChecker()

{

misspelledWords = new ArrayList<String>();

initialize();

}

public String getCorrectedLine(String line)

{

List<String> misSpelledWords = getMisspelledWords(line);

for (String misSpelledWord : misSpelledWords){

List<String> suggestions = getSuggestions(misSpelledWord);

if (suggestions.size() == 0)

continue;

String bestSuggestion = suggestions.get(0);

line = line.replace(misSpelledWord, bestSuggestion);

}

return line;

}

public String getCorrectedText(String line)

{

StringBuilder builder = new StringBuilder();

String[] tempWords = line.split(" ");

for (String tempWord : tempWords)

{

if (!spellChecker.isCorrect(tempWord))

{

List<Word> suggestions = spellChecker.getSuggestions(tempWord, 0);

if (suggestions.size() > 0)

{

builder.append(spellChecker.getSuggestions(tempWord, 0).get(0).toString());

}

else

builder.append(tempWord);

}

else

{

builder.append(tempWord);

}

builder.append(" ");

}

return builder.toString().trim();

}

public List<String> getSuggestions(String misspelledWord)

{

@SuppressWarnings("unchecked")

List<Word> su99esti0ns = spellChecker.getSuggestions(misspelledWord, 0);

List<String> suggestions = new ArrayList<String>();

for (Word suggestion : su99esti0ns)

{

suggestions.add(suggestion.getWord());

}

return suggestions;

}

@Override

public void spellingError(SpellCheckEvent event)

{

event.ignoreWord(true);

misspelledWords.add(event.getInvalidWord());

}

public static void main(String[] args)

{

}

}

**Software Version:**  Version 1.0

**Evaluation:**

**Dataset:**

The dataset for the system is a JPEG image which has one word in Calibri font in black color. A sample of the input and the corresponding output are given below:

**Case 1:**

**Input:**

![](data:image/jpeg;base64,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)

**Output:**

![](data:image/jpeg;base64,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)

**Case 2:**

**Input:**

![](data:image/jpeg;base64,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)

**Output:**

![](data:image/jpeg;base64,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)