## ****Introduction****

This blog provides a deep dive on the use of an Authentication Gateway for providing secured access to Microservices. It describes how the Gateway uses JSON Web Token(JWT) for authenticating clients that want to access web service endpoints hosted by different Microservices.

### ****JSON WEB TOKEN (JWT)****

As per [**RFC 7519**](https://tools.ietf.org/html/rfc7519)**,** JWT is a compact and self-contained way for secure transmission of information between different entities as a JSON object. The token is composed of 3 parts: header, payload and signature; each separated by a dot as mentioned in below format:

**header.payload.signature**

**Header**

The header typically consists of two parts:

1. Type of Token i.e. JWT
2. Hashing algorithm being used e.g. HMAC SHA256 or RSA

e.g.

{

  "alg": "HS256",

  "typ": "JWT"

}

The first part of the JWT is formed by Base64Url encoding of the Header JSON.

**Payload**

The payload contains the ‘claims’ i.e. the data that‘s stored inside the JWT. Claims are information about an entity (typically, the user) and additional data.

e.g.

{

"sub": "1234567890",

"name": "Mark",

"admin": true,

"iss": http://abc.com,

"iat": 1472033308,

"exp": 1472034208

}

The second part of the JWT is formed by Base64Url encoding of the payload.

**Signature**

The signature is created by signing the encoded header & encoded payload with a secret key using the algorithm specified in the header.

e.g. For HMAC SHA256 algorithm, the signature will be created as below:

HMACSHA256(

base64UrlEncode(header) + "." +

base64UrlEncode(payload),  secret)

After combining all JWT components together, a typical JWT token looks like below.

eyJ0eXAiOiJKV1QiLCJhbGciOiJIUzI1NiJ9.

eyJ1c2VySWQiOiJiMDhmODZhZi0zNWRhLTQ4ZjItOGZhYi1jZWYzOTA0NjQifQ.

-xN\_h82PHVTCMA9vdoHrcZxH-x5mb11y1537t3rGzcM

The JWT token should be sent in the Authorization header using the Bearer schema for accessing a protected resource as shown below:

Authorization: Bearer <JWT token>

### ****JWT ADVANTAGES****

1. JWT uses JSON which is less verbose than XML & therefore smaller in size making it more compact than Security Assertion Markup Language Tokens (SAML)
2. It is easier to work with JWT than SAML assertions as JSON parsers are common in most programming languages but XML doesn't have a natural document-to-object mapping.

**System Architecture**

The system is implemented as a bunch of Spring Boot applications communicating with each other. Apache Maven is used as a dependency & build tool for the applications. The system components are best understood from the below workflow diagram.

[![JWT Authentication](data:image/png;base64,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)](https://www.xoriant.com/sites/default/files/uploads/2018/08/JWT-Authentication.png)

### ****SYSTEM COMPONENTS & DESCRIPTION****:

1. **Client**

It can be any Web service consumer on any platform. Simply put it can be another Webservice, UI application or Mobile platform which wants to read-write data in a secure way with an Application having various Microservices. Typically, the Client requests shown in the above workflow diagram can be REST API requests invoked from any REST client.

1. **Eureka Service Registry**

The Eureka service registry is another Microservice that primarily handles the communication of different Microservices. As each Microservice registers itself in the Eureka server, it must be highly available since every service communicates with it to discover other services. Below is the configuration for a typical Eureka server.

**pom.xml**

<dependencies>

   <dependency>

      <groupId>org.springframework.cloud</groupId>

      <artifactId>spring-cloud-starter-eureka-server</artifactId>

   </dependency>

</dependencies>

**application.yml**

server:

  port: ${PORT:8761}

 eureka:

  instance:

    hostname: localhost

  client:

    registerWithEureka: false

    fetchRegistry: false

    serviceUrl:

      defaultZone: http://${eureka.instance.hostname}:${server.port}/eureka/

@SpringBootApplication

@EnableEurekaServer

**public** **class** EurekaServerApplication {

**public** **static** **void** main(String[] args) {

        SpringApplication.run(EurekaServerApplication.class, args);

    }

}

Navigating the browser to http://localhost:8761 shows the Eureka dashboard, where one can inspect the registered Microservice instances & other status information.

**3.MicroServices A & B**

These are the Microservices that host various REST endpoints namely GET/POST/PUT/DELETE for different resources of the application. Each Microservice is a Eureka client application & must register itself with the Eureka Server. Below is the configuration for MicroserviceA that is hosted on port 8082 with some REST endpoints.

**pom.xml**

<dependencies>

   <dependency>

      <groupId>org.springframework.boot</groupId>

      <artifactId>spring-boot-starter-web</artifactId>

   </dependency>

   <dependency>

      <groupId>org.springframework.cloud</groupId>

      <artifactId>spring-cloud-starter-eureka</artifactId>

   </dependency>

</dependencies>

**application.yml**

server:

  port: ${PORT:8082}

spring:

  application:

    name: greeting-service

eureka:

  client:

    fetchRegistry: true

    serviceUrl:

      defaultZone: http://localhost:8761/eureka/

@SpringBootApplication

@EnableDiscoveryClient

@RestController

@RequestMapping("/greetings")

**public** **class** MicroServiceA {

    @GetMapping

**public** String fetchGreeting() {

**return** "Hello from MicroServiceA";

    }

    @PostMapping

**public** String addGreeting(@RequestBody String greeting) {

         // Business logic to save the greeting typically to a DB table

**return** "Greeting successfully saved";

    }

**public** **static** **void** main(String[] args) {

        SpringApplication.run(MicroServiceA.class, args);

    }

}

On similar lines, MicroserviceB can be configured on another port to host other REST endpoints.

**4.Authentication Gateway**

The Gateway is implemented as a Microservice using Spring Cloud Zuul Proxy & Spring Security APIs. It handles centralized authentication & routing client requests to various Microservices using the Eureka service registry. It acts as a proxy to the clients abstracting the Microservices architecture & must be highly available as it works as a single point of interaction for different operations be it user signup, user credentials authentication, generating & verifying JWT tokens & handling the client business requests by communicating to relevant Microservice endpoints. In short, it is a Request router that doubles up as an Authentication Microservice.

Alternatively, the User management features including different authentication mechanisms (JWT, OAuth) can also be hosted as a separate ‘User Management’ Microservice. In that case, the Gateway can just work as a lightweight request router & communicate with it for user authentication via the JWT tokens.

Below is the configuration for the Authentication Gateway.

**pom.xml**

   <dependency>

         <groupId>org.springframework.cloud</groupId>

         <artifactId>spring-cloud-starter-zuul</artifactId>

   </dependency>

   <dependency>

         <groupId>org.springframework.cloud</groupId>

         <artifactId>spring-cloud-starter-eureka</artifactId>

   </dependency>

   <dependency>

        <groupId>org.springframework.boot</groupId>

        <artifactId>spring-boot-starter-security</artifactId>

   </dependency>

   <dependency>

         <groupId>org.springframework.boot</groupId>

         <artifactId>spring-boot-starter-web</artifactId>

   </dependency>

   <dependency>

         <groupId>io.jsonwebtoken</groupId>

         <artifactId>jjwt</artifactId>

         <version>0.6.0</version>

   </dependency>

   <!—- Other dependencies -- >

**application.yml**

server:

  port: ${PORT:8081}

eureka:

  client:

    fetchRegistry: true

    serviceUrl:

      defaultZone: [*http://localhost:8761/eureka/*](http://localhost:8761/eureka/)

zuul:

  routes:

    serviceA:

      path: /greetings-api/\*\*

      serviceId: greeting-service

    serviceB:

      path: /tasks-api/\*\*

      serviceId: task-service

**application.properties**

jwt.security.key=j3H5Ld5nYmGWyULy6xwpOgfSH++NgKXnJMq20vpfd+8=t

The JWT secret key is used during a signing of the JWT token

@SpringBootApplication

@EnableDiscoveryClient

@EnableZuulProxy

**public** **class** ApiGatewayApplication{

**public** **static** **void** main(String[] args) {

        SpringApplication.run(ApiGatewayApplication.class, args);

    }

    @Bean

    public BCryptPasswordEncoder passwordEncoder() {

        return new BCryptPasswordEncoder(); // For encrypting user password

    }

}

### ****JWT AUTHENTICATION WORKFLOW****

1. Client registers with Authentication Gateway by supplying the username & password through the POST URI **/users/signup** (which is permitted for public access without any security)

**Web security configuration**

@Configuration

@EnableWebSecurity

@EnableGlobalMethodSecurity(prePostEnabled = true)

public class WebSecurityConfig extends WebSecurityConfigurerAdapter {

    @Resource(name = "userService")

    private UserDetailsService userDetailsService;

    @Autowired

    private JwtAuthenticationEntryPoint unauthorizedHandler;

    @Autowired

    private BCryptPasswordEncoder passwordEncoder;

    @Override

    @Bean

    public AuthenticationManager authenticationManagerBean() throws Exception{

        return super.authenticationManagerBean();

    }

    @Autowired

    public void globalUserDetails(AuthenticationManagerBuilder auth) throws

             Exception {

        auth.userDetailsService(userDetailsService)

                .passwordEncoder(passwordEncoder);

    }

    @Bean

    public JwtAuthenticationFilter authenticationTokenFilterBean() throws

              Exception {

        return new JwtAuthenticationFilter();

    }

    @Override

    protected void configure(HttpSecurity http) throws Exception {

        http.cors().and().csrf().disable()

            .authorizeRequests()

            .antMatchers("/token/\*","/users/signup").permitAll()

            .anyRequest().authenticated()

            .and()

            .exceptionHandling().authenticationEntryPoint(unauthorizedHandler)

            .and()

            .sessionManagement()

            .sessionCreationPolicy(SessionCreationPolicy.STATELESS);

       http.addFilterBefore(authenticationTokenFilterBean(),

   UsernamePasswordAuthenticationFilter.class);

    }

}

**UserController**

@RestController

@RequestMapping("/users")

public class UserController {

    @Autowired

    private UserService userService;

    @PostMapping("/signup")

    public User saveUser(@RequestBody LoginUser user){

      return userService.save(user);

    }

    // Other methods

}

Here UserService is an implementation of Spring Security’s UserDetailsService & the password is encrypted using BCryptPasswordEncoder before storing it into the DB.

@Service(value = "userService")

public class UserServiceImpl implements UserDetailsService, UserService {

   @Autowired

   private UserRepository userDao;

   @Autowired

   private BCryptPasswordEncoder passwordEncoder;

   @Override

   public User save(LoginUser user) {

         User newUser = new User();

         newUser.setUsername(user.getUsername());

         newUser.setPassword(passwordEncoder.encode(user.getPassword()));

         return userDao.save(newUser);

    }

   public UserDetails loadUserByUsername(String userId) throws

               UsernameNotFoundException {

         User user = userDao.findByUsername(userId);

         if(user == null){

            throw new UsernameNotFoundException("Invalid username or password.");

         }

         return new org.springframework.security.core.userdetails.User(

            user.getUsername(), user.getPassword(), getAuthority());

         }

  // Other service methods

2.Client requests an ‘Access token’ from Authentication Gateway through the POST URI **/token/generate-token** by sending their credentials.

3.The Authentication Gateway verifies the credentials & upon successful authentication generates a JWT access token containing user details and permissions. This token is sent as a response to the client.

**AuthenticationController**

@RestController

@RequestMapping("/token")

public class AuthenticationController {

    @Autowired

    private AuthenticationManager authenticationManager;

    @Autowired

    private JwtTokenUtil jwtTokenUtil;

    @Autowired

    private UserService userService;

    @RequestMapping(value = "/generate-token", method = RequestMethod.POST)

    public ResponseEntity<?> generateToken(@RequestBody LoginUser loginUser)

              throws AuthenticationException {

        final Authentication authentication = authenticationManager.authenticate(

                new UsernamePasswordAuthenticationToken(

                        loginUser.getUsername(),

                        loginUser.getPassword()

                )

        );

        SecurityContextHolder.getContext().setAuthentication(authentication);

        final User user = userService.findOne(loginUser.getUsername());

        final String token = jwtTokenUtil.generateToken(user);

        return ResponseEntity.ok(new AuthToken(token));

    }

}

**JwtTokenUtil**

@Component

public class JwtTokenUtil implements Serializable {

    @Value("${jwt.security.key}")

    private String jwtKey;

    private String doGenerateToken(String subject) {

        Claims claims = Jwts.claims().setSubject(subject);

        return Jwts.builder()

                .setClaims(claims)

                .setIssuer("http://jwtdemo.com")

                .setIssuedAt(new Date(System.currentTimeMillis()))

                .setExpiration(new Date(System.currentTimeMillis() +

                          ACCESS\_TOKEN\_VALIDITY\_SECONDS\*1000))

                .signWith(SignatureAlgorithm.HS256, jwtKey)

                .compact();

    }

   // Other methods

}

Here client will invoke below POST request to obtain an access token having a validity of configured time (few minutes to few hours):

<http://localhost:8081/token/generate-token>

Sample Request Body:

{

"username": "admin",

    "password": "password"

}

JWT access token returned by Authentication Gateway

eyJhbGciOiJIUzI1NiJ9.eyJzdWIiOiJhZG1pbiIsInNjb3BlcyI6W3siYXV0aG9yaXR5IjoiUk9MRV9VU0VSIn0seyJhd

XRob3JpdHkiOiJST0xFX0FETUlOIn1dLCJpc3MiOiJodHRwOi8vand0ZGVtby5jb20iLCJpYXQiOjE1MTg3NjM0N

TUsImV4cCI6MTUxODc4MTQ1NX0.t8UUBrhYx6lUAunl5R-s17IxZXOZ1yYGLwV0Sdiw4QY

 4.Client then sends the Access token in an Authorization header in each REST API request to the Authentication Gateway.

e.g. To access the GET URI ‘greetings’ using below details:

URL: http://localhost:8081/greetings-api/greetings

Authorization Header: Bearer

eyJhbGciOiJIUzI1NiJ9.eyJzdWIiOiJhZG1pbiIsInNjb3BlcyI6W3siYXV0aG9yaXR5IjoiUk9MRV9VU0VSIn0seyJhd

XRob3JpdHkiOiJST0xFX0FETUlOIn1dLCJpc3MiOiJodHRwOi8vand0ZGVtby5jb20iLCJpYXQiOjE1MTg3NjM0N

TUsImV4cCI6MTUxODc4MTQ1NX0.t8UUBrhYx6lUAunl5R-s17IxZXOZ1yYGLwV0Sdiw4QY

5.Authentication Gateway retrieves the access token from Authorization header in the client request and validates the signature. If the signature is valid it routes the request to the matching endpoint (Microservice) based upon the routes which are configured in application.yml or application.properties. Microservice level authorization can also be handled through the JwtAuthenticationFilter.

e.g. All endpoints of MicroserviceA can be accessed by users having ADMIN role only

**JwtAuthenticationFilter**

@public class JwtAuthenticationFilter extends OncePerRequestFilter {

    @Autowired

    private UserDetailsService userDetailsService;

    @Autowired

    private JwtTokenUtil jwtTokenUtil;

    @Override

    protected void doFilterInternal(HttpServletRequest req, HttpServletResponse

                 res, FilterChain chain) throws IOException, ServletException {

        String header = req.getHeader(HEADER\_STRING);

        String username = null;

        String authToken = null;

        if (header != null && header.startsWith(TOKEN\_PREFIX)) {

            authToken = header.replace(TOKEN\_PREFIX,"");

            try {

                username = jwtTokenUtil.getUsernameFromToken(authToken);

            } catch (IllegalArgumentException e) {

                logger.error("An error occured during getting username from

                          token", e);

            } catch (ExpiredJwtException e) {

                logger.warn("Token is expired and not valid anymore", e);

            } catch(SignatureException e){

                logger.error("Authentication Failed. Username or Password not

                          valid.");

            }

        } else {

            logger.warn("Couldn't find bearer string, will ignore the header");

        }

        if (username != null &&

                 SecurityContextHolder.getContext().getAuthentication() == null) {

            UserDetails userDetails =

                          userDetailsService.loadUserByUsername(username);

            if (jwtTokenUtil.validateToken(authToken, userDetails)) {

                UsernamePasswordAuthenticationToken authentication = new

                     UsernamePasswordAuthenticationToken(userDetails, null, null);

                authentication.setDetails(new

                     WebAuthenticationDetailsSource().buildDetails(req));

                logger.info("Authenticated user " + username + ", setting security

                          context");

                SecurityContextHolder.getContext().setAuthentication(

                          authentication);

            }

        }

        chain.doFilter(req, res);

    }

}

6.The gateway can also send extra parameters in the request header (JWT token, other user information etc.) through custom Zuul Filters.

**PreFilter**

public class PreFilter extends ZuulFilter {

    private static Logger log = LoggerFactory.getLogger(PreFilter.class);

    @Override

    public String filterType() {

        return "pre";

    }

    @Override

    public int filterOrder() {

        return 1;

    }

    @Override

    public boolean shouldFilter() {

        return true;

    }

    @Override

    public Object run() {

        RequestContext ctx = RequestContext.getCurrentContext();

        HttpServletRequest request = ctx.getRequest();

         // Add a custom header in the request

        ctx.addZuulRequestHeader("Authorization",

                 request.getHeader("Authorization"));

        log.info(String.format("%s request to %s", request.getMethod(),

                 request.getRequestURL().toString()));

        return null;

    }

}

7.The Micro service then can optionally authorize the request & provides the response to the Authentication Gateway.

For Authorization, the Microservice would need the JWT access token to be passed to it. It can then verify the JWT token & extract the user roles from the claims & accordingly allow/deny the request for the concerned endpoint.

e.g. For authorizing only users with ADMIN role to access the REST endpoint for ‘addGreeting’ in MicroServiceA, it can be annotated as below.

    @PostMapping

    @PreAuthorize("hasRole('ROLE\_ADMIN')")

**public** String addGreeting(@RequestBody String greeting) {

         // Business logic to save the greeting typically to a DB table

**return** "Greeting successfully saved";

    }

8.The Gateway then can optionally add any other header to the response using a ‘post’ Zuul filter & send it back to the client.

### ****CONCLUSION****

JWT Authentication Gateway provides very a useful approach for securing Microservices applications with minimal impact to the Microservices code. Thus, application developers can focus on the core business logic without worrying about the security mechanism that guards the application. It can be independently scaled and deployed for performing load testing & maintaining high availability. It can also serve as a centralized entity for other cross-cutting concerns like Microservices monitoring, routing rules etc.

**Further Reading and Next Steps:**

1. Provide a mechanism of fault tolerance for Microservices using Hystrix
2. Prevent the ‘User Signup’ URL from abuse i.e. prevent attackers from misusing it or provide a limit on the number of signups per minute/hour etc.
3. Provide endpoints for ‘Password Reset’ & ‘Forgot Password’ to the client
4. JWT Refresh tokens
5. Provide API documentation for each Microservice using Swagger