Problem without exception handling

**class** TryCatchExample1 {

**public** **static** **void** main(String[] args) {

**int** data=50/0; //may throw exception

        System.out.println("rest of the code");

    }

}

## Solution by exception handling

Let's see the solution of the above problem by a java try-catch block.

### Example 2

**TryCatchExample2.java**

**class** TryCatchExample2 {

**public** **static** **void** main(String[] args) {

**try**

        {

**int** data=50/0; //may throw exception

        }

            //handling the exception

**catch**(ArithmeticException e)

        {

            System.out.println(e);

        }

        System.out.println("rest of the code");

    }

}

### Example 3

In this example, we also kept the code in a try block that will not throw an exception.

**TryCatchExample3.java**

**public** **class** TryCatchExample3 {

**public** **static** **void** main(String[] args) {

**try**

        {

**int** data=50/0; //may throw exception

                         // if exception occurs, the remaining statement will not exceute

        System.out.println("rest of the code");

        }

             // handling the exception

**catch**(ArithmeticException e)

        {

            System.out.println(e);

        }

    }

### Example 4

Here, we handle the exception using the parent class exception.

**TryCatchExample4.java**

**public** **class** TryCatchExample4 {

**public** **static** **void** main(String[] args) {

**try**

        {

**int** data=50/0; //may throw exception

        }

            // handling the exception by using Exception class

**catch**(Exception e)

        {

            System.out.println(e);

        }

        System.out.println("rest of the code");

    }

}

### Example 5

Let's see an example to print a custom message on exception.

**TryCatchExample5.java**

**public** **class** TryCatchExample5 {

**public** **static** **void** main(String[] args) {

**try**

        {

**int** data=50/0; //may throw exception

        }

             // handling the exception

**catch**(Exception e)

        {

                  // displaying the custom message

            System.out.println("Can't divided by zero");

        }

    }

}

### Example 6

Let's see an example to resolve the exception in a catch block.

**TryCatchExample6.java**

**public** **class** TryCatchExample6 {

**public** **static** **void** main(String[] args) {

**int** i=50;

**int** j=0;

**int** data;

**try**

        {

        data=i/j; //may throw exception

        }

            // handling the exception

**catch**(Exception e)

        {

             // resolving the exception in catch block

            System.out.println(i/(j+2));

        }

    }

}

### Example 7

In this example, along with try block, we also enclose exception code in a catch block.

**TryCatchExample7.java**

**public** **class** TryCatchExample7 {

**public** **static** **void** main(String[] args) {

**try**

        {

**int** data1=50/0; //may throw exception

        }

             // handling the exception

**catch**(Exception e)

        {

            // generating the exception in catch block

**int** data2=50/0; //may throw exception

        }

    System.out.println("rest of the code");

    }

}

### Example 8

In this example, we handle the generated exception (Arithmetic Exception) with a different type of exception class (ArrayIndexOutOfBoundsException).

**TryCatchExample8.java**

**public** **class** TryCatchExample8 {

**public** **static** **void** main(String[] args) {

**try**

        {

**int** data=50/0; //may throw exception

        }

            // try to handle the ArithmeticException using ArrayIndexOutOfBoundsException

**catch**(ArrayIndexOutOfBoundsException e)

        {

            System.out.println(e);

        }

        System.out.println("rest of the code");

    }

}

### Example 9

Let's see an example to handle another unchecked exception.

**TryCatchExample9.java**

**public** **class** TryCatchExample9 {

**public** **static** **void** main(String[] args) {

**try**

        {

**int** arr[]= {1,3,5,7};

        System.out.println(arr[10]); //may throw exception

        }

            // handling the array exception

**catch**(ArrayIndexOutOfBoundsException e)

        {

            System.out.println(e);

        }

        System.out.println("rest of the code");

    }

}

### Example 10

Let's see an example to handle checked exception.

**TryCatchExample10.java**

**import** java.io.FileNotFoundException;

**import** java.io.PrintWriter;

**public** **class** TryCatchExample10 {

**public** **static** **void** main(String[] args) {

        PrintWriter pw;

**try** {

            pw = **new** PrintWriter("jtp.txt"); //may throw exception

            pw.println("saved");

        }

// providing the checked exception handler

**catch** (FileNotFoundException e) {

            System.out.println(e);

        }

    System.out.println("File saved successfully");

    }

}

# Java Catch Multiple Exceptions

## Java Multi-catch block

### Example 1

Let's see a simple example of java multi-catch block.

**MultipleCatchBlock1.java**

**public** **class** MultipleCatchBlock1 {

**public** **static** **void** main(String[] args) {

**try**{

**int** a[]=**new** **int**[5];

                a[5]=30/0;

               }

**catch**(ArithmeticException e)

                  {

                   System.out.println("Arithmetic Exception occurs");

                  }

**catch**(ArrayIndexOutOfBoundsException e)

                  {

                   System.out.println("ArrayIndexOutOfBounds Exception occurs");

                  }

**catch**(Exception e)

                  {

                   System.out.println("Parent Exception occurs");

                  }

               System.out.println("rest of the code");

    }

}

### Example 2

**MultipleCatchBlock2.java**

**public** **class** MultipleCatchBlock2 {

**public** **static** **void** main(String[] args) {

**try**{

**int** a[]=**new** **int**[5];

                System.out.println(a[10]);

               }

**catch**(ArithmeticException e)

                  {

                   System.out.println("Arithmetic Exception occurs");

                  }

**catch**(ArrayIndexOutOfBoundsException e)

                  {

                   System.out.println("ArrayIndexOutOfBounds Exception occurs");

                  }

**catch**(Exception e)

                  {

                   System.out.println("Parent Exception occurs");

                  }

               System.out.println("rest of the code");

    }

}

**MultipleCatchBlock3.java**

**public** **class** MultipleCatchBlock3 {

**public** **static** **void** main(String[] args) {

**try**{

**int** a[]=**new** **int**[5];

                a[5]=30/0;

                System.out.println(a[10]);

               }

**catch**(ArithmeticException e)

                  {

                   System.out.println("Arithmetic Exception occurs");

                  }

**catch**(ArrayIndexOutOfBoundsException e)

                  {

                   System.out.println("ArrayIndexOutOfBounds Exception occurs");

                  }

**catch**(Exception e)

                  {

                   System.out.println("Parent Exception occurs");

                  }

               System.out.println("rest of the code");

    }

}

### Example 4

In this example, we generate NullPointerException, but didn't provide the corresponding exception type. In such case, the catch block containing the parent exception class **Exception** will invoked.

**MultipleCatchBlock4.java**

**public** **class** MultipleCatchBlock4 {

**public** **static** **void** main(String[] args) {

**try**{

                String s=**null**;

                System.out.println(s.length());

               }

**catch**(ArithmeticException e)

                  {

                   System.out.println("Arithmetic Exception occurs");

                  }

**catch**(ArrayIndexOutOfBoundsException e)

                  {

                   System.out.println("ArrayIndexOutOfBounds Exception occurs");

                  }

**catch**(Exception e)

                  {

                   System.out.println("Parent Exception occurs");

                  }

               System.out.println("rest of the code");

    }

}

### Example 5

Let's see an example, to handle the exception without maintaining the order of exceptions (i.e. from most specific to most general).

**MultipleCatchBlock5.java**

**class** MultipleCatchBlock5{

**public** **static** **void** main(String args[]){

**try**{

**int** a[]=**new** **int**[5];

    a[5]=30/0;

   }

**catch**(Exception e){System.out.println("common task completed");}

**catch**(ArithmeticException e){System.out.println("task1 is completed");}

**catch**(ArrayIndexOutOfBoundsException e){System.out.println("task 2 completed");}

   System.out.println("rest of the code...");

 }

}

# Java Nested try block

In Java, using a try block inside another try block is permitted. It is called as nested try block. Every statement that we enter a statement in try block, context of that exception is pushed onto the stack.

For example, the **inner try block** can be used to handle **ArrayIndexOutOfBoundsException** while the **outer try block** can handle the **ArithemeticException** (division by zero).

### Why use nested try block

Sometimes a situation may arise where a part of a block may cause one error and the entire block itself may cause another error. In such cases, exception handlers have to be nested.

### Syntax:

....

//main try block

**try**

{

    statement 1;

    statement 2;

//try catch block within another try block

**try**

    {

        statement 3;

        statement 4;

//try catch block within nested try block

**try**

        {

            statement 5;

            statement 6;

     }

**catch**(Exception e2)

        {

//exception message

        }

    }

**catch**(Exception e1)

    {

//exception message

    }

}

//catch block of parent (outer) try block

**catch**(Exception e3)

{

//exception message

}

....

## Java Nested try Example

### Example 1

Let's see an example where we place a try block within another try block for two different exceptions.

**NestedTryBlock.java**

**public** **class** NestedTryBlock{

**public** **static** **void** main(String args[]){

 //outer try block

**try**{

  //inner try block 1

**try**{

     System.out.println("going to divide by 0");

**int** b =39/0;

   }

    //catch block of inner try block 1

**catch**(ArithmeticException e)

    {

      System.out.println(e);

    }

    //inner try block 2

**try**{

**int** a[]=**new** **int**[5];

    //assigning the value out of array bounds

     a[5]=4;

     }

    //catch block of inner try block 2

**catch**(ArrayIndexOutOfBoundsException e)

    {

       System.out.println(e);

    }

    System.out.println("other statement");

  }

  //catch block of outer try block

**catch**(Exception e)

  {

    System.out.println("handled the exception (outer catch)");

  }

  System.out.println("normal flow..");

 }

}

**NestedTryBlock.java**

**public** **class** NestedTryBlock2 {

**public** **static** **void** main(String args[])

    {

        // outer (main) try block

**try** {

            //inner try block 1

**try** {

                // inner try block 2

**try** {

**int** arr[] = { 1, 2, 3, 4 };

                    //printing the array element out of its bounds

                    System.out.println(arr[10]);

                }

                // to handles ArithmeticException

**catch** (ArithmeticException e) {

                    System.out.println("Arithmetic exception");

                    System.out.println(" inner try block 2");

                }

            }

            // to handle ArithmeticException

**catch** (ArithmeticException e) {

                System.out.println("Arithmetic exception");

                System.out.println("inner try block 1");

            }

        }

        // to handle ArrayIndexOutOfBoundsException

**catch** (ArrayIndexOutOfBoundsException e4) {

            System.out.print(e4);

            System.out.println(" outer (main) try block");

        }

**catch** (Exception e5) {

            System.out.print("Exception");

            System.out.println(" handled in main try-block");

        }

    }

}

Why use Java finally block?

* finally block in Java can be used to put "**cleanup**" code such as closing a file, closing connection, etc.
* The important statements to be printed can be placed in the finally block.

Usage of Java finally

Let's see the different cases where Java finally block can be used.

### Case 1: When an exception does not occur

Let's see the below example where the Java program does not throw any exception, and the finally block is executed after the try block.

**TestFinallyBlock.java**

**class** TestFinallyBlock {

**public** **static** **void** main(String args[]){

**try**{

//below code do not throw any exception

**int** data=25/5;

   System.out.println(data);

  }

//catch won't be executed

**catch**(NullPointerException e){

System.out.println(e);

}

//executed regardless of exception occurred or not

**finally** {

System.out.println("finally block is always executed");

}

System.out.println("rest of phe code...");

  }

}

**Output:**

![Java finally block](data:image/png;base64,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)

### Case 2: When an exception occurr but not handled by the catch block

Let's see the the fillowing example. Here, the code throws an exception however the catch block cannot handle it. Despite this, the finally block is executed after the try block and then the program terminates abnormally.

**TestFinallyBlock1.java**

**public** **class** TestFinallyBlock1{

**public** **static** **void** main(String args[]){

**try** {

        System.out.println("Inside the try block");

        //below code throws divide by zero exception

**int** data=25/0;

       System.out.println(data);

      }

      //cannot handle Arithmetic type exception

      //can only accept Null Pointer type exception

**catch**(NullPointerException e){

        System.out.println(e);

      }

      //executes regardless of exception occured or not

**finally** {

        System.out.println("finally block is always executed");

      }

      System.out.println("rest of the code...");

      }

    }

**Output:**

![Java finally block](data:image/png;base64,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)

### Case 3: When an exception occurs and is handled by the catch block

**Example:**

Let's see the following example where the Java code throws an exception and the catch block handles the exception. Later the finally block is executed after the try-catch block. Further, the rest of the code is also executed normally.

**TestFinallyBlock2.java**

**public** **class** TestFinallyBlock2{

**public** **static** **void** main(String args[]){

**try** {

        System.out.println("Inside try block");

        //below code throws divide by zero exception

**int** data=25/0;

       System.out.println(data);

      }

      //handles the Arithmetic Exception / Divide by zero exception

**catch**(ArithmeticException e){

        System.out.println("Exception handled");

        System.out.println(e);

      }

      //executes regardless of exception occured or not

**finally** {

        System.out.println("finally block is always executed");

      }

      System.out.println("rest of the code...");

      }

    }

**Output:**

![Java finally block](data:image/png;base64,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)

#### Rule: For each try block there can be zero or more catch blocks, but only one finally block.

#### Note: The finally block will not be executed if the program exits (either by calling System.exit() or by causing a fatal error that causes the process to abort).

Java throw keyword

The Java throw keyword is used to throw an exception explicitly.

We specify the **exception** object which is to be thrown. The Exception has some message with it that provides the error description. These exceptions may be related to user inputs, server, etc.

he syntax of the Java throw keyword is given below.

throw Instance i.e.,

1. **throw** **new** exception\_class("error message");

Let's see the example of throw IOException.

1. **throw** **new** IOException("sorry device error");

## Java throw keyword Example

### Example 1: Throwing Unchecked Exception

In this example, we have created a method named validate() that accepts an integer as a parameter. If the age is less than 18, we are throwing the ArithmeticException otherwise print a message welcome to vote.

**TestThrow1.java**

In this example, we have created the validate method that takes integer value as a parameter. If the age is less than 18, we are throwing the ArithmeticException otherwise print a message welcome to vote.

**class** TestThrow1 {

    //function to check if person is eligible to vote or not

**public** **static** **void** validate(**int** age) {

**if**(age<18) {

            //throw Arithmetic exception if not eligible to vote

**throw** **new** ArithmeticException("Person is not eligible to vote");

        }

**else** {

            System.out.println("Person is eligible to vote!!");

        }

    }

    //main method

**public** **static** **void** main(String args[]){

        //calling the function

        validate(13);

        System.out.println("rest of the code...");

  }

}

### Example 2: Throwing Checked Exception

#### Note: Every subclass of Error and RuntimeException is an unchecked exception in Java. A checked exception is everything else under the Throwable class.

**TestThrow2.java**

**import** java.io.\*;

**public** **class** TestThrow2 {

    //function to check if person is eligible to vote or not

**public** **static** **void** method() **throws** FileNotFoundException {

        FileReader file = **new** FileReader("C:\\Users\\Anurati\\Desktop\\abc.txt");

        BufferedReader fileInput = **new** BufferedReader(file);

**throw** **new** FileNotFoundException();

    }

    //main method

**public** **static** **void** main(String args[]){

**try**

        {

            method();

        }

**catch** (FileNotFoundException e)

        {

            e.printStackTrace();

        }

        System.out.println("rest of the code...");

  }    }

### Example 3: Throwing User-defined Exception

exception is everything else under the Throwable class.

**TestThrow3.java**

// class represents user-defined exception

**class** UserDefinedException **extends** Exception

{

**public** UserDefinedException(String str)

    {

        // Calling constructor of parent Exception

**super**(str);

    }

}

// Class that uses above MyException

**public** **class** TestThrow3

{

**public** **static** **void** main(String args[])

    {

**try**

        {

            // throw an object of user defined exception

**throw** **new** UserDefinedException("This is user-defined exception");

        }

**catch** (UserDefinedException ude)

        {

            System.out.println("Caught the exception");

            // Print the message from MyException object

            System.out.println(ude.getMessage());

        }

    }

}

# Java throws keyword

The **Java throws keyword** is used to declare an exception. It gives an information to the programmer that there may occur an exception. So, it is better for the programmer to provide the exception handling code so that the normal flow of the program can be maintained.

Exception Handling is mainly used to handle the checked exceptions. If there occurs any unchecked exception such as NullPointerException, it is programmers' fault that he is not checking the code before it being used.

### Syntax of Java throws

return\_type method\_name() **throws** exception\_class\_name{

//method code

}

### Which exception should be declared?

**Ans:** Checked exception only, because:

* **unchecked exception:** under our control so we can correct our code.
* **error:** beyond our control. For example, we are unable to do anything if there occurs VirtualMachineError or StackOverflowError.

### Advantage of Java throws keyword

Now Checked Exception can be propagated (forwarded in call stack).

It provides information to the caller of the method about the exception.

## Java throws Example

Let's see the example of Java throws clause which describes that checked exceptions can be propagated by throws keyword.

**Testthrows1.java**

**import** java.io.IOException;

**class** Testthrows1{

**void** m()**throws** IOException{

**throw** **new** IOException("device error");//checked exception

  }

**void** n()**throws** IOException{

    m();

  }

**void** p(){

**try**{

    n();

   }**catch**(Exception e){System.out.println("exception handled");}

  }

**public** **static** **void** main(String args[]){

   Testthrows1 obj=**new** Testthrows1();

   obj.p();

   System.out.println("normal flow...");

  }

}

**There are two cases:**

1. **Case 1:** We have caught the exception i.e. we have handled the exception using try/catch block.
2. **Case 2:** We have declared the exception i.e. specified throws keyword with the method.

### Case 1: Handle Exception Using try-catch block

In case we handle the exception, the code will be executed fine whether exception occurs during the program or not.

**Testthrows2.java**

**import** java.io.\*;

**class** M{

**void** method()**throws** IOException{

**throw** **new** IOException("device error");

 }

}

**public** **class** Testthrows2{

**public** **static** **void** main(String args[]){

**try**{

     M m=**new** M();

     m.method();

    }**catch**(Exception e){System.out.println("exception handled");}

    System.out.println("normal flow...");

  }

}

### Case 2: Declare Exception

* In case we declare the exception, if exception does not occur, the code will be executed fine.
* In case we declare the exception and the exception occurs, it will be thrown at runtime because **throws** does not handle the exception.

Let's see examples for both the scenario.

**A) If exception does not occur**

**Testthrows3.java**

**import** java.io.\*;

**class** M{

**void** method()**throws** IOException{

  System.out.println("device operation performed");

 }

}

**class** Testthrows3{

**public** **static** **void** main(String args[])**throws** IOException{//declare exception

     M m=**new** M();

     m.method();

    System.out.println("normal flow...");

  }

}

**B) If exception occurs**

**Testthrows4.java**

**import** java.io.\*;

**class** M{

**void** method()**throws** IOException{

**throw** **new** IOException("device error");

 }

}

**class** Testthrows4{

**public** **static** **void** main(String args[])**throws** IOException{//declare exception

     M m=**new** M();

     m.method();

    System.out.println("normal flow...");

  }

}