**UNIT-V: Java Collections Framework**

* Collections overview
* collection classes: ArrayList, LinkedList, HashSet, LinkedHashSet, TreeSet,HashMap.
* Accessing a Collection: Iterator and for-each.

**Collections in Java**

The Collection in Java is a framework that provides an architecture to store and manipulate the group of objects.

Java Collections can achieve all the operations that you perform on a data such as searching, sorting, insertion, manipulation, and deletion.

Java Collection means a single unit of objects. Java Collection framework provides many interfaces (Set, List, Queue, Deque) and classes (ArrayList, Vector, LinkedList, PriorityQueue, HashSet, LinkedHashSet, TreeSet).

**What is a framework in Java**

* It provides readymade architecture.
* It represents a set of classes and interfaces.

**What is Collection framework**

The Collection framework represents a unified architecture for storing and manipulating a group of objects. It has:

* Interfaces and its implementations, i.e., classes
* Algorithm

**Hierarchy of Collection Framework**

The java.util package contains all the classes and interfaces for the Collection framework.
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**Methods of Collection interface**

There are many methods declared in the Collection interface. They are as follows:

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1 | public boolean add(E e) | It is used to insert an element in this collection. |
| 2 | Public boolean addAll(Collection<? extends E> c) | It is used to insert the specified collection elements in the invoking collection. |
| 3 | public boolean remove(Object element) | It is used to delete an element from the collection. |
| 4 | public boolean removeAll(Collection<?> c) | It is used to delete all the elements of the specified collection from the invoking collection. |
| 7 | public int size() | It returns the total number of elements in the collection. |
| 8 | public void clear() | It removes the total number of elements from the collection. |
| 9 | public boolean contains(Object element) | It is used to search an element. |
| 10 | public boolean containsAll(Collection<?> c) | It is used to search the specified collection in the collection. |
| 11 | public Iterator iterator() | It returns an iterator. |
| 12 | public Object[] toArray() | It converts collection into array. |
| 14 | public boolean isEmpty() | It checks if collection is empty. |
| 18 | public boolean equals(Object element) | It matches two collections. |
| 19 | public int hashCode() | It returns the hash code number of the collection. |

**Iterator interface**

|  |
| --- |
| Iterator interface provides the facility of iterating the elements in a forward direction only. |

**Methods of Iterator interface**

There are only three methods in the Iterator interface. They are:

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1 | public boolean hasNext() | It returns true if the iterator has more elements otherwise it returns false. |
| 2 | public Object next() | It returns the element and moves the cursor pointer to the next element. |
| 3 | public void remove() | It removes the last elements returned by the iterator. It is less used. |

**Iterable Interface**

The Iterable interface is the root interface for all the collection classes. The Collection interface extends the Iterable interface and therefore all the subclasses of Collection interface also implement the Iterable interface.

It contains only one abstract method. i.e.,

1. Iterator<T> iterator()

It returns the iterator over the elements of type T.

**Collection Interface**

The Collection interface is the interface which is implemented by all the classes in the collection framework. It declares the methods that every collection will have. In other words, we can say that the Collection interface builds the foundation on which the collection framework depends.

Some of the methods of Collection interface are Boolean add ( Object obj), Boolean addAll ( Collection c), void clear(), etc. which are implemented by all the subclasses of Collection interface.

**List Interface**

List interface is the child interface of Collection interface. It inhibits a list type data structure in which we can store the ordered collection of objects. It can have duplicate values.

List interface is implemented by the classes ArrayList, LinkedList, Vector, and Stack.

To instantiate the List interface, we must use :

1. List <data-type> list1= **new** ArrayList();
2. List <data-type> list2 = **new** LinkedList();
3. List <data-type> list3 = **new** Vector();
4. List <data-type> list4 = **new** Stack();

There are various methods in List interface that can be used to insert, delete, and access the elements from the list.

**ArrayList**

Java ArrayList class uses a dynamic array for storing the elements. It is like an array, but there is no size limit. We can add or remove elements anytime. So, it is much more flexible than the traditional array. It is found in the java.util package. It is like the Vector in C++.

The ArrayList in Java can have the duplicate elements also. It implements the List interface so we can use all the methods of the List interface here. The ArrayList maintains the insertion order internally.It inherits the AbstractList class and implements List interface.

* Java ArrayList class can contain duplicate elements.
* Java ArrayList class maintains insertion order.
* Java ArrayList class is non [synchronized](https://www.javatpoint.com/synchronization-in-java).
* Java ArrayList allows random access because the array works on an index basis.
* In ArrayList, manipulation is a little bit slower than the LinkedList in Java because a lot of shifting needs to occur if any element is removed from the array list.
* We can not create an array list of the primitive types, such as int, float, char, etc. It is required to use the required wrapper class in such cases. For example:

1. ArrayList<**int**> al = ArrayList<**int**>(); // does not work
2. ArrayList<Integer> al = **new** ArrayList<Integer>(); // works fine

* Java ArrayList gets initialized by the size. The size is dynamic in the array list, which varies according to the elements getting added or removed from the list.

Hierarchy of ArrayList class

As shown in the above diagram, the Java ArrayList class extends AbstractList class which implements the List interface. The List interface extends the [Collection](https://www.javatpoint.com/collections-in-java) and Iterable interfaces in hierarchical order.

ArrayList class declaration

Let's see the declaration for java.util.ArrayList class.

1. **public** **class** ArrayList<E> **extends** AbstractList<E> **implements** List<E>, RandomAccess, Cloneable, Serializable

Constructors of ArrayList

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| ArrayList() | It is used to build an empty array list. |
| ArrayList(Collection<? extends E> c) | It is used to build an array list that is initialized with the elements of the collection c. |
| ArrayList(int capacity) | It is used to build an array list that has the specified initial capacity. |

Methods of ArrayList

|  |  |
| --- | --- |
| **Method** | **Description** |
| void [add](https://www.javatpoint.com/java-arraylist-add-method)(int index, E element) | It is used to insert the specified element at the specified position in a list. |
| boolean [add](https://www.javatpoint.com/java-arraylist-add-method)(E e) | It is used to append the specified element at the end of a list. |
| boolean [addAll](https://www.javatpoint.com/java-arraylist-addall-method)(Collection<? extends E> c) | It is used to append all of the elements in the specified collection to the end of this list, in the order that they are returned by the specified collection's iterator. |
| boolean [addAll](https://www.javatpoint.com/java-arraylist-addall-method)(int index, Collection<? extends E> c) | It is used to append all the elements in the specified collection, starting at the specified position of the list. |
| void [clear](https://www.javatpoint.com/java-arraylist-clear-method)() | It is used to remove all of the elements from this list. |
| E get(int index) | It is used to fetch the element from the particular position of the list. |
| boolean isEmpty() | It returns true if the list is empty, otherwise false. |
| int lastIndexOf(Object o) | It is used to return the index in this list of the last occurrence of the specified element, or -1 if the list does not contain this element. |
| Object[] toArray() | It is used to return an array containing all of the elements in this list in the correct order. |
| <T> T[] toArray(T[] a) | It is used to return an array containing all of the elements in this list in the correct order. |
| Object clone() | It is used to return a shallow copy of an ArrayList. |
| boolean contains(Object o) | It returns true if the list contains the specified element. |
| int indexOf(Object o) | It is used to return the index in this list of the first occurrence of the specified element, or -1 if the List does not contain this element. |
| E remove(int index) | It is used to remove the element present at the specified position in the list. |
| boolean [remove](https://www.javatpoint.com/java-arraylist-remove-method)(Object o) | It is used to remove the first occurrence of the specified element. |
| boolean [removeAll](https://www.javatpoint.com/java-arraylist-removeall-method)(Collection<?> c) | It is used to remove all the elements from the list. |
| boolean removeIf(Predicate<? super E> filter) | It is used to remove all the elements from the list that satisfies the given predicate. |
| protected void [removeRange](https://www.javatpoint.com/java-arraylist-removerange-method)(int fromIndex, int toIndex) | It is used to remove all the elements lies within the given range. |
| void replaceAll(UnaryOperator<E> operator) | It is used to replace all the elements from the list with the specified element. |
| E set(int index, E element) | It is used to replace the specified element in the list, present at the specified position. |
| void sort(Comparator<? super E> c) | It is used to sort the elements of the list on the basis of the specified comparator. |
| List<E> subList(int fromIndex, int toIndex) | It is used to fetch all the elements that lies within the given range. |
| int size() | It is used to return the number of elements present in the list. |

Java ArrayList Example

**import** java.util.\*;

**class** ArrayListExample1{

**public** **static** **void** main(String args[]){

  ArrayList<String> list=**new** ArrayList<String>();//Creating arraylist

      list.add("Mango");//Adding object in arraylist

      list.add("Apple");

      list.add("Banana");

      list.add("Grapes");

      //Printing the arraylist object

      System.out.println(list);

 }

}

**Iterating ArrayList using Iterator**

**import** java.util.\*;

**class** ArrayListExample2{

**public** **static** **void** main(String args[]){

  ArrayList<String> list=**new** ArrayList<String>();//Creating arraylist

  list.add("Mango");//Adding object in arraylist

  list.add("Apple");

  list.add("Banana");

  list.add("Grapes");

  //Traversing list through Iterator

  Iterator itr=list.iterator();//getting the Iterator

**while**(itr.hasNext()){//check if iterator has the elements

   System.out.println(itr.next());//printing the element and move to next

  }

 }

}

**Iterating ArrayList using For-each loop**

**import** java.util.\*;

**public** **class** ArrayListExample3{

**public** **static** **void** main(String args[]){

  ArrayList<String> list=**new** ArrayList<String>();//Creating arraylist

  list.add("Mango");//Adding object in arraylist

  list.add("Apple");

  list.add("Banana");

  list.add("Grapes");

  //Traversing list through for-each loop

**for**(String fruit:list)

    System.out.println(fruit);

 }

}

**Get and Set ArrayList**

The *get() method* returns the element at the specified index, whereas the *set() method* changes the element.

**import** java.util.\*;

**class** ArrayListExample4{

**public** **static** **void** main(String args[]){

  ArrayList<String> al=**new** ArrayList<String>();

  al.add("Mango");

  al.add("Apple");

  al.add("Banana");

  al.add("Grapes");

  //accessing the element

  System.out.println("Returning element: "+al.get(1));//it will return the 2nd element, because index starts from 0

  //changing the element

  al.set(1,"Dates");

  //Traversing list

**for**(String fruit:al)

    System.out.println(fruit);

 }

}

How to Sort ArrayList

The *java.util* package provides a utility class **Collections**, which has the static method sort(). Using the **Collections.sort()** method, we can easily sort the ArrayList.

**import** java.util.\*;

**class** SortArrayList{

**public** **static** **void** main(String args[]){

  //Creating a list of fruits

  List<String> list1=**new** ArrayList<String>();

  list1.add("Mango");

  list1.add("Apple");

  list1.add("Banana");

  list1.add("Grapes");

  //Sorting the list

  Collections.sort(list1);

   //Traversing list through the for-each loop

**for**(String fruit:list1)

    System.out.println(fruit);

 System.out.println("Sorting numbers...");

  //Creating a list of numbers

  List<Integer> list2=**new** ArrayList<Integer>();

  list2.add(21);

  list2.add(11);

  list2.add(51);

  list2.add(1);

  //Sorting the list

  Collections.sort(list2);

   //Traversing list through the for-each loop

**for**(Integer number:list2)

    System.out.println(number);

 }

}

**User-defined class objects in Java ArrayList**

**class** Student{

**int** rollno;

  String name;

**int** age;

  Student(**int** rollno,String name,**int** age){

**this**.rollno=rollno;

**this**.name=name;

**this**.age=age;

  }

}

**import** java.util.\*;

**class** ArrayList5{

**public** **static** **void** main(String args[]){

  //Creating user-defined class objects

  Student s1=**new** Student(101,"Sonoo",23);

  Student s2=**new** Student(102,"Ravi",21);

  Student s2=**new** Student(103,"Hanumat",25);

  //creating arraylist

  ArrayList<Student> al=**new** ArrayList<Student>();

  al.add(s1);//adding Student class object

  al.add(s2);

  al.add(s3);

  //Getting Iterator

  Iterator itr=al.iterator();

  //traversing elements of ArrayList object

**while**(itr.hasNext()){

    Student st=(Student)itr.next();

    System.out.println(st.rollno+" "+st.name+" "+st.age);

  }

 }

}

**LinkedList**

Java LinkedList class uses a doubly linked list to store the elements. It provides a linked-list data structure. It inherits the AbstractList

* Java LinkedList class can contain duplicate elements.
* Java LinkedList class maintains insertion order.
* Java LinkedList class is non synchronized.
* In Java LinkedList class, manipulation is fast because no shifting needs to occur.
* Java LinkedList class can be used as a list, stack or queue.

Hierarchy of LinkedList class

As shown in the above diagram, Java LinkedList class extends AbstractSequentialList class and implements List and Deque interfaces.

Doubly Linked List

In the case of a doubly linked list, we can add or remove elements from both sides.

![java LinkedList class using doubly linked list](data:image/png;base64,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)

LinkedList class declaration

**public** **class** LinkedList<E> **extends** AbstractSequentialList<E> **implements** List<E>, Deque<E>, Cloneable, Serializable

Constructors of Java LinkedList

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| LinkedList() | It is used to construct an empty list. |
| LinkedList(Collection<? extends E> c) | It is used to construct a list containing the elements of the specified collection, in the order, they are returned by the collection's iterator. |

Methods of Java LinkedList

|  |  |
| --- | --- |
| **Method** | **Description** |
| boolean add(E e) | It is used to append the specified element to the end of a list. |
| void add(int index, E element) | It is used to insert the specified element at the specified position index in a list. |
| boolean addAll(Collection<? extends E> c) | It is used to append all of the elements in the specified collection to the end of this list, in the order that they are returned by the specified collection's iterator. |
| boolean addAll(Collection<? extends E> c) | It is used to append all of the elements in the specified collection to the end of this list, in the order that they are returned by the specified collection's iterator. |
| boolean addAll(int index, Collection<? extends E> c) | It is used to append all the elements in the specified collection, starting at the specified position of the list. |
| void addFirst(E e) | It is used to insert the given element at the beginning of a list. |
| void addLast(E e) | It is used to append the given element to the end of a list. |
| void clear() | It is used to remove all the elements from a list. |
| Object clone() | It is used to return a shallow copy of an ArrayList. |
| boolean contains(Object o) | It is used to return true if a list contains a specified element. |
| Iterator<E> descendingIterator() | It is used to return an iterator over the elements in a deque in reverse sequential order. |
| E element() | It is used to retrieve the first element of a list. |
| E get(int index) | It is used to return the element at the specified position in a list. |
| E getFirst() | It is used to return the first element in a list. |
| E getLast() | It is used to return the last element in a list. |
| int indexOf(Object o) | It is used to return the index in a list of the first occurrence of the specified element, or -1 if the list does not contain any element. |
| int lastIndexOf(Object o) | It is used to return the index in a list of the last occurrence of the specified element, or -1 if the list does not contain any element. |
| ListIterator<E> listIterator(int index) | It is used to return a list-iterator of the elements in proper sequence, starting at the specified position in the list. |
| boolean offer(E e) | It adds the specified element as the last element of a list. |
| boolean offerFirst(E e) | It inserts the specified element at the front of a list. |
| boolean offerLast(E e) | It inserts the specified element at the end of a list. |
| E peek() | It retrieves the first element of a list |
| E peekFirst() | It retrieves the first element of a list or returns null if a list is empty. |
| E peekLast() | It retrieves the last element of a list or returns null if a list is empty. |
| E poll() | It retrieves and removes the first element of a list. |
| E pollFirst() | It retrieves and removes the first element of a list, or returns null if a list is empty. |
| E pollLast() | It retrieves and removes the last element of a list, or returns null if a list is empty. |
| E pop() | It pops an element from the stack represented by a list. |
| void push(E e) | It pushes an element onto the stack represented by a list. |
| E remove() | It is used to retrieve and removes the first element of a list. |
| E remove(int index) | It is used to remove the element at the specified position in a list. |
| boolean remove(Object o) | It is used to remove the first occurrence of the specified element in a list. |
| E removeFirst() | It removes and returns the first element from a list. |
| boolean removeFirstOccurrence(Object o) | It is used to remove the first occurrence of the specified element in a list (when traversing the list from head to tail). |
| E removeLast() | It removes and returns the last element from a list. |
| boolean removeLastOccurrence(Object o) | It removes the last occurrence of the specified element in a list (when traversing the list from head to tail). |
| E set(int index, E element) | It replaces the element at the specified position in a list with the specified element. |
| Object[] toArray() | It is used to return an array containing all the elements in a list in proper sequence (from first to the last element). |
| <T> T[] toArray(T[] a) | It returns an array containing all the elements in the proper sequence (from first to the last element); the runtime type of the returned array is that of the specified array. |
| int size() | It is used to return the number of elements in a list. |

Java LinkedList Example

**import** java.util.\*;

**class** LinkedList1{

**public** **static** **void** main(String args[]){

  LinkedList<String> al=**new** LinkedList<String>();

  al.add("Ravi");

  al.add("Vijay");

  al.add("Ravi");

  al.add("Ajay");

  Iterator<String> itr=al.iterator();

**while**(itr.hasNext()){

   System.out.println(itr.next());

  }

 }

}

Java LinkedList example to add elements

Here, we see different ways to add elements.

**import** java.util.\*;

**class** LinkedList2{

**public** **static** **void** main(String args[]){

 LinkedList<String> ll=**new** LinkedList<String>();

           System.out.println("Initial list of elements: "+ll);

           ll.add("Ravi");

           ll.add("Vijay");

           ll.add("Ajay");

           System.out.println("After invoking add(E e) method: "+ll);

           //Adding an element at the specific position

           ll.add(1, "Gaurav");

           System.out.println("After invoking add(int index, E element) method: "+ll);

           LinkedList<String> ll2=**new** LinkedList<String>();

           ll2.add("Sonoo");

           ll2.add("Hanumat");

           //Adding second list elements to the first list

           ll.addAll(ll2);

           System.out.println("After invoking addAll(Collection<? extends E> c) method: "+ll);

           LinkedList<String> ll3=**new** LinkedList<String>();

           ll3.add("John");

           ll3.add("Rahul");

           //Adding second list elements to the first list at specific position

           ll.addAll(1, ll3);

           System.out.println("After invoking addAll(int index, Collection<? extends E> c) method: "+ll);

           //Adding an element at the first position

           ll.addFirst("Lokesh");

           System.out.println("After invoking addFirst(E e) method: "+ll);

           //Adding an element at the last position

           ll.addLast("Harsh");

           System.out.println("After invoking addLast(E e) method: "+ll);

 }

}

Java LinkedList example to remove elements

**import** java.util.\*;

**class** LinkedList3 {

**public** **static** **void** main(String [] args)

        {

           LinkedList<String> ll=**new** LinkedList<String>();

           ll.add("Ravi");

           ll.add("Vijay");

           ll.add("Ajay");

           ll.add("Anuj");

           ll.add("Gaurav");

           ll.add("Harsh");

           ll.add("Virat");

           ll.add("Gaurav");

           ll.add("Harsh");

           ll.add("Amit");

           System.out.println("Initial list of elements: "+ll);

         //Removing specific element from arraylist

              ll.remove("Vijay");

              System.out.println("After invoking remove(object) method: "+ll);

         //Removing element on the basis of specific position

              ll.remove(0);

              System.out.println("After invoking remove(index) method: "+ll);

              LinkedList<String> ll2=**new** LinkedList<String>();

              ll2.add("Ravi");

              ll2.add("Hanumat");

         // Adding new elements to arraylist

              ll.addAll(ll2);

              System.out.println("Updated list : "+ll);

         //Removing all the new elements from arraylist

              ll.removeAll(ll2);

              System.out.println("After invoking removeAll() method: "+ll);

         //Removing first element from the list

              ll.removeFirst();

              System.out.println("After invoking removeFirst() method: "+ll);

          //Removing first element from the list

              ll.removeLast();

              System.out.println("After invoking removeLast() method: "+ll);

          //Removing first occurrence of element from the list

              ll.removeFirstOccurrence("Gaurav");

              System.out.println("After invoking removeFirstOccurrence() method: "+ll);

          //Removing last occurrence of element from the list

              ll.removeLastOccurrence("Harsh");

              System.out.println("After invoking removeLastOccurrence() method: "+ll);

              //Removing all the elements available in the list

              ll.clear();

              System.out.println("After invoking clear() method: "+ll);

       }

    }

Java LinkedList Example to reverse a list of elements

**import** java.util.\*;

**class** LinkedList4{

**public** **static** **void** main(String args[]){

  LinkedList<String> ll=**new** LinkedList<String>();

           ll.add("Ravi");

           ll.add("Vijay");

           ll.add("Ajay");

           //Traversing the list of elements in reverse order

           Iterator i=ll.descendingIterator();

**while**(i.hasNext())

           {

               System.out.println(i.next());

           }

 }

}

**Java LinkedList Example: Book**

**import** java.util.\*;

**class** Book {

**int** id;

String name,author,publisher;

**int** quantity;

**public** Book(**int** id, String name, String author, String publisher, **int** quantity) {

**this**.id = id;

**this**.name = name;

**this**.author = author;

**this**.publisher = publisher;

**this**.quantity = quantity;

}

}

**class** LinkedListExample {

**public** **static** **void** main(String[] args) {

    //Creating list of Books

    List<Book> list=**new** LinkedList<Book>();

    //Creating Books

    Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);

    Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);

    Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);

    //Adding Books to list

    list.add(b1);

    list.add(b2);

    list.add(b3);

    //Traversing list

**for**(Book b:list){

    System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);

    }

}

}

**HashSet**

Java HashSet class is used to create a collection that uses a hash table for storage. It inherits the AbstractSet class and implements Set interface.

* HashSet stores the elements by using a mechanism called **hashing.**
* HashSet contains unique elements only.
* HashSet allows null value.
* HashSet class is non synchronized.
* HashSet doesn't maintain the insertion order. Here, elements are inserted on the basis of their hashcode.
* HashSet is the best approach for search operations.
* The initial default capacity of HashSet is 16, and the load factor is 0.75.

Difference between List and Set

A list can contain duplicate elements whereas Set contains unique elements only.

Hierarchy of HashSet class

The HashSet class extends AbstractSet class which implements Set interface. The Set interface inherits Collection and Iterable interfaces in hierarchical order.

**HashSet class declaration**

**public** **class** HashSet<E> **extends** AbstractSet<E> **implements** Set<E>, Cloneable, Serializable

Constructors of Java HashSet class

|  |  |  |
| --- | --- | --- |
| **SN** | **Constructor** | **Description** |
| 1) | HashSet() | It is used to construct a default HashSet. |
| 2) | HashSet(int capacity) | It is used to initialize the capacity of the hash set to the given integer value capacity. The capacity grows automatically as elements are added to the HashSet. |
| 3) | HashSet(int capacity, float loadFactor) | It is used to initialize the capacity of the hash set to the given integer value capacity and the specified load factor. |
| 4) | HashSet(Collection<? extends E> c) | It is used to initialize the hash set by using the elements of the collection c. |

**Methods of Java HashSet class**

|  |  |  |  |
| --- | --- | --- | --- |
| **SN** | **Modifier & Type** | **Method** | **Description** |
| 1) | boolean | [add(E e)](https://www.javatpoint.com/java-hashset-add-method) | It is used to add the specified element to this set if it is not already present. |
| 2) | void | [clear()](https://www.javatpoint.com/java-hashset-clear-method) | It is used to remove all of the elements from the set. |
| 3) | object | [clone()](https://www.javatpoint.com/java-hashset-clone-method) | It is used to return a shallow copy of this HashSet instance: the elements themselves are not cloned. |
| 4) | boolean | [contains(Object o)](https://www.javatpoint.com/java-hashset-contains-method) | It is used to return true if this set contains the specified element. |
| 5) | boolean | [isEmpty()](https://www.javatpoint.com/java-hashset-isempty-method) | It is used to return true if this set contains no elements. |
| 6) | Iterator<E> | [iterator()](https://www.javatpoint.com/java-hashset-iterator-method) | It is used to return an iterator over the elements in this set. |
| 7) | boolean | [remove(Object o)](https://www.javatpoint.com/java-hashset-remove-method) | It is used to remove the specified element from this set if it is present. |
| 8) | int | [size()](https://www.javatpoint.com/java-hashset-size-method) | It is used to return the number of elements in the set. |

**Java HashSet Example**

Let's see a simple example of HashSet. Notice, the elements iterate in an unordered collection.

**import** java.util.\*;

**class** HashSet1{

**public** **static** **void** main(String args[]){

  //Creating HashSet and adding elements

    HashSet<String> set=**new** HashSet();

           set.add("One");

           set.add("Two");

           set.add("Three");

           set.add("Four");

           set.add("Five");

           Iterator<String> i=set.iterator();

**while**(i.hasNext())

           {

           System.out.println(i.next());

           }

 }

}

**Java HashSet example ignoring duplicate elements**

In this example, we see that HashSet doesn't allow duplicate elements.

**import** java.util.\*;

**class** HashSet2{

**public** **static** **void** main(String args[]){

  //Creating HashSet and adding elements

  HashSet<String> set=**new** HashSet<String>();

  set.add("Ravi");

  set.add("Vijay");

  set.add("Ravi");

  set.add("Ajay");

  //Traversing elements

  Iterator<String> itr=set.iterator();

**while**(itr.hasNext()){

   System.out.println(itr.next());

  }

 }

}

**Java HashSet example to remove elements**

Here, we see different ways to remove an element.

**import** java.util.\*;

**class** HashSet3{

**public** **static** **void** main(String args[]){

  HashSet<String> set=**new** HashSet<String>();

           set.add("Ravi");

           set.add("Vijay");

           set.add("Arun");

           set.add("Sumit");

           System.out.println("An initial list of elements: "+set);

           //Removing specific element from HashSet

           set.remove("Ravi");

           System.out.println("After invoking remove(object) method: "+set);

           HashSet<String> set1=**new** HashSet<String>();

           set1.add("Ajay");

           set1.add("Gaurav");

           set.addAll(set1);

           System.out.println("Updated List: "+set);

           //Removing all the new elements from HashSet

           set.removeAll(set1);

           System.out.println("After invoking removeAll() method: "+set);

           //Removing elements on the basis of specified condition

           set.removeIf(str->str.contains("Vijay"));

           System.out.println("After invoking removeIf() method: "+set);

           //Removing all the elements available in the set

           set.clear();

           System.out.println("After invoking clear() method: "+set);

 }

}

**Java HashSet from another Collection**

**import** java.util.\*;

**class** HashSet4{

**public** **static** **void** main(String args[]){

   ArrayList<String> list=**new** ArrayList<String>();

           list.add("Ravi");

           list.add("Vijay");

           list.add("Ajay");

           HashSet<String> set=**new** HashSet(list);

           set.add("Gaurav");

           Iterator<String> i=set.iterator();

**while**(i.hasNext())

           {

           System.out.println(i.next());

           }

 }

}

**Java HashSet Example: Book**

Let's see a HashSet example where we are adding books to set and printing all the books.

**import** java.util.\*;

**class** Book {

**int** id;

String name,author,publisher;

**int** quantity;

**public** Book(**int** id, String name, String author, String publisher, **int** quantity) {

**this**.id = id;

**this**.name = name;

**this**.author = author;

**this**.publisher = publisher;

**this**.quantity = quantity;

}

}

**class** HashSetExample {

**public** **static** **void** main(String[] args) {

    HashSet<Book> set=**new** HashSet<Book>();

    //Creating Books

    Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);

    Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);

    Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);

    //Adding Books to HashSet

    set.add(b1);

    set.add(b2);

    set.add(b3);

    //Traversing HashSet

**for**(Book b:set){

    System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);

    }

}

}

**LinkedHashSet**

Java LinkedHashSet class is a Hashtable and Linked list implementation of the Set interface. It inherits the HashSet class and implements the Set interface.

* Java LinkedHashSet class contains unique elements only like HashSet.
* Java LinkedHashSet class provides all optional set operations and permits null elements.
* Java LinkedHashSet class is non-synchronized.
* Java LinkedHashSet class maintains insertion order.

Hierarchy of LinkedHashSet class

The LinkedHashSet class extends the HashSet class, which implements the Set interface. The Set interface inherits Collection and Iterable interfaces in hierarchical order.

LinkedHashSet Class Declaration

**public** **class** LinkedHashSet<E> **extends** HashSet<E> **implements** Set<E>, Cloneable, Serializable

Constructors of Java LinkedHashSet Class

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| HashSet() | It is used to construct a default HashSet. |
| HashSet(Collection c) | It is used to initialize the hash set by using the elements of the collection c. |
| LinkedHashSet(int capacity) | It is used to initialize the capacity of the linked hash set to the given integer value capacity. |
| LinkedHashSet(int capacity, float fillRatio) | It is used to initialize both the capacity and the fill ratio (also called load capacity) of the hash set from its argument. |

Java LinkedHashSet Example

**import** java.util.\*;

**class** LinkedHashSet1{

**public** **static** **void** main(String args[]){

 //Creating HashSet and adding elements

        LinkedHashSet<String> set=**new** LinkedHashSet();

               set.add("One");

               set.add("Two");

               set.add("Three");

               set.add("Four");

               set.add("Five");

               Iterator<String> i=set.iterator();

**while**(i.hasNext())

               {

               System.out.println(i.next());

               }

 }

}

Java LinkedHashSet example ignoring duplicate Elements

**import** java.util.\*;

**class** LinkedHashSet2{

**public** **static** **void** main(String args[]){

  LinkedHashSet<String> al=**new** LinkedHashSet<String>();

  al.add("Ravi");

  al.add("Vijay");

  al.add("Ravi");

  al.add("Ajay");

  Iterator<String> itr=al.iterator();

**while**(itr.hasNext()){

   System.out.println(itr.next());

  }

 }

}

Remove Elements Using LinkeHashSet Class

**import** java.util.\*;

**public** **class** LinkedHashSet3

{

**public** **static** **void** main(String argvs[])

{

LinkedHashSet<String> lhs = **new** LinkedHashSet<String>();

lhs.add("Java");

lhs.add("T");

lhs.add("Point");

lhs.add("Good");

lhs.add("Website");

System.out.println("The hash set is: " + lhs);

System.out.println(lhs.remove("Good"));

System.out.println("After removing the element, the hash set is: " + lhs);

System.out.println(lhs.remove("For"));

}

}

Java LinkedHashSet Example: Book

**import** java.util.\*;

**class** Book {

**int** id;

String name,author,publisher;

**int** quantity;

**public** Book(**int** id, String name, String author, String publisher, **int** quantity) {

**this**.id = id;

**this**.name = name;

**this**.author = author;

**this**.publisher = publisher;

**this**.quantity = quantity;

}

}

**class** LinkedHashSetExample {

**public** **static** **void** main(String[] args) {

    LinkedHashSet<Book> hs=**new** LinkedHashSet<Book>();

    //Creating Books

    Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);

    Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);

    Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);

    //Adding Books to hash table

    hs.add(b1);

    hs.add(b2);

    hs.add(b3);

    //Traversing hash table

**for**(Book b:hs){

    System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);

    }

}

}

**TreeSet**

Java TreeSet class implements the Set interface that uses a tree for storage. It inherits AbstractSet class and implements the NavigableSet interface. The objects of the TreeSet class are stored in ascending order.

* Java TreeSet class contains unique elements only like HashSet.
* Java TreeSet class access and retrieval times are quite fast.
* Java TreeSet class doesn't allow null elements.
* Java TreeSet class is non-synchronized.
* Java TreeSet class maintains ascending order.
* The TreeSet can only allow those generic types that are comparable. For example The Comparable interface is being implemented by the StringBuffer class.

Hierarchy of TreeSet class

As shown in the above diagram, the Java TreeSet class implements the NavigableSet interface. The NavigableSet interface extends SortedSet, Set, Collection and Iterable interfaces in hierarchical order.

TreeSet Class Declaration

**public** **class** TreeSet<E> **extends** AbstractSet<E> **implements** NavigableSet<E>, Cloneable, Serializable

Constructors of Java TreeSet Class

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| TreeSet() | It is used to construct an empty tree set that will be sorted in ascending order according to the natural order of the tree set. |
| TreeSet(Collection<? extends E> c) | It is used to build a new tree set that contains the elements of the collection c. |
| TreeSet(Comparator<? super E> comparator) | It is used to construct an empty tree set that will be sorted according to given comparator. |
| TreeSet(SortedSet<E> s) | It is used to build a TreeSet that contains the elements of the given SortedSet. |

Methods of Java TreeSet Class

|  |  |
| --- | --- |
| **Method** | **Description** |
| boolean add(E e) | It is used to add the specified element to this set if it is not already present. |
| boolean addAll(Collection<? extends E> c) | It is used to add all of the elements in the specified collection to this set. |
| E ceiling(E e) | It returns the equal or closest greatest element of the specified element from the set, or null there is no such element. |
| Comparator<? super E> comparator() | It returns a comparator that arranges elements in order. |
| Iterator descendingIterator() | It is used to iterate the elements in descending order. |
| NavigableSet descendingSet() | It returns the elements in reverse order. |
| E floor(E e) | It returns the equal or closest least element of the specified element from the set, or null there is no such element. |
| SortedSet headSet(E toElement) | It returns the group of elements that are less than the specified element. |
| NavigableSet headSet(E toElement, boolean inclusive) | It returns the group of elements that are less than or equal to(if, inclusive is true) the specified element. |
| E higher(E e) | It returns the closest greatest element of the specified element from the set, or null there is no such element. |
| Iterator iterator() | It is used to iterate the elements in ascending order. |
| E lower(E e) | It returns the closest least element of the specified element from the set, or null there is no such element. |
| E pollFirst() | It is used to retrieve and remove the lowest(first) element. |
| E pollLast() | It is used to retrieve and remove the highest(last) element. |
| SortedSet subSet(E fromElement, E toElement)) | It returns a set of elements that lie between the given range which includes fromElement and excludes toElement. |
| SortedSet tailSet(E fromElement) | It returns a set of elements that are greater than or equal to the specified element. |
| boolean contains(Object o) | It returns true if this set contains the specified element. |
| boolean isEmpty() | It returns true if this set contains no elements. |
| boolean remove(Object o) | It is used to remove the specified element from this set if it is present. |
| void clear() | It is used to remove all of the elements from this set. |
| Object clone() | It returns a shallow copy of this TreeSet instance. |
| E first() | It returns the first (lowest) element currently in this sorted set. |
| E last() | It returns the last (highest) element currently in this sorted set. |
| int size() | It returns the number of elements in this set. |

**Java TreeSet Examples**

**import** java.util.\*;

**class** TreeSet1{

**public** **static** **void** main(String args[]){

  //Creating and adding elements

  TreeSet<String> al=**new** TreeSet<String>();

  al.add("Ravi");

  al.add("Vijay");

  al.add("Ravi");

  al.add("Ajay");

  //Traversing elements

  Iterator<String> itr=al.iterator();

**while**(itr.hasNext()){

   System.out.println(itr.next());

  }

 }

}

Java TreeSet Example 2:

**import** java.util.\*;

**class** TreeSet2{

**public** **static** **void** main(String args[]){

 TreeSet<String> set=**new** TreeSet<String>();

         set.add("Ravi");

         set.add("Vijay");

         set.add("Ajay");

         System.out.println("Traversing element through Iterator in descending order");

         Iterator i=set.descendingIterator();

**while**(i.hasNext())

         {

             System.out.println(i.next());

         }

 }

}

Java TreeSet Example 3:

**import** java.util.\*;

**class** TreeSet3{

**public** **static** **void** main(String args[]){

 TreeSet<Integer> set=**new** TreeSet<Integer>();

         set.add(24);

         set.add(66);

         set.add(12);

         set.add(15);

         System.out.println("Lowest Value: "+set.pollFirst());

         System.out.println("Highest Value: "+set.pollLast());

 }

}

Java TreeSet Example 4:

**import** java.util.\*;

**class** TreeSet4{

**public** **static** **void** main(String args[]){

  TreeSet<String> set=**new** TreeSet<String>();

         set.add("A");

         set.add("B");

         set.add("C");

         set.add("D");

         set.add("E");

         System.out.println("Initial Set: "+set);

         System.out.println("Reverse Set: "+set.descendingSet());

         System.out.println("Head Set: "+set.headSet("C", **true**));

         System.out.println("SubSet: "+set.subSet("A", **false**, "E", **true**));

         System.out.println("TailSet: "+set.tailSet("C", **false**));

 }

}

Java TreeSet Example 5:

**import** java.util.\*;

**class** TreeSet5{

**public** **static** **void** main(String args[]){

  TreeSet<String> set=**new** TreeSet<String>();

         set.add("A");

         set.add("B");

         set.add("C");

         set.add("D");

         set.add("E");

         System.out.println("Intial Set: "+set);

         System.out.println("Head Set: "+set.headSet("C"));

         System.out.println("SubSet: "+set.subSet("A", "E"));

         System.out.println("TailSet: "+set.tailSet("C"));

 }

}

Java TreeSet Example: Book

**import** java.util.\*;

**class** Book **implements** Comparable<Book>{

**int** id;

String name,author,publisher;

**int** quantity;

**public** Book(**int** id, String name, String author, String publisher, **int** quantity) {

**this**.id = id;

**this**.name = name;

**this**.author = author;

**this**.publisher = publisher;

**this**.quantity = quantity;

}

// implementing the abstract method

**public** **int** compareTo(Book b) {

**if**(id>b.id){

**return** 1;

    }**else** **if**(id<b.id){

**return** -1;

    }**else**{

**return** 0;

    }

}

}

**public** **class** TreeSetExample {

**public** **static** **void** main(String[] args) {

    Set<Book> set=**new** TreeSet<Book>();

    //Creating Books

    Book b1=**new** Book(121,"Let us C","Yashwant Kanetkar","BPB",8);

    Book b2=**new** Book(233,"Operating System","Galvin","Wiley",6);

    Book b3=**new** Book(101,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);

    //Adding Books to TreeSet

    set.add(b1);

    set.add(b2);

    set.add(b3);

    //Traversing TreeSet

**for**(Book b:set){

    System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);

    }

}

}

ClassCast Exception in TreeSet

If we add an object of the class that is not implementing the Comparable interface, the ClassCast Exception is raised. Observe the following program.

// important import statement

**import** java.util.\*;

**class** Employee

{

**int** empId;

String name;

// getting the name of the employee

String getName()

{

**return** **this**.name;

}

// setting the name of the employee

**void** setName(String name)

{

**this**.name = name;

}

// setting the employee id

// of the employee

**void** setId(**int** a)

{

**this**.empId = a;

}

// retrieving the employee id of

// the employee

**int** getId()

{

**return** **this**.empId;

}

}

**public** **class** ClassCastExceptionTreeSet

{

// main method

**public** **static** **void** main(String[] argvs)

{

// creating objects of the class Employee

Employee obj1 = **new** Employee();

Employee obj2 = **new** Employee();

TreeSet<Employee> ts =  **new** TreeSet<Employee>();

// adding the employee objects to

// the TreeSet class

ts.add(obj1);

ts.add(obj2);

System.out.println("The program has been executed successfully.");

}

}

When we compile the above program, we get the ClassCastException. **Explanation:** In the above program, it is required to implement a Comparable interface. It is because the TreeSet maintains the sorting order, and for doing the sorting the comparison of different objects that are being inserted in the TreeSet is must, which is accomplished by implementing the Comparable interface.

**HashMap**

Java HashMap class implements the Map interface which allows us to store key and value pair, where keys should be unique. If you try to insert the duplicate key, it will replace the element of the corresponding key. It is easy to perform operations using the key index like updation, deletion, etc. HashMap class is found in the java.util package.

* Java HashMap contains values based on the key.
* Java HashMap contains only unique keys.
* Java HashMap may have one null key and multiple null values.
* Java HashMap is non synchronized.
* Java HashMap maintains no order.
* The initial default capacity of Java HashMap class is 16 with a load factor of 0.75.

**Hierarchy of HashMap class**

HashMap class extends AbstractMap class and implements Map interface.

**HashMap class declaration**

**public** **class** HashMap<K,V> **extends** AbstractMap<K,V> **implements** Map<K,V>, Cloneable, Serializable

**HashMap class Parameters**

* **K**: It is the type of keys maintained by this map.
* **V**: It is the type of mapped values.

**Constructors of Java HashMap class**

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| HashMap() | It is used to construct a default HashMap. |
| HashMap(Map<? extends K,? extends V> m) | It is used to initialize the hash map by using the elements of the given Map object m. |
| HashMap(int capacity) | It is used to initializes the capacity of the hash map to the given integer value, capacity. |
| HashMap(int capacity, float loadFactor) | It is used to initialize both the capacity and load factor of the hash map by using its arguments. |

**Methods of Java HashMap class**

|  |  |
| --- | --- |
| **Method** | **Description** |
| void clear() | It is used to remove all of the mappings from this map. |
| boolean isEmpty() | It is used to return true if this map contains no key-value mappings. |
| Object clone() | It is used to return a shallow copy of this HashMap instance: the keys and values themselves are not cloned. |
| Set entrySet() | It is used to return a collection view of the mappings contained in this map. |
| Set keySet() | It is used to return a set view of the keys contained in this map. |
| V put(Object key, Object value) | It is used to insert an entry in the map. |
| void putAll(Map map) | It is used to insert the specified map in the map. |
| V putIfAbsent(K key, V value) | It inserts the specified value with the specified key in the map only if it is not already specified. |
| V remove(Object key) | It is used to delete an entry for the specified key. |
| boolean remove(Object key, Object value) | It removes the specified values with the associated specified keys from the map. |
| boolean containsValue(Object value) | This method returns true if some value equal to the value exists within the map, else return false. |
| boolean containsKey(Object key) | This method returns true if some key equal to the key exists within the map, else return false. |
| boolean equals(Object o) | It is used to compare the specified Object with the Map. |
| V get(Object key) | This method returns the object that contains the value associated with the key. |
| boolean isEmpty() | This method returns true if the map is empty; returns false if it contains at least one key. |
| V merge(K key, V value, BiFunction<? super V,? super V,? extends V> remappingFunction) | If the specified key is not already associated with a value or is associated with null, associates it with the given non-null value. |
| V replace(K key, V value) | It replaces the specified value for a specified key. |
| boolean replace(K key, V oldValue, V newValue) | It replaces the old value with the new value for a specified key. |
| void replaceAll(BiFunction<? super K,? super V,? extends V> function) | It replaces each entry's value with the result of invoking the given function on that entry until all entries have been processed or the function throws an exception. |
| Collection<V> values() | It returns a collection view of the values contained in the map. |
| int size() | This method returns the number of entries in the map. |

**Java HashMap Example**

**import** java.util.\*;

**public** **class** HashMapExample1{

**public** **static** **void** main(String args[]){

   HashMap<Integer,String> map=**new** HashMap<Integer,String>();//Creating HashMap

   map.put(1,"Mango");  //Put elements in Map

   map.put(2,"Apple");

   map.put(3,"Banana");

   map.put(4,"Grapes");

   System.out.println("Iterating Hashmap...");

**for**(Map.Entry m : map.entrySet()){

    System.out.println(m.getKey()+" "+m.getValue());

   }

}

}

To get the key and value elements, we should call the getKey() and getValue() methods. The Map.Entry interface contains the *getKey()* and *getValue()* methods. But, we should call the entrySet() method of Map interface to get the instance of Map.Entry.

**No Duplicate Key on HashMap**

You cannot store duplicate keys in HashMap. However, if you try to store duplicate key with another value, it will replace the value.

**import** java.util.\*;

**public** **class** HashMapExample2{

**public** **static** **void** main(String args[]){

   HashMap<Integer,String> map=**new** HashMap<Integer,String>();//Creating HashMap

   map.put(1,"Mango");  //Put elements in Map

   map.put(2,"Apple");

   map.put(3,"Banana");

   map.put(1,"Grapes"); //trying duplicate key

   System.out.println("Iterating Hashmap...");

**for**(Map.Entry m : map.entrySet()){

    System.out.println(m.getKey()+" "+m.getValue());

   }

}

}

**Java HashMap example to add() elements**

**import** java.util.\*;

**class** HashMap1{

**public** **static** **void** main(String args[]){

   HashMap<Integer,String> hm=**new** HashMap<Integer,String>();

    System.out.println("Initial list of elements: "+hm);

      hm.put(100,"Amit");

      hm.put(101,"Vijay");

      hm.put(102,"Rahul");

      System.out.println("After invoking put() method ");

**for**(Map.Entry m:hm.entrySet()){

       System.out.println(m.getKey()+" "+m.getValue());

      }

      hm.putIfAbsent(103, "Gaurav");

      System.out.println("After invoking putIfAbsent() method ");

**for**(Map.Entry m:hm.entrySet()){

           System.out.println(m.getKey()+" "+m.getValue());

          }

      HashMap<Integer,String> map=**new** HashMap<Integer,String>();

      map.put(104,"Ravi");

      map.putAll(hm);

      System.out.println("After invoking putAll() method ");

**for**(Map.Entry m:map.entrySet()){

           System.out.println(m.getKey()+" "+m.getValue());

          }

 }

}

**Java HashMap example to remove() elements**

**import** java.util.\*;

**public** **class** HashMap2 {

**public** **static** **void** main(String args[]) {

    HashMap<Integer,String> map=**new** HashMap<Integer,String>();

      map.put(100,"Amit");

      map.put(101,"Vijay");

      map.put(102,"Rahul");

      map.put(103, "Gaurav");

    System.out.println("Initial list of elements: "+map);

    //key-based removal

    map.remove(100);

    System.out.println("Updated list of elements: "+map);

    //value-based removal

    map.remove(101);

    System.out.println("Updated list of elements: "+map);

    //key-value pair based removal

    map.remove(102, "Rahul");

    System.out.println("Updated list of elements: "+map);

   }

}

**Java HashMap example to replace() elements**

**import** java.util.\*;

**class** HashMap3{

**public** **static** **void** main(String args[]){

   HashMap<Integer,String> hm=**new** HashMap<Integer,String>();

      hm.put(100,"Amit");

      hm.put(101,"Vijay");

      hm.put(102,"Rahul");

      System.out.println("Initial list of elements:");

**for**(Map.Entry m:hm.entrySet())

     {

        System.out.println(m.getKey()+" "+m.getValue());

     }

     System.out.println("Updated list of elements:");

     hm.replace(102, "Gaurav");

**for**(Map.Entry m:hm.entrySet())

     {

        System.out.println(m.getKey()+" "+m.getValue());

     }

     System.out.println("Updated list of elements:");

     hm.replace(101, "Vijay", "Ravi");

**for**(Map.Entry m:hm.entrySet())

     {

        System.out.println(m.getKey()+" "+m.getValue());

     }

     System.out.println("Updated list of elements:");

     hm.replaceAll((k,v) -> "Ajay");

**for**(Map.Entry m:hm.entrySet())

     {

        System.out.println(m.getKey()+" "+m.getValue());

     }

 }

}

**Difference between HashSet and HashMap**

HashSet contains only values whereas HashMap contains an entry(key and value).

**Java HashMap Example: Book**

**import** java.util.\*;

**class** Book {

**int** id;

String name,author,publisher;

**int** quantity;

**public** Book(**int** id, String name, String author, String publisher, **int** quantity) {

**this**.id = id;

**this**.name = name;

**this**.author = author;

**this**.publisher = publisher;

**this**.quantity = quantity;

}

}

**class** MapExample {

**public** **static** **void** main(String[] args) {

    //Creating map of Books

    Map<Integer,Book> map=**new** HashMap<Integer,Book>();

    //Creating Books

    Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);

    Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);

    Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);

    //Adding Books to map

    map.put(1,b1);

    map.put(2,b2);

    map.put(3,b3);

    //Traversing map

**for**(Map.Entry<Integer, Book> entry:map.entrySet()){

**int** key=entry.getKey();

        Book b=entry.getValue();

        System.out.println(key+" Details:");

        System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);

    }

}

}