**UNIT-II**

* Classes and objects
* Class declaration
* Creating objects
* Methods
* Constructors and Constructor Overloading
* Importance of Static Keyword and Examples
* this Keyword
* Arrays
* Command Line Arguments
* Nested Classes
* Garbage Collector

**Classes and objects:**

An entity that has state and behavior is known as an object e.g., chair, bike, marker, pen, table, car, etc. It can be physical or logical (tangible and intangible). The example of an intangible object is the banking system.

An object has three characteristics:

* **State:** represents the data (value) of an object.
* **Behavior:** represents the behavior (functionality) of an object such as deposit, withdraw, etc.
* **Identity:** An object identity is typically implemented via a unique ID. The value of the ID is not visible to the external user. However, it is used internally by the JVM to identify each object uniquely.

An object is an instance of a class. A class is a template or blueprint from which objects are created. So, an object is the instance(result) of a class.

Object Definitions:

* An object is a real-world entity.
* An object is a runtime entity.
* The object is an entity which has state and behavior.
* The object is an instance of a class.

A **class** is a group of objects which have common properties. It is a template or blueprint from which objects are created. It is a logical entity. It can't be physical.

A **class** in Java can contain:

* Fields
* Methods
* Constructors
* Blocks
* Nested class and interface

**Class declaration:**

Syntax to declare a class:

class <class\_name>

{

field;

method;

}

**Instance variable in Java**

A variable which is created inside the class but outside the method is known as an instance variable. Instance variable doesn't get memory at compile time. It gets memory at runtime when an object or instance is created. That is why it is known as an instance variable.

**Method in Java**

In Java, a method is like a function which is used to expose the behavior of an object.

**Advantage of Method**

* Code Reusability
* Code Optimization

**new keyword in Java**

The new keyword is used to allocate memory at runtime. All objects get memory in Heap memory

**Object and Class Example: main within the class**

In this example, we have created a Student class which has two data members id and name. We are creating the object of the Student class by new keyword and printing the object's value.

Here, we are creating a main() method inside the class.

1. **class** Student
2. {
3. **int** id;
4. String name;
5. **public** **static** **void** main(String args[])
6. {
7. Student s1=**new** Student();
8. System.out.println(s1.id);
9. System.out.println(s1.name);
10. }
11. }

**Object and Class Example: main outside the class**

In real time development, we create classes and use it from another class. It is a better approach than previous one. Let's see a simple example, where we are having main() method in another class.

We can have multiple classes in different Java files or single Java file. If you define multiple classes in a single Java source file, it is a good idea to save the file name with the class name which has main() method.

1. **class** Student
2. {
3. **int** id;
4. String name;
5. }
6. **class** TestStudent1
7. {
8. **public** **static** **void** main(String args[])
9. {
10. Student s1=**new** Student();
11. System.out.println(s1.id);
12. System.out.println(s1.name);
13. }
14. }

## 3 Ways to initialize object

There are 3 ways to initialize object in Java.

1. By reference variable
2. By method
3. By constructor

## 1) Object and Class Example: Initialization through reference

Initializing an object means storing data into the object. Let's see a simple example where we are going to initialize the object through a reference variable.

1. **class** Student
2. {
3. **int** id;
4. String name;
5. }
6. **class** TestStudent2
7. {
8. **public** **static** **void** main(String args[])
9. {
10. Student s1=**new** Student();
11. s1.id=101;
12. s1.name="abc";
13. System.out.println(s1.id+" "+s1.name);
14. }
15. }

We can also create multiple objects and store information in it through reference variable.

1. class Student
2. {
3. int id;
4. String name;
5. }
6. class TestStudent3
7. {
8. public static void main(String args[])
9. {
10. //Creating objects
11. Student s1=new Student();
12. Student s2=new Student();
13. //Initializing objects
14. s1.id=101;
15. s1.name="abc";
16. s2.id=102;
17. s2.name="xyz";
18. //Printing data
19. System.out.println(s1.id+" "+s1.name);
20. System.out.println(s2.id+" "+s2.name);
21. }
22. }

### 2) Object and Class Example: Initialization through method

In this example, we are creating the two objects of Student class and initializing the value to these objects by invoking the insertRecord method. Here, we are displaying the state (data) of the objects by invoking the displayInformation() method.

1. class Student
2. {
3. int rollno;
4. String name;
5. void insertRecord(int r, String n)
6. {
7. rollno=r;
8. name=n;
9. }
10. void displayInformation()
11. {
12. System.out.println(rollno+" "+name);
13. }
14. }
15. class TestStudent4
16. {
17. public static void main(String args[])
18. {
19. Student s1=new Student();
20. Student s2=new Student();
21. s1.insertRecord(111,"Karan");
22. s2.insertRecord(222,"Aryan");
23. s1.displayInformation();
24. s2.displayInformation();
25. }
26. }
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As you can see in the above figure, object gets the memory in heap memory area. The reference variable refers to the object allocated in the heap memory area. Here, s1 and s2 both are reference variables that refer to the objects allocated in memory.

**Constructors:**In [Java](https://www.javatpoint.com/java-tutorial), a constructor is a block of codes similar to the method. It is called when an instance of the [class](https://www.javatpoint.com/object-and-class-in-java) is created. At the time of calling constructor, memory for the object is allocated in the memory.

* It is a special type of method which is used to initialize the object.
* Every time an object is created using the new() keyword, at least one constructor is called.
* It calls a default constructor if there is no constructor available in the class. In such case, Java compiler provides a default constructor by default.

**Rules for creating Java constructor**

There are two rules defined for the constructor.

* Constructor name must be the same as its class name
* A Constructor must have no explicit return type
* A Java constructor cannot be abstract, static, final, and synchronized

**Types of Java constructors**

There are two types of constructors in Java:

1. Default constructor (no-arg constructor)
2. Parameterized constructor

**Java Default Constructor**

A constructor is called "Default Constructor" when it doesn't have any parameter.

### Syntax of default constructor:

<class\_name>(){}

**Example of default constructor**

|  |
| --- |
| In this example, we are creating the no-arg constructor in the Bike class. It will be invoked at the time of object creation. |

1. //Java Program to create and call a default constructor
2. **class** Bike1{
3. //creating a default constructor
4. Bike1(){System.out.println("Bike is created");}
5. //main method
6. **public** **static** **void** main(String args[]){
7. //calling a default constructor
8. Bike1 b=**new** Bike1();
9. }
10. }

#### Rule: If there is no constructor in a class, compiler automatically creates a default constructor.
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### Purpose of a default constructor

The default constructor is used to provide the default values to the object like 0, null, etc., depending on the type.

### Example of default constructor that displays the default values

1. **class** Student3
2. {
3. **int** id;
4. String name;
5. **void** display()
6. {
7. System.out.println(id+" "+name);
8. }
9. **public** **static** **void** main(String args[])
10. {
11. Student3 s1=**new** Student3();
12. Student3 s2=**new** Student3();
13. s1.display();
14. s2.display();
15. }
16. }

Output:

0 null

0 null

**Explanation:**In the above class,you are not creating any constructor so compiler provides you a default constructor. Here 0 and null values are provided by default constructor.

### Java Parameterized Constructor

A constructor which has a specific number of parameters is called a parameterized constructor. The parameterized constructor is used to provide different values to distinct objects. However, you can provide the same values also.

### Example of parameterized constructor

In this example, we have created the constructor of Student class that have two parameters. We can have any number of parameters in the constructor.

1. //Java Program to demonstrate the use of the parameterized constructor.
2. **class** Student4{
3. **int** id;
4. String name;
5. //creating a parameterized constructor
6. Student4(**int** i,String n){
7. id = i;
8. name = n;
9. }
10. //method to display the values
11. **void** display(){System.out.println(id+" "+name);}
13. **public** **static** **void** main(String args[]){
14. //creating objects and passing values
15. Student4 s1 = **new** Student4(111,"Karan");
16. Student4 s2 = **new** Student4(222,"Aryan");
17. //calling method to display the values of object
18. s1.display();
19. s2.display();
20. }
21. }

Output:

111 Karan

222 Aryan

### Constructor Overloading in Java

In Java, a constructor is just like a method but without return type. It can also be overloaded like Java methods.

Constructor [overloading in Java](https://www.javatpoint.com/method-overloading-in-java) is a technique of having more than one constructor with different parameter lists. They are arranged in a way that each constructor performs a different task. They are differentiated by the compiler by the number of parameters in the list and their types.

### Example of Constructor Overloading

1. //Java program to overload constructors
2. **class** Student5{
3. **int** id;
4. String name;
5. **int** age;
6. //creating two arg constructor
7. Student5(**int** i,String n){
8. id = i;
9. name = n;
10. }
11. //creating three arg constructor
12. Student5(**int** i,String n,**int** a){
13. id = i;
14. name = n;
15. age=a;
16. }
17. **void** display(){System.out.println(id+" "+name+" "+age);}
19. **public** **static** **void** main(String args[]){
20. Student5 s1 = **new** Student5(111,"Karan");
21. Student5 s2 = **new** Student5(222,"Aryan",25);
22. s1.display();
23. s2.display();
24. }
25. }

Output:

111 Karan 0

222 Aryan 25

## Difference between constructor and method in Java

There are many differences between constructors and methods. They are given below.

|  |  |
| --- | --- |
| **Java Constructor** | **Java Method** |
| A constructor is used to initialize the state of an object. | A method is used to expose the behavior of an object. |
| A constructor must not have a return type. | A method must have a return type. |
| The constructor is invoked implicitly. | The method is invoked explicitly. |
| The Java compiler provides a default constructor if you don't have any constructor in a class. | The method is not provided by the compiler in any case. |
| The constructor name must be same as the class name. | The method name may or may not be same as the class name. |

## Java Copy Constructor

There is no copy constructor in Java. However, we can copy the values from one object to another like copy constructor in C++.

There are many ways to copy the values of one object into another in Java. They are:

* By constructor
* By assigning the values of one object into another
* By clone() method of Object class

In this example, we are going to copy the values of one object into another using Java constructor.

1. //Java program to initialize the values from one object to another object.
2. **class** Student6{
3. **int** id;
4. String name;
5. //constructor to initialize integer and string
6. Student6(**int** i,String n){
7. id = i;
8. name = n;
9. }
10. //constructor to initialize another object
11. Student6(Student6 s){
12. id = s.id;
13. name =s.name;
14. }
15. **void** display(){System.out.println(id+" "+name);}
17. **public** **static** **void** main(String args[]){
18. Student6 s1 = **new** Student6(111,"Karan");
19. Student6 s2 = **new** Student6(s1);
20. s1.display();
21. s2.display();
22. }
23. }

**Importance of Static Keyword and Examples**

The **static keyword** in [Java](https://www.javatpoint.com/java-tutorial) is used for memory management mainly. We can apply static keyword with [variables](https://www.javatpoint.com/java-variables), methods, blocks and [nested classes](https://www.javatpoint.com/java-inner-class). The static keyword belongs to the class than an instance of the class.

The static can be:

1. Variable (also known as a class variable)
2. Method (also known as a class method)
3. Block
4. Nested class

## 1) Java static variable

If you declare any variable as static, it is known as a static variable.

* The static variable can be used to refer to the common property of all objects (which is not unique for each object), for example, the company name of employees, college name of students, etc.
* The static variable gets memory only once in the class area at the time of class loading.

### Advantages of static variable

It makes your program **memory efficient** (i.e., it saves memory).

#### Understanding the problem without static variable

1. **class** Student{
2. **int** rollno;
3. String name;
4. String college="ITS";
5. }

Suppose there are 500 students in my college, now all instance data members will get memory each time when the object is created. All students have its unique rollno and name, so instance data member is good in such case. Here, "college" refers to the common property of all [objects](https://www.javatpoint.com/object-and-class-in-java). If we make it static, this field will get the memory only once.

#### Java static property is shared to all objects.

### Example of static variable

1. //Java Program to demonstrate the use of static variable
2. **class** Student{
3. **int** rollno;//instance variable
4. String name;
5. **static** String college ="ITS";//static variable
6. //constructor
7. Student(**int** r, String n){
8. rollno = r;
9. name = n;
10. }
11. //method to display the values
12. **void** display (){System.out.println(rollno+" "+name+" "+college);}
13. }
14. //Test class to show the values of objects
15. **public** **class** TestStaticVariable1{
16. **public** **static** **void** main(String args[]){
17. Student s1 = **new** Student(111,"Karan");
18. Student s2 = **new** Student(222,"Aryan");
19. //we can change the college of all objects by the single line of code
20. //Student.college="BBDIT";
21. s1.display();
22. s2.display();
23. }
24. }

Output:

111 Karan ITS

222 Aryan ITS

![Static Variable](data:image/jpeg;base64,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)

### Program of the counter without static variable

In this example, we have created an instance variable named count which is incremented in the constructor. Since instance variable gets the memory at the time of object creation, each object will have the copy of the instance variable. If it is incremented, it won't reflect other objects. So each object will have the value 1 in the count variable.

1. //Java Program to demonstrate the use of an instance variable
2. //which get memory each time when we create an object of the class.
3. **class** Counter{
4. **int** count=0;//will get memory each time when the instance is created
6. Counter(){
7. count++;//incrementing value
8. System.out.println(count);
9. }
11. **public** **static** **void** main(String args[]){
12. //Creating objects
13. Counter c1=**new** Counter();
14. Counter c2=**new** Counter();
15. Counter c3=**new** Counter();
16. }
17. }

Output:

1

1

1

### Program of counter by static variable

As we have mentioned above, static variable will get the memory only once, if any object changes the value of the static variable, it will retain its value.

1. //Java Program to illustrate the use of static variable which
2. //is shared with all objects.
3. **class** Counter2{
4. **static** **int** count=0;//will get memory only once and retain its value
6. Counter2(){
7. count++;//incrementing the value of static variable
8. System.out.println(count);
9. }
11. **public** **static** **void** main(String args[]){
12. //creating objects
13. Counter2 c1=**new** Counter2();
14. Counter2 c2=**new** Counter2();
15. Counter2 c3=**new** Counter2();
16. }
17. }

Output:

1

2

3

## 2) Java static method

If you apply static keyword with any method, it is known as static method.

* A static method belongs to the class rather than the object of a class.
* A static method can be invoked without the need for creating an instance of a class.
* A static method can access static data member and can change the value of it.

### Example of static method

1. //Java Program to demonstrate the use of a static method.
2. **class** Student{
3. **int** rollno;
4. String name;
5. **static** String college = "ITS";
6. //static method to change the value of static variable
7. **static** **void** change(){
8. college = "BBDIT";
9. }
10. //constructor to initialize the variable
11. Student(**int** r, String n){
12. rollno = r;
13. name = n;
14. }
15. //method to display values
16. **void** display(){System.out.println(rollno+" "+name+" "+college);}
17. }
18. //Test class to create and display the values of object
19. **public** **class** TestStaticMethod{
20. **public** **static** **void** main(String args[]){
21. Student.change();//calling change method
22. //creating objects
23. Student s1 = **new** Student(111,"Karan");
24. Student s2 = **new** Student(222,"Aryan");
25. Student s3 = **new** Student(333,"Sonoo");
26. //calling display method
27. s1.display();
28. s2.display();
29. s3.display();
30. }
31. }

Output:111 Karan BBDIT

222 Aryan BBDIT

333 Sonoo BBDIT

# this keyword in Java

There can be a lot of usage of **Java this keyword**. In Java, this is a **reference variable** that refers to the current object.

![java this keyword](data:image/jpeg;base64,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)

## Usage of Java this keyword

Here is given the 6 usage of java this keyword.

1. this can be used to refer current class instance variable.
2. this can be used to invoke current class method (implicitly)
3. this() can be used to invoke current class constructor.
4. this can be passed as an argument in the method call.
5. this can be passed as argument in the constructor call.
6. this can be used to return the current class instance from the method.

**1) this: to refer current class instance variable**

The this keyword can be used to refer current class instance variable. If there is ambiguity between the instance variables and parameters, this keyword resolves the problem of ambiguity.

#### Understanding the problem without this keyword

Let's understand the problem if we don't use this keyword by the example given below:

1. **class** Student{
2. **int** rollno;
3. String name;
4. **float** fee;
5. Student(**int** rollno,String name,**float** fee){
6. rollno=rollno;
7. name=name;
8. fee=fee;
9. }
10. **void** display(){System.out.println(rollno+" "+name+" "+fee);}
11. }
12. **class** TestThis1{
13. **public** **static** **void** main(String args[]){
14. Student s1=**new** Student(111,"ankit",5000f);
15. Student s2=**new** Student(112,"sumit",6000f);
16. s1.display();
17. s2.display();
18. }}

**Output:**

0 null 0.0

0 null 0.0

In the above example, parameters (formal arguments) and instance variables are same. So, we are using this keyword to distinguish local variable and instance variable.

#### Solution of the above problem by this keyword

1. **class** Student{
2. **int** rollno;
3. String name;
4. **float** fee;
5. Student(**int** rollno,String name,**float** fee){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. **this**.fee=fee;
9. }
10. **void** display(){System.out.println(rollno+" "+name+" "+fee);}
11. }
13. **class** TestThis2{
14. **public** **static** **void** main(String args[]){
15. Student s1=**new** Student(111,"ankit",5000f);
16. Student s2=**new** Student(112,"sumit",6000f);
17. s1.display();
18. s2.display();
19. }}

**Output:**

111 ankit 5000.0

112 sumit 6000.0

If local variables(formal arguments) and instance variables are different, there is no need to use this keyword like in the following program:

#### Program where this keyword is not required

1. **class** Student{
2. **int** rollno;
3. String name;
4. **float** fee;
5. Student(**int** r,String n,**float** f){
6. rollno=r;
7. name=n;
8. fee=f;
9. }
10. **void** display(){System.out.println(rollno+" "+name+" "+fee);}
11. }
13. **class** TestThis3{
14. **public** **static** **void** main(String args[]){
15. Student s1=**new** Student(111,"ankit",5000f);
16. Student s2=**new** Student(112,"sumit",6000f);
17. s1.display();
18. s2.display();
19. }}

**Output:**

111 ankit 5000.0

112 sumit 6000.0

### 2) this: to invoke current class method

You may invoke the method of the current class by using the this keyword. If you don't use the this keyword, compiler automatically adds this keyword while invoking the method. Let's see the example
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1. **class** A{
2. **void** m(){System.out.println("hello m");}
3. **void** n(){
4. System.out.println("hello n");
5. //m();//same as this.m()
6. **this**.m();
7. }
8. }
9. **class** TestThis4{
10. **public** **static** **void** main(String args[]){
11. A a=**new** A();
12. a.n();
13. }}

hello n

hello m

**3) this() : to invoke current class constructor**

The this() constructor call can be used to invoke the current class constructor. It is used to reuse the constructor. In other words, it is used for constructor chaining.

**Calling default constructor from parameterized constructor:**

1. **class** A{
2. A(){System.out.println("hello a");}
3. A(**int** x){
4. **this**();
5. System.out.println(x);
6. }
7. }
8. **class** TestThis5{
9. **public** **static** **void** main(String args[]){
10. A a=**new** A(10);
11. }}

**Output:**

hello a

10

**Calling parameterized constructor from default constructor:**

1. **class** A{
2. A(){
3. **this**(5);
4. System.out.println("hello a");
5. }
6. A(**int** x){
7. System.out.println(x);
8. }
9. }
10. **class** TestThis6{
11. **public** **static** **void** main(String args[]){
12. A a=**new** A();
13. }}

Output:

5

hello a

### Real usage of this() constructor call

The this() constructor call should be used to reuse the constructor from the constructor. It maintains the chain between the constructors i.e. it is used for constructor chaining. Let's see the example given below that displays the actual use of this keyword.

1. **class** Student{
2. **int** rollno;
3. String name,course;
4. **float** fee;
5. Student(**int** rollno,String name,String course){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. **this**.course=course;
9. }
10. Student(**int** rollno,String name,String course,**float** fee){
11. **this**(rollno,name,course);//reusing constructor
12. **this**.fee=fee;
13. }
14. **void** display(){System.out.println(rollno+" "+name+" "+course+" "+fee);}
15. }
16. **class** TestThis7{
17. **public** **static** **void** main(String args[]){
18. Student s1=**new** Student(111,"ankit","java");
19. Student s2=**new** Student(112,"sumit","java",6000f);
20. s1.display();
21. s2.display();
22. }}

**Output:**

111 ankit java 0.0

112 sumit java 6000.0

### 4) this: to pass as an argument in the method

The this keyword can also be passed as an argument in the method. It is mainly used in the event handling. Let's see the example:

1. **class** S2{
2. **void** m(S2 obj){
3. System.out.println("method is invoked");
4. }
5. **void** p(){
6. m(**this**);
7. }
8. **public** **static** **void** main(String args[]){
9. S2 s1 = **new** S2();
10. s1.p();
11. }
12. }

**Output:**

method is invoked

### 5) this: to pass as argument in the constructor call

We can pass the this keyword in the constructor also. It is useful if we have to use one object in multiple classes. Let's see the example:

1. **class** B{
2. A4 obj;
3. B(A4 obj){
4. **this**.obj=obj;
5. }
6. **void** display(){
7. System.out.println(obj.data);//using data member of A4 class
8. }
9. }
11. **class** A4{
12. **int** data=10;
13. A4(){
14. B b=**new** B(**this**);
15. b.display();
16. }
17. **public** **static** **void** main(String args[]){
18. A4 a=**new** A4();
19. }
20. }

**Output:10**

### 6) this keyword can be used to return current class instance

We can return this keyword as an statement from the method. In such case, return type of the method must be the class type (non-primitive). Let's see the example:

### Syntax of this that can be returned as a statement

1. return\_type method\_name(){
2. **return** **this**;
3. }

### Example of this keyword that you return as a statement from the method

1. **class** A{
2. A getA(){
3. **return** **this**;
4. }
5. **void** msg(){System.out.println("Hello java");}
6. }
7. **class** Test1{
8. **public** **static** **void** main(String args[]){
9. **new** A().getA().msg();
10. }
11. }

**Output:** Hello java

**Arrays**

Normally, an array is a collection of similar type of elements which has contiguous memory location.

**Java array** is an object which contains elements of a similar data type. Additionally, The elements of an array are stored in a contiguous memory location. It is a data structure where we store similar elements. We can store only a fixed set of elements in a Java array.

Array in Java is index-based, the first element of the array is stored at the 0th index, 2nd element is stored on 1st index and so on.

Unlike C/C++, we can get the length of the array using the length member. In C/C++, we need to use the sizeof operator.

### Types of Array in java

There are two types of array.

* Single Dimensional Array
* Multidimensional Array

## Single Dimensional Array in Java

**Syntax to Declare an Array in Java**

1. dataType[] arr; (or)
2. dataType []arr; (or)
3. dataType arr[];

Example of Java Array

Let's see the simple example of java array, where we are going to declare, instantiate, initialize and traverse an array.

1. //Java Program to illustrate how to declare, instantiate, initialize
2. //and traverse the Java array.
3. **class** Testarray{
4. **public** **static** **void** main(String args[]){
5. **int** a[]=**new** **int**[5];//declaration and instantiation
6. a[0]=10;//initialization
7. a[1]=20;
8. a[2]=70;
9. a[3]=40;
10. a[4]=50;
11. //traversing array
12. **for**(**int** i=0;i<a.length;i++)//length is the property of array
13. System.out.println(a[i]);
14. }}

Output:

10

20

70

40

50

**Declaration, Instantiation and Initialization of Java Array**

We can declare, instantiate and initialize the java array together by:

1. **int** a[]={33,3,4,5};//declaration, instantiation and initialization

Let's see the simple example to print this array.

1. //Java Program to illustrate the use of declaration, instantiation
2. //and initialization of Java array in a single line
3. **class** Testarray1{
4. **public** **static** **void** main(String args[]){
5. **int** a[]={33,3,4,5};//declaration, instantiation and initialization
6. //printing array
7. **for**(**int** i=0;i<a.length;i++)//length is the property of array
8. System.out.println(a[i]);
9. }}

**Output:**

**33**

**3**

**4**

**5**

## For-each Loop for Java Array

We can also print the Java array using [**for-each loop**](https://www.javatpoint.com/for-each-loop). The Java for-each loop prints the array elements one by one. It holds an array element in a variable, then executes the body of the loop.

The syntax of the for-each loop is given below:

**for**(data\_type variable:array){

//body of the loop

}

Let us see the example of print the elements of Java array using the for-each loop.

1. //Java Program to print the array elements using for-each loop
2. **class** Testarray1{
3. **public** **static** **void** main(String args[]){
4. **int** arr[]={33,3,4,5};
5. //printing array using for-each loop
6. **for**(**int** i:arr)
7. System.out.println(i);
8. }}

Output:

33

3

4

5

## Passing Array to a Method in Java

We can pass the java array to method so that we can reuse the same logic on any array.

Let's see the simple example to get the minimum number of an array using a method.

1. //Java Program to demonstrate the way of passing an array
2. //to method.
3. **class** Testarray2{
4. //creating a method which receives an array as a parameter
5. **static** **void** min(**int** arr[]){
6. **int** min=arr[0];
7. **for**(**int** i=1;i<arr.length;i++)
8. **if**(min>arr[i])
9. min=arr[i];
11. System.out.println(min);
12. }
14. **public** **static** **void** main(String args[]){
15. **int** a[]={33,3,4,5};//declaring and initializing an array
16. min(a);//passing array to method
17. }}

Output: 3

## Anonymous Array in Java

Java supports the feature of an anonymous array, so you don't need to declare the array while passing an array to the method.

1. //Java Program to demonstrate the way of passing an anonymous array
2. //to method.
3. **public** **class** TestAnonymousArray{
4. //creating a method which receives an array as a parameter
5. **static** **void** printArray(**int** arr[]){
6. **for**(**int** i=0;i<arr.length;i++)
7. System.out.println(arr[i]);
8. }
10. **public** **static** **void** main(String args[]){
11. printArray(**new** **int**[]{10,22,44,66});//passing anonymous array to method
12. }}

**Output:**

**10**

**22**

**44**

**66**

## Returning Array from the Method

We can also return an array from the method in Java.

1. //Java Program to return an array from the method
2. **class** TestReturnArray{
3. //creating method which returns an array
4. **static** **int**[] get(){
5. **return** **new** **int**[]{10,30,50,90,60};
6. }
8. **public** **static** **void** main(String args[]){
9. //calling method which returns an array
10. **int** arr[]=get();
11. //printing the values of an array
12. **for**(**int** i=0;i<arr.length;i++)
13. System.out.println(arr[i]);
14. }}

Output:

10

30

50

90

60

## ArrayIndexOutOfBoundsException

The Java Virtual Machine (JVM) throws an ArrayIndexOutOfBoundsException if length of the array in negative, equal to the array size or greater than the array size while traversing the array.

1. //Java Program to demonstrate the case of
2. //ArrayIndexOutOfBoundsException in a Java Array.
3. **public** **class** TestArrayException{
4. **public** **static** **void** main(String args[]){
5. **int** arr[]={50,60,70,80};
6. **for**(**int** i=0;i<=arr.length;i++){
7. System.out.println(arr[i]);
8. }
9. }}

Output:

Exception in thread "main" java.lang.ArrayIndexOutOfBoundsException: 4

at TestArrayException.main(TestArrayException.java:5)

50

60

70

80

## Multidimensional Array in Java

In such case, data is stored in row and column based index (also known as matrix form).

**Syntax to Declare Multidimensional Array in Java**

1. dataType[][] arrayRefVar; (or)
2. dataType [][]arrayRefVar; (or)
3. dataType arrayRefVar[][]; (or)
4. dataType []arrayRefVar[];

**Example to instantiate Multidimensional Array in Java**

1. **int**[][] arr=**new** **int**[3][3];//3 row and 3 column

**Example to initialize Multidimensional Array in Java**

1. arr[0][0]=1;
2. arr[0][1]=2;
3. arr[0][2]=3;
4. arr[1][0]=4;
5. arr[1][1]=5;
6. arr[1][2]=6;
7. arr[2][0]=7;
8. arr[2][1]=8;
9. arr[2][2]=9;

### Example of Multidimensional Java Array

Let's see the simple example to declare, instantiate, initialize and print the 2Dimensional array.

1. //Java Program to illustrate the use of multidimensional array
2. **class** Testarray3{
3. **public** **static** **void** main(String args[]){
4. //declaring and initializing 2D array
5. **int** arr[][]={{1,2,3},{2,4,5},{4,4,5}};
6. //printing 2D array
7. **for**(**int** i=0;i<3;i++){
8. **for**(**int** j=0;j<3;j++){
9. System.out.print(arr[i][j]+" ");
10. }
11. System.out.println();
12. }
13. }}

Output:

1 2 3

2 4 5

4 4 5

## Jagged Array in Java

If we are creating odd number of columns in a 2D array, it is known as a jagged array. In other words, it is an array of arrays with different number of columns.

1. //Java Program to illustrate the jagged array
2. **class** TestJaggedArray{
3. **public** **static** **void** main(String[] args){
4. //declaring a 2D array with odd columns
5. **int** arr[][] = **new** **int**[3][];
6. arr[0] = **new** **int**[3];
7. arr[1] = **new** **int**[4];
8. arr[2] = **new** **int**[2];
9. //initializing a jagged array
10. **int** count = 0;
11. **for** (**int** i=0; i<arr.length; i++)
12. **for**(**int** j=0; j<arr[i].length; j++)
13. arr[i][j] = count++;
15. //printing the data of a jagged array
16. **for** (**int** i=0; i<arr.length; i++){
17. **for** (**int** j=0; j<arr[i].length; j++){
18. System.out.print(arr[i][j]+" ");
19. }
20. System.out.println();//new line
21. }
22. }
23. }

Output:

0 1 2

3 4 5 6

7 8

## What is the class name of Java array?

In Java, an array is an object. For array object, a proxy class is created whose name can be obtained by getClass().getName() method on the object.

1. //Java Program to get the class name of array in Java
2. **class** Testarray4{
3. **public** **static** **void** main(String args[]){
4. //declaration and initialization of array
5. **int** arr[]={4,4,5};
6. //getting the class name of Java array
7. Class c=arr.getClass();
8. String name=c.getName();
9. //printing the class name of Java array
10. System.out.println(name);
12. }}

Output:

I

## Copying a Java Array

We can copy an array to another by the arraycopy() method of System class.

**Syntax of arraycopy method**

1. **public** **static** **void** arraycopy(
2. Object src, **int** srcPos,Object dest, **int** destPos, **int** length
3. )

### Example of Copying an Array in Java

1. //Java Program to copy a source array into a destination array in Java
2. **class** TestArrayCopyDemo {
3. **public** **static** **void** main(String[] args) {
4. //declaring a source array
5. **char**[] copyFrom = { 'd', 'e', 'c', 'a', 'f', 'f', 'e',
6. 'i', 'n', 'a', 't', 'e', 'd' };
7. //declaring a destination array
8. **char**[] copyTo = **new** **char**[7];
9. //copying array using System.arraycopy() method
10. System.arraycopy(copyFrom, 2, copyTo, 0, 7);
11. //printing the destination array
12. System.out.println(String.valueOf(copyTo));
13. }
14. }

Output:

caffein

## Cloning an Array in Java

Since, Java array implements the Cloneable interface, we can create the clone of the Java array. If we create the clone of a single-dimensional array, it creates the deep copy of the Java array. It means, it will copy the actual value. But, if we create the clone of a multidimensional array, it creates the shallow copy of the Java array which means it copies the references.

1. //Java Program to clone the array
2. **class** Testarray1{
3. **public** **static** **void** main(String args[]){
4. **int** arr[]={33,3,4,5};
5. System.out.println("Printing original array:");
6. **for**(**int** i:arr)
7. System.out.println(i);
9. System.out.println("Printing clone of the array:");
10. **int** carr[]=arr.clone();
11. **for**(**int** i:carr)
12. System.out.println(i);
14. System.out.println("Are both equal?");
15. System.out.println(arr==carr);
17. }}

Output:

Printing original array:

33

3

4

5

Printing clone of the array:

33

3

4

5

Are both equal?

false

## Addition of 2 Matrices in Java

Let's see a simple example that adds two matrices.

1. //Java Program to demonstrate the addition of two matrices in Java
2. **class** Testarray5{
3. **public** **static** **void** main(String args[]){
4. //creating two matrices
5. **int** a[][]={{1,3,4},{3,4,5}};
6. **int** b[][]={{1,3,4},{3,4,5}};
8. //creating another matrix to store the sum of two matrices
9. **int** c[][]=**new** **int**[2][3];
11. //adding and printing addition of 2 matrices
12. **for**(**int** i=0;i<2;i++){
13. **for**(**int** j=0;j<3;j++){
14. c[i][j]=a[i][j]+b[i][j];
15. System.out.print(c[i][j]+" ");
16. }
17. System.out.println();//new line
18. }
20. }}

Output:

2 6 8

6 8 10

## Multiplication of 2 Matrices in Java

In the case of matrix multiplication, a one-row element of the first matrix is multiplied by all the columns of the second matrix which can be understood by the image given below.

![Matrix Multiplication in Java](data:image/png;base64,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)

Let's see a simple example to multiply two matrices of 3 rows and 3 columns.

1. //Java Program to multiply two matrices
2. **public** **class** MatrixMultiplicationExample{
3. **public** **static** **void** main(String args[]){
4. //creating two matrices
5. **int** a[][]={{1,1,1},{2,2,2},{3,3,3}};
6. **int** b[][]={{1,1,1},{2,2,2},{3,3,3}};
8. //creating another matrix to store the multiplication of two matrices
9. **int** c[][]=**new** **int**[3][3];  //3 rows and 3 columns
11. //multiplying and printing multiplication of 2 matrices
12. **for**(**int** i=0;i<3;i++){
13. **for**(**int** j=0;j<3;j++){
14. c[i][j]=0;
15. **for**(**int** k=0;k<3;k++)
16. {
17. c[i][j]+=a[i][k]\*b[k][j];
18. }//end of k loop
19. System.out.print(c[i][j]+" ");  //printing matrix element
20. }//end of j loop
21. System.out.println();//new line
22. }
23. }}

Output:

6 6 6

12 12 12

18 18 18

**Command Line Arguments:**

* The java command-line argument is an argument i.e. passed at the time of running the java program.
* The arguments passed from the console can be received in the java program and it can be used as an input.
* So, it provides a convenient way to check the behavior of the program for the different values. You can pass N (1,2,3 and so on) numbers of arguments from the command prompt.

**Simple example of command-line argument in java**

|  |
| --- |
| In this example, we are receiving only one argument and printing it. To run this java program, you must pass at least one argument from the command prompt. |

1. **class** CommandLineExample{
2. **public** **static** **void** main(String args[]){
3. System.out.println("Your first argument is: "+args[0]);
4. }
5. }

compile by > javac CommandLineExample.java

run by > java CommandLineExample svec

Output: Your first argument is: svec

Example of command-line argument that prints all the values

|  |
| --- |
| In this example, we are printing all the arguments passed from the command-line. For this purpose, we have traversed the array using for loop. |

1. **class** A{
2. **public** **static** **void** main(String args[]){
4. **for**(**int** i=0;i<args.length;i++)
5. System.out.println(args[i]);
7. }
8. }

compile by > javac A.java

run by > java cai aim 1 3 abc

Output: cai

aim

1

3

Abc

**Wrapper classes in Java**

The wrapper class in Java provides the mechanism to convert primitive into object and object into primitive.

|  |  |  |
| --- | --- | --- |
| **Primitive Type** | **Wrapper class** | **Metods** |
| boolean | [Boolean](https://www.javatpoint.com/java-boolean) | parseBoolean() |
| char | [Character](https://www.javatpoint.com/post/java-character) | parseChar() |
| byte | [Byte](https://www.javatpoint.com/java-byte) | parseByte() |
| short | [Short](https://www.javatpoint.com/java-short) | parseShort() |
| int | [Integer](https://www.javatpoint.com/java-integer) | parseInt() |
| long | [Long](https://www.javatpoint.com/java-long) | parseLong() |
| float | [Float](https://www.javatpoint.com/java-float) | parseFloat() |
| double | [Double](https://www.javatpoint.com/java-double) | parseDouble() |

## Autoboxing

The automatic conversion of primitive data type into its corresponding wrapper class is known as autoboxing, for example, byte to Byte, char to Character, int to Integer, long to Long, float to Float, boolean to Boolean, double to Double, and short to Short.

Since Java 5, we do not need to use the valueOf() method of wrapper classes to convert the primitive into objects.

**Wrapper class Example: Primitive to Wrapper**

1. //Java program to convert primitive into objects
2. //Autoboxing example of int to Integer
3. **public** **class** WrapperExample1{
4. **public** **static** **void** main(String args[]){
5. //Converting int into Integer
6. **int** a=20;
7. Integer i=Integer.valueOf(a);//converting int into Integer explicitly
8. Integer j=a;//autoboxing, now compiler will write Integer.valueOf(a) internally
10. System.out.println(a+" "+i+" "+j);
11. }}

Output:

20 20 20

## Unboxing

The automatic conversion of wrapper type into its corresponding primitive type is known as unboxing. It is the reverse process of autoboxing. Since Java 5, we do not need to use the intValue() method of wrapper classes to convert the wrapper type into primitives.

**Wrapper class Example: Wrapper to Primitive**

1. //Java program to convert object into primitives
2. //Unboxing example of Integer to int
3. **public** **class** WrapperExample2{
4. **public** **static** **void** main(String args[]){
5. //Converting Integer to int
6. Integer a=**new** Integer(3);
7. **int** i=a.intValue();//converting Integer to int explicitly
8. **int** j=a;//unboxing, now compiler will write a.intValue() internally
10. System.out.println(a+" "+i+" "+j);
11. }}

Output:

3 3 3

**Nested Classes:**

**Java inner class** or nested class is a class that is declared inside the class or interface.We use inner classes to logically group classes and interfaces in one place to be more readable and maintainable.Additionally, it can access all the members of the outer class, including private data members and methods.

#### Syntax of Inner class

1. **class** Java\_Outer\_class{
2. //code
3. **class** Java\_Inner\_class{
4. //code
5. }
6. }

### Advantage of Java inner classes

There are three advantages of inner classes in Java.

* Nested classes represent a particular type of relationship that is it can access all the members (data members and methods) of the outer class, including private.
* Nested classes are used to develop more readable and maintainable code because it logically group classes and interfaces in one place only.
* Code Optimization: It requires less code to write.

### Types of Nested classes:

There are two types of nested classes non-static and static nested classes. The non-static nested classes are also known as inner classes.

* Non-static nested class (inner class)
  1. Member inner class
  2. Anonymous inner class
  3. Local inner class
* Static nested class

|  |  |
| --- | --- |
| **Type** | **Description** |
| [Member Inner Class](https://www.javatpoint.com/member-inner-class) | A class created within class and outside method. |
| [Anonymous Inner Class](https://www.javatpoint.com/anonymous-inner-class) | A class created for implementing an interface or extending class. The java compiler decides its name. |
| [Local Inner Class](https://www.javatpoint.com/local-inner-class) | A class was created within the method. |
| [Static Nested Class](https://www.javatpoint.com/static-nested-class) | A static class was created within the class. |
| [Nested Interface](https://www.javatpoint.com/nested-interface) | An interface created within class or interface. |

## Java Member Inner Class Example

1. **class** TestMemberOuter1{
2. **private** **int** data=30;
3. **class** Inner{
4. **void** msg(){System.out.println("data is "+data);}
5. }
6. **public** **static** **void** main(String args[]){
7. TestMemberOuter1 obj=**new** TestMemberOuter1();
8. TestMemberOuter1.Inner in=obj.**new** Inner();
9. in.msg();
10. }
11. }

**Java local inner class example**

1. **public** **class** localInner1{
2. **private** **int** data=30;//instance variable
3. **void** display(){
4. **class** Local{
5. **void** msg(){System.out.println(data);}
6. }
7. Local l=**new** Local();
8. l.msg();
9. }
10. **public** **static** **void** main(String args[]){
11. localInner1 obj=**new** localInner1();
12. obj.display();
13. }
14. }

## Java static nested class example with instance method

**TestOuter1.java**

1. **class** TestOuter1{
2. **static** **int** data=30;
3. **static** **class** Inner{
4. **void** msg(){System.out.println("data is "+data);}
5. }
6. **public** **static** **void** main(String args[]){
7. TestOuter1.Inner obj=**new** TestOuter1.Inner();
8. obj.msg();
9. }
10. }

**Garbage Collector**

In java, garbage means unreferenced objects.Garbage Collection is process of reclaiming the runtime unused memory automatically. In other words, it is a way to destroy the unused objects.

To do so, we were using free() function in C language and delete() in C++. But, in java it is performed automatically. So, java provides better memory management.

### Advantage of Garbage Collection

* It makes java **memory efficient** because garbage collector removes the unreferenced objects from heap memory.
* It is **automatically done** by the garbage collector(a part of JVM) so we don't need to make extra efforts.

**How can an object be unreferenced?**

There are many ways:

* By nulling the reference
* By assigning a reference to another
* By anonymous object etc.

1) By nulling a reference:

1. Employee e=**new** Employee();
2. e=**null**;

2) By assigning a reference to another:

1. Employee e1=**new** Employee();
2. Employee e2=**new** Employee();
3. e1=e2;//now the first object referred by e1 is available for garbage collection

3) By anonymous object:

1. **new** Employee();

## finalize() method

The finalize() method is invoked each time before the object is garbage collected. This method can be used to perform cleanup processing. This method is defined in Object class as:

protected void finalize(){}

## gc() method

The gc() method is used to invoke the garbage collector to perform cleanup processing. The gc() is found in System and Runtime classes.

public static void gc(){}

**Simple Example of garbage collection in java**

1. **public** **class** TestGarbage1{
2. **public** **void** finalize(){System.out.println("object is garbage collected");}
3. **public** **static** **void** main(String args[]){
4. TestGarbage1 s1=**new** TestGarbage1();
5. TestGarbage1 s2=**new** TestGarbage1();
6. s1=**null**;
7. s2=**null**;
8. System.gc();
9. }
10. }