**UNIT-IV: Multithreading and Files:**

* Introduction,
* Thread Lifecycle,
* Creation of Threads,
* Thread Priorities,
* Thread Synchronization,
* Communication between Threads.
* Reading Data from Files and Writing Data to Files,
* Random Access Files.

**Multithreading in**[**Java**](https://www.javatpoint.com/java-tutorial) is a process of executing multiple threads simultaneously.

A thread is a lightweight sub-process, the smallest unit of processing. Multiprocessing and multithreading, both are used to achieve multitasking.

However, we use multithreading than multiprocessing because threads use a shared memory area. They don't allocate separate memory area so saves memory, and context-switching between the threads takes less time than process.

Java Multithreading is mostly used in games, animation, etc.

**Advantages of Java Multithreading**

1) It **doesn't block the user** because threads are independent and you can perform multiple operations at the same time.

2) You **can perform many operations together, so it saves time**.

3) Threads are **independent**, so it doesn't affect other threads if an exception occurs in a single thread.

## Multitasking

Multitasking is a process of executing multiple tasks simultaneously. We use multitasking to utilize the CPU. Multitasking can be achieved in two ways:

* Process-based Multitasking (Multiprocessing)
* Thread-based Multitasking (Multithreading)

1) Process-based Multitasking (Multiprocessing)

* Each process has an address in memory. In other words, each process allocates a separate memory area.
* A process is heavyweight.
* Cost of communication between the process is high.
* Switching from one process to another requires some time for saving and loading [registers](https://www.javatpoint.com/register-memory), memory maps, updating lists, etc.

2) Thread-based Multitasking (Multithreading)

* Threads share the same address space.
* A thread is lightweight.
* Cost of communication between the thread is low.

# Life cycle of a Thread (Thread States)

In Java, a thread always exists in any one of the following states. These states are:

1. New
2. Active
3. Blocked / Waiting
4. Timed Waiting
5. Terminated

## Explanation of Different Thread States

**New:** Whenever a new thread is created, it is always in the new state. For a thread in the new state, the code has not been run yet and thus has not begun its execution.

**Active:** When a thread invokes the start() method, it moves from the new state to the active state. The active state contains two states within it: one is **runnable**, and the other is **running**.

* **Runnable:** A thread, that is ready to run is then moved to the runnable state. In the runnable state, the thread may be running or may be ready to run at any given instant of time. It is the duty of the thread scheduler to provide the thread time to run, i.e., moving the thread the running state.  
  A program implementing multithreading acquires a fixed slice of time to each individual thread. Each and every thread runs for a short span of time and when that allocated time slice is over, the thread voluntarily gives up the CPU to the other thread, so that the other threads can also run for their slice of time. Whenever such a scenario occurs, all those threads that are willing to run, waiting for their turn to run, lie in the runnable state. In the runnable state, there is a queue where the threads lie.
* **Running:** When the thread gets the CPU, it moves from the runnable to the running state. Generally, the most common change in the state of a thread is from runnable to running and again back to runnable.

**Blocked or Waiting:** Whenever a thread is inactive for a span of time (not permanently) then, either the thread is in the blocked state or is in the waiting state.
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# Java Threads | How to create a thread in Java

There are two ways to create a thread:

1. By extending Thread class
2. By implementing Runnable interface.

### Thread class:

Thread class provide constructors and methods to create and perform operations on a thread. Thread class extends Object class and implements Runnable interface.

### Commonly used Constructors of Thread class:

* Thread()
* Thread(String name)
* Thread(Runnable r)
* Thread(Runnable r,String name)

### Commonly used methods of Thread class:

1. **public void run():** is used to perform action for a thread.
2. **public void start():** starts the execution of the thread.JVM calls the run() method on the thread.
3. **public void sleep(long miliseconds):** Causes the currently executing thread to sleep (temporarily cease execution) for the specified number of milliseconds.
4. **public void join():** waits for a thread to die.
5. **public void join(long miliseconds):** waits for a thread to die for the specified miliseconds.
6. **public int getPriority():** returns the priority of the thread.
7. **public int setPriority(int priority):** changes the priority of the thread.
8. **public String getName():** returns the name of the thread.
9. **public void setName(String name):** changes the name of the thread.
10. **public Thread currentThread():** returns the reference of currently executing thread.
11. **public int getId():** returns the id of the thread.
12. **public Thread.State getState():** returns the state of the thread.
13. **public boolean isAlive():** tests if the thread is alive.
14. **public void yield():** causes the currently executing thread object to temporarily pause and allow other threads to execute.
15. **public void suspend():** is used to suspend the thread(depricated).
16. **public void resume():** is used to resume the suspended thread(depricated).
17. **public void stop():** is used to stop the thread(depricated).
18. **public boolean isDaemon():** tests if the thread is a daemon thread.
19. **public void setDaemon(boolean b):** marks the thread as daemon or user thread.
20. **public void interrupt():** interrupts the thread.
21. **public boolean isInterrupted():** tests if the thread has been interrupted.
22. **public static boolean interrupted():** tests if the current thread has been interrupted.

### Runnable interface:

The Runnable interface should be implemented by any class whose instances are intended to be executed by a thread. Runnable interface have only one method named run().

1. **public void run():** is used to perform action for a thread.

### Starting a thread:

The **start() method** of Thread class is used to start a newly created thread. It performs the following tasks:

* A new thread starts(with new callstack).
* The thread moves from New state to the Runnable state.
* When the thread gets a chance to execute, its target run() method will run.

### 1) Java Thread Example by extending Thread class

**FileName:** Multi.java

**class** Multi **extends** Thread

{

**public** **void** run()

{

System.out.println("thread is running...");

}

**public** **static** **void** main(String args[])

{

Multi t1=**new** Multi();

t1.start();

  }

}

### 2) Java Thread Example by implementing Runnable interface

**FileName:** Multi3.java

**class** Multi3 **implements** Runnable

{

**public** **void** run()

{

System.out.println("thread is running...");

}

**public** **static** **void** main(String args[])

{

Multi3 m1=**new** Multi3();

Thread t1 =**new** Thread(m1);   // Using the constructor Thread(Runnable r)

t1.start();

 }

}

If you are not extending the Thread class, your class object would not be treated as a thread object. So you need to explicitly create the Thread class object. We are passing the object of your class that implements Runnable so that your class run() method may execute.

### 3) Using the Thread Class: Thread(String Name)

We can directly use the Thread class to spawn new threads using the constructors defined above.

**FileName:** MyThread1.java

**class** MyThread1

{

**public** **static** **void** main(String argvs[])

{

Thread t= **new** Thread("My first thread");

t.start();

String str = t.getName();

System.out.println(str);

}

}

### 4) Using the Thread Class: Thread(Runnable r, String name)

**FileName:** MyThread2.java

**class** MyThread2 **implements** Runnable

{

**public** **void** run()

{

System.out.println("Now the thread is running ...");

}

**public** **static** **void** main(String argvs[])

{

Runnable r1 = **new** MyThread2();

Thread th1 = **new** Thread(r1, "My new thread");

th1.start();

String str = th1.getName();

System.out.println(str);

}

}

# Thread.sleep() in Java with Examples

The Java Thread class provides the two variant of the sleep() method. First one accepts only an arguments, whereas the other variant accepts two arguments. The method sleep() is being used to halt the working of a thread for a given amount of time. The time up to which the thread remains in the sleeping state is known as the sleeping time of the thread. After the sleeping time is over, the thread starts its execution from where it has left.

### The sleep() Method Syntax:

Following are the syntax of the sleep() method.

**public** **static** **void** sleep(**long** mls) **throws** InterruptedException

**public** **static** **void** sleep(**long** mls, **int** n) **throws** InterruptedException

**Important Points to Remember About the Sleep() Method**

Whenever the Thread.sleep() methods execute, it always halts the execution of the current thread.

Whenever another thread does interruption while the current thread is already in the sleep mode, then the InterruptedException is thrown.

If the system that is executing the threads is busy, then the actual sleeping time of the thread is generally more as compared to the time passed in arguments. However, if the system executing the sleep() method has less load, then the actual sleeping time of the thread is almost equal to the time passed in the argument.

Example of the sleep() method in Java : on the custom thread

The following example shows how one can use the sleep() method on the custom thread.

**class** TestSleepMethod1 **extends** Thread{

**public** **void** run(){

**for**(**int** i=1;i<5;i++){

  // the thread will sleep for the 500 milli seconds

**try**{Thread.sleep(500);}**catch**(InterruptedException e){System.out.println(e);}

    System.out.println(i);

  }

 }

**public** **static** **void** main(String args[]){

  TestSleepMethod1 t1=**new** TestSleepMethod1();

  TestSleepMethod1 t2=**new** TestSleepMethod1();

  t1.start();

  t2.start();

 }

}

Example of the sleep() Method in Java : on the main thread

**FileName:** TestSleepMethod2.java

// important import statements

**import** java.lang.Thread;

**import** java.io.\*;

**public** **class** TestSleepMethod2

{

    // main method

**public** **static** **void** main(String argvs[])

{

**try** {

**for** (**int** j = 0; j < 5; j++)

{

// The main thread sleeps for the 1000 milliseconds, which is 1 sec

// whenever the loop runs

Thread.sleep(1000);

// displaying the value of the variable

System.out.println(j);

}

}

**catch** (Exception expn)

{

// catching the exception

System.out.println(expn);

}

}

}

# Java join() method

The join() method in Java is provided by the java.lang.Thread class that permits one thread to wait until the other thread to finish its execution. Suppose th be the object the class Thread whose thread is doing its execution currently, then the th.join(); statement ensures that th is finished before the program does the execution of the next statement. When there are more than one thread invoking the join() method, then it leads to overloading on the join() method that permits the developer or programmer to mention the waiting period. However, similar to the sleep() method in Java, the join() method is also dependent on the operating system for the timing, so we should not assume that the join() method waits equal to the time we mention in the parameters. The following are the three overloaded join() methods.

**Syntax:** public final void join() throws InterruptedException

## Example of join() Method in Java

// A Java program for understanding the joining of threads

**import** java.io.\*;

**class** ThreadJoin **extends** Thread

{

**public** **void** run()

{

**for** (**int** j = 0; j < 2; j++)

{

**try**

{

Thread.sleep(300);

System.out.println("The current thread name is: " + Thread.currentThread().getName());

}

**catch**(Exception e)

{

System.out.println("The exception has been caught: " + e);

}

System.out.println( j );

}

}

}

**public** **class** ThreadJoinExample

{

**public** **static** **void** main (String argvs[])

{

ThreadJoin th1 = **new** ThreadJoin();

ThreadJoin th2 = **new** ThreadJoin();

ThreadJoin th3 = **new** ThreadJoin();

th1.start();

**try**

{

System.out.println("The current thread name is: "+ Thread.currentThread().getName());

th1.join();

}

**catch**(Exception e)

{

System.out.println("The exception has been caught " + e);

}

th2.start();

**try**

{

System.out.println("The current thread name is: " + Thread.currentThread().getName());

th2.join();

}

**catch**(Exception e)

{

System.out.println("The exception has been caught " + e);

}

th3.start();

}

}

join(long miliseconds) Method Example

**class** TestJoinMethod2 **extends** Thread{

**public** **void** run(){

**for**(**int** i=1;i<=5;i++){

**try**{

    Thread.sleep(500);

   }**catch**(Exception e){System.out.println(e);}

  System.out.println(i);

  }

 }

**public** **static** **void** main(String args[]){

 TestJoinMethod2 t1=**new** TestJoinMethod2();

 TestJoinMethod2 t2=**new** TestJoinMethod2();

 TestJoinMethod2 t3=**new** TestJoinMethod2();

 t1.start();

**try**{

  t1.join(1500);

 }**catch**(Exception e){System.out.println(e);}

 t2.start();

 t3.start();

 }

}

# Naming Thread and Current Thread

The Thread class provides methods to change and get the name of a thread. By default, each thread has a name, i.e. thread-0, thread-1 and so on. By we can change the name of the thread by using the setName() method. The syntax of setName() and getName() methods are given below:

public String getName(): is used to return the name of a thread.

public void setName(String name): is used to change the name of a thread.

Example of naming a thread : Using setName() Method

**class** TestMultiNaming1 **extends** Thread{

**public** **void** run(){

   System.out.println("running...");

  }

**public** **static** **void** main(String args[]){

  TestMultiNaming1 t1=**new** TestMultiNaming1();

  TestMultiNaming1 t2=**new** TestMultiNaming1();

  System.out.println("Name of t1:"+t1.getName());

  System.out.println("Name of t2:"+t2.getName());

  t1.start();

  t2.start();

  t1.setName("gdfgdf");

  System.out.println("After changing name of t1:"+t1.getName());

 }

}

**Example of naming a thread : Without Using setName() Method**

**import** java.io.\*;

**class** ThreadName **extends** Thread

{

ThreadName(String threadName)

{

**super**(threadName);

}

**public** **void** run()

{

System.out.println(" The thread is executing....");

}

}

**public** **class** ThreadNamingExample

{

**public** **static** **void** main (String argvs[])

{

ThreadName th1 = **new** ThreadName("1");

ThreadName th2 = **new** ThreadName("2");

System.out.println("Thread - 1: " + th1.getName());

System.out.println("Thread - 2: " + th2.getName());

th1.start();

th2.start();  }  }

## Current Thread

The currentThread() method returns a reference of the currently executing thread.

**public** **static** Thread currentThread()

### Example of currentThread() method

**FileName:** TestMultiNaming2.java

**class** TestMultiNaming2 **extends** Thread{

**public** **void** run(){

  System.out.println(Thread.currentThread().getName());

 }

**public** **static** **void** main(String args[]){

  TestMultiNaming2 t1=**new** TestMultiNaming2();

  TestMultiNaming2 t2=**new** TestMultiNaming2();

  t1.start();

  t2.start();

 }

}

# Synchronization in Java

Synchronization in Java is the capability to control the access of multiple threads to any shared resource.

Java Synchronization is better option where we want to allow only one thread to access the shared resource.

### Why use Synchronization?

The synchronization is mainly used to

1. To prevent thread interference.
2. To prevent consistency problem.

### Types of Synchronization

There are two types of synchronization

1. Process Synchronization
2. Thread Synchronization

Here, we will discuss only thread synchronization.

Thread Synchronization

There are two types of thread synchronization mutual exclusive and inter-thread communication.

1. Mutual Exclusive
   1. Synchronized method.
   2. Synchronized block.
   3. Static synchronization.
2. Cooperation (Inter-thread communication in java)

Mutual Exclusive

Mutual Exclusive helps keep threads from interfering with one another while sharing data. It can be achieved by using the following three ways:

1. By Using Synchronized Method
2. By Using Synchronized Block
3. By Using Static Synchronization

Concept of Lock in Java

Synchronization is built around an internal entity known as the lock or monitor. Every object has a lock associated with it. By convention, a thread that needs consistent access to an object's fields has to acquire the object's lock before accessing them, and then release the lock when it's done with them.

Understanding the problem without Synchronization

**TestSynchronization1.java**

**class** Table{

**void** printTable(**int** n){//method not synchronized

**for**(**int** i=1;i<=5;i++){

     System.out.println(n\*i);

**try**{

      Thread.sleep(400);

     }**catch**(Exception e){System.out.println(e);}

   }

 }

}

**class** MyThread1 **extends** Thread{

Table t;

MyThread1(Table t){

**this**.t=t;

}

**public** **void** run(){

t.printTable(5);

}

}

**class** MyThread2 **extends** Thread{

Table t;

MyThread2(Table t){

**this**.t=t;

}

**public** **void** run(){

t.printTable(100);

}

}

**class** TestSynchronization1{

**public** **static** **void** main(String args[]){

Table obj = **new** Table();//only one object

MyThread1 t1=**new** MyThread1(obj);

MyThread2 t2=**new** MyThread2(obj);

t1.start();

t2.start();

}

}

**Java Synchronized Method**

If you declare any method as synchronized, it is known as synchronized method.

Synchronized method is used to lock an object for any shared resource.

When a thread invokes a synchronized method, it automatically acquires the lock for that object and releases it when the thread completes its task.

**TestSynchronization2.java**

//example of java synchronized method

**class** Table{

**synchronized** **void** printTable(**int** n){//synchronized method

**for**(**int** i=1;i<=5;i++){

     System.out.println(n\*i);

**try**{

      Thread.sleep(400);

     }**catch**(Exception e){System.out.println(e);}

   }

 }

}

**class** MyThread1 **extends** Thread{

Table t;

MyThread1(Table t){

**this**.t=t;

}

**public** **void** run(){

t.printTable(5);

}

}

**class** MyThread2 **extends** Thread{

Table t;

MyThread2(Table t){

**this**.t=t;

}

**public** **void** run(){

t.printTable(100);

}

}

**public** **class** TestSynchronization2{

**public** **static** **void** main(String args[]){

Table obj = **new** Table();//only one object

MyThread1 t1=**new** MyThread1(obj);

MyThread2 t2=**new** MyThread2(obj);

t1.start();

t2.start();

}

}

**Example of synchronized method by using annonymous class**

In this program, we have created the two threads by using the anonymous class, so less coding is required.

**TestSynchronization3.java**

//Program of synchronized method by using annonymous class

**class** Table{

**synchronized** **void** printTable(**int** n){//synchronized method

**for**(**int** i=1;i<=5;i++){

     System.out.println(n\*i);

**try**{

      Thread.sleep(400);

     }**catch**(Exception e){System.out.println(e);}

   }

 }

}

**public** **class** TestSynchronization3{

**public** **static** **void** main(String args[]){

**final** Table obj = **new** Table();//only one object

Thread t1=**new** Thread(){

**public** **void** run(){

obj.printTable(5);

}

};

Thread t2=**new** Thread(){

**public** **void** run(){

obj.printTable(100);

}

};

t1.start();

t2.start();

}

}

# Synchronized Block in Java

Synchronized block can be used to perform synchronization on any specific resource of the method.

Suppose we have 50 lines of code in our method, but we want to synchronize only 5 lines, in such cases, we can use synchronized block.

If we put all the codes of the method in the synchronized block, it will work same as the synchronized method.

### Points to Remember

* Synchronized block is used to lock an object for any shared resource.
* Scope of synchronized block is smaller than the method.
* A Java synchronized block doesn't allow more than one JVM, to provide access control to a shared resource.
* The system performance may degrade because of the slower working of synchronized keyword.
* Java synchronized block is more efficient than Java synchronized method.

### Syntax

**synchronized** (object reference expression) {

  //code block

}

Example of Synchronized Block

**TestSynchronizedBlock1.java**

**class** Table

{

**void** printTable(**int** n){

**synchronized**(**this**){//synchronized block

**for**(**int** i=1;i<=5;i++){

      System.out.println(n\*i);

**try**{

       Thread.sleep(400);

      }**catch**(Exception e){System.out.println(e);}

     }

   }

 }//end of the method

}

**class** MyThread1 **extends** Thread{

Table t;

MyThread1(Table t){

**this**.t=t;

}

**public** **void** run(){

t.printTable(5);

}

}

**class** MyThread2 **extends** Thread{

Table t;

MyThread2(Table t){

**this**.t=t;

}

**public** **void** run(){

t.printTable(100);

}

}

**public** **class** TestSynchronizedBlock1{

**public** **static** **void** main(String args[]){

Table obj = **new** Table();//only one object

MyThread1 t1=**new** MyThread1(obj);

MyThread2 t2=**new** MyThread2(obj);

t1.start();

t2.start();

}

}

# Static Synchronization

If you make any static method as synchronized, the lock will be on the class not on object.

![static synchronization](data:image/png;base64,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)

### Problem without static synchronization

Suppose there are two objects of a shared class (e.g. Table) named object1 and object2. In case of synchronized method and synchronized block there cannot be interference between t1 and t2 or t3 and t4 because t1 and t2 both refers to a common object that have a single lock. But there can be interference between t1 and t3 or t2 and t4 because t1 acquires another lock and t3 acquires another lock. We don't want interference between t1 and t3 or t2 and t4. Static synchronization solves this problem.

### Example of Static Synchronization

In this example we have used **synchronized** keyword on the static method to perform static synchronization.

**TestSynchronization4.java**

class Table

{

 synchronized static void printTable(int n){

   for(int i=1;i<=10;i++){

     System.out.println(n\*i);

     try{

       Thread.sleep(400);

     }catch(Exception e){}

   }

 }

}

class MyThread1 extends Thread{

public void run(){

Table.printTable(1);

}

}

class MyThread2 extends Thread{

public void run(){

Table.printTable(10);

}

}

class MyThread3 extends Thread{

public void run(){

Table.printTable(100);

}

}

class MyThread4 extends Thread{

public void run(){

Table.printTable(1000);

}

}

public class TestSynchronization4{

public static void main(String t[]){

MyThread1 t1=new MyThread1();

MyThread2 t2=new MyThread2();

MyThread3 t3=new MyThread3();

MyThread4 t4=new MyThread4();

t1.start();

t2.start();

t3.start();

t4.start();

}

}

Java FileInputStream Class

Java FileInputStream class obtains input bytes from a file. It is used for reading byte-oriented data (streams of raw bytes) such as image data, audio, video etc. You can also read character-stream data. But, for reading streams of characters, it is recommended to use FileReader class.

Java FileInputStream class declaration

public class FileInputStream extends InputStream

Java FileInputStream class methods

|  |  |  |
| --- | --- | --- |
| **Method** | | **Description** |
| int available() | It is used to return the estimated number of bytes that can be read from the input stream. |
| int read() | It is used to read the byte of data from the input stream. |
| int read(byte[] b) | It is used to read up to **b.length** bytes of data from the input stream. |
| int read(byte[] b, int off, int len) | It is used to read up to **len** bytes of data from the input stream. |
| long skip(long x) | It is used to skip over and discards x bytes of data from the input stream. |
| FileChannel getChannel() | It is used to return the unique FileChannel object associated with the file input stream. |
| FileDescriptor getFD() | It is used to return the [FileDescriptor](https://www.javatpoint.com/java-filedescriptor-class) object. |
| protected void finalize() | It is used to ensure that the close method is call when there is no more reference to the file input stream. |
| void close() | It is used to closes the [stream](https://www.javatpoint.com/java-8-stream). |

Java FileInputStream example 1: read single character

import java.io.FileInputStream;

 class DataStreamExample

{

     public static void main(String args[])

{

          try

{

            FileInputStream fin=new FileInputStream("D:\\testout.txt");

            int i=fin.read();

            System.out.print((char)i);

            fin.close();

          }catch(Exception e){System.out.println(e);}

         }

        }

After executing the above program, you will get a single character from the file.

**Java FileInputStream example 2: read all characters**

import java.io.FileInputStream;

public class DataStreamExample

{

     public static void main(String args[])

{

          try

{

            FileInputStream fin=new FileInputStream("D:\\testout.txt");

            int i=0;

            while((i=fin.read())!=-1){

             System.out.print((char)i);

            }

            fin.close();

          }catch(Exception e){System.out.println(e);}

         }

        }

**Java FileOutputStream Class**

Java FileOutputStream is an output stream used for writing data to a [file](https://www.javatpoint.com/java-file-class).

If you have to write primitive values into a file, use FileOutputStream class. You can write byte-oriented as well as character-oriented data through FileOutputStream class. But, for character-oriented data, it is preferred to use [FileWriter](https://www.javatpoint.com/java-filterwriter-class) than FileOutputStream.

FileOutputStream class declaration

public class FileOutputStream extends OutputStream

FileOutputStream class methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| protected void finalize() | It is used to clean up the connection with the file output stream. |
| void write(byte[] ary) | It is used to write **ary.length** bytes from the byte [array](https://www.javatpoint.com/array-in-java) to the file output stream. |
| void write(byte[] ary, int off, int len) | It is used to write **len** bytes from the byte array starting at offset **off** to the file output stream. |
| void write(int b) | It is used to write the specified byte to the file output stream. |
| FileChannel getChannel() | It is used to return the file channel object associated with the file output stream. |
| FileDescriptor getFD() | It is used to return the file descriptor associated with the stream. |
| void close() | It is used to closes the file output stream. |

Java FileOutputStream Example 1: write byte

**import** java.io.FileOutputStream;

**public** **class** FileOutputStreamExample {

**public** **static** **void** main(String args[]){

**try**{

             FileOutputStream fout=**new** FileOutputStream("D:\\testout.txt");

             fout.write(65);

             fout.close();

             System.out.println("success...");

            }**catch**(Exception e){System.out.println(e);}

      }

}

Output:

Success...

The content of a text file **testout.txt** is set with the data **A**.

testout.txt

A

Java FileOutputStream example 2: write string

**import** java.io.FileOutputStream;

**public** **class** FileOutputStreamExample {

**public** **static** **void** main(String args[]){

**try**{

             FileOutputStream fout=**new** FileOutputStream("D:\\testout.txt");

             String s="Welcome to java.";

**byte** b[]=s.getBytes();//converting string into byte array

             fout.write(b);

             fout.close();

             System.out.println("success...");

            }**catch**(Exception e){System.out.println(e);}

      }

}

Output:

Success...

Java FileWriter Class

Java FileWriter class is used to write character-oriented data to a [file](https://www.javatpoint.com/java-file-class). It is character-oriented class which is used for file handling in [java](https://www.javatpoint.com/java-tutorial).

Unlike FileOutputStream class, you don't need to convert string into byte [array](https://www.javatpoint.com/array-in-java) because it provides method to write string directly.

Java FileWriter class declaration

**public** **class** FileWriter **extends** OutputStreamWriter

Constructors of FileWriter class

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| FileWriter(String file) | Creates a new file. It gets file name in [string](https://www.javatpoint.com/java-string). |
| FileWriter(File file) | Creates a new file. It gets file name in File [object](https://www.javatpoint.com/object-and-class-in-java). |

Methods of FileWriter class

|  |  |
| --- | --- |
| **Method** | **Description** |
| void write(String text) | It is used to write the string into FileWriter. |
| void write(char c) | It is used to write the char into FileWriter. |
| void write(char[] c) | It is used to write char array into FileWriter. |
| void flush() | It is used to flushes the data of FileWriter. |
| void close() | It is used to close the FileWriter. |

**Java FileWriter Example**

In this example, we are writing the data in the file testout.txt using Java FileWriter class.

import java.io.FileWriter;

public class FileWriterExample {

    public static void main(String args[]){

         try{

           FileWriter fw=new FileWriter("D:\\testout.txt");

           fw.write("Welcome to java.");

           fw.close();

          }catch(Exception e){System.out.println(e);}

          System.out.println("Success...");

     }

}

Output:

Success...

**Java FileReader Class**

Java FileReader class is used to read data from the file. It returns data in byte format like [FileInputStream](https://www.javatpoint.com/java-fileinputstream-class) class.It is character-oriented class which is used for [file](https://www.javatpoint.com/java-file-class) handling in [java](https://www.javatpoint.com/java-tutorial).

Java FileReader class declaration

public class FileReader extends InputStreamReader

Constructors of FileReader class

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| FileReader(String file) | It gets filename in [string](https://www.javatpoint.com/java-string). It opens the given file in read mode. If file doesn't exist, it throws FileNotFoundException. |
| FileReader(File file) | It gets filename in [file](https://www.javatpoint.com/java-file-class) instance. It opens the given file in read mode. If file doesn't exist, it throws FileNotFoundException. |

Methods of FileReader class

|  |  |
| --- | --- |
| **Method** | **Description** |
| int read() | It is used to return a character in ASCII form. It returns -1 at the end of file. |
| void close() | It is used to close the FileReader class. |

Java FileReader Example

import java.io.FileReader;

public class FileReaderExample {

    public static void main(String args[])throws Exception{

          FileReader fr=new FileReader("D:\\testout.txt");

          int i;

          while((i=fr.read())!=-1)

          System.out.print((char)i);

          fr.close();

    }

}

# Java - RandomAccessFile

This [class](https://www.javatpoint.com/object-class) is used for reading and writing to random access file. A random access file behaves like a large [array](https://www.javatpoint.com/array-in-java) of bytes. There is a cursor implied to the array called file [pointer](https://www.javatpoint.com/c-pointers), by moving the cursor we do the read write operations. If end-of-file is reached before the desired number of byte has been read than EOFException is [thrown](https://www.javatpoint.com/throw-keyword). It is a type of IOException.

### Constructor

|  |  |  |  |
| --- | --- | --- | --- |
| [Constructor](https://www.javatpoint.com/java-constructor) | | Description | |
| RandomAccessFile(File file, [String](https://www.javatpoint.com/java-string) mode) | | Creates a random access file stream to read from, and optionally to write to, the file specified by the File argument. | |
| RandomAccessFile(String name, String mode) | | Creates a random access file stream to read from, and optionally to write to, a file with the specified name. | |
| Modifier and Type | Method | | Method |
| void | close() | | It closes this random access file stream and releases any system resources associated with the stream. |
| FileChannel | getChannel() | | It returns the unique [FileChannel](https://www.javatpoint.com/data-transfer-between-channels) object associated with this file. |
| int | readInt() | | It reads a signed 32-bit integer from this file. |
| String | readUTF() | | It reads in a string from this file. |
| void | seek(long pos) | | It sets the file-pointer offset, measured from the beginning of this file, at which the next read or write occurs. |
| void | writeDouble(double v) | | It converts the double argument to a long using the doubleToLongBits method in class Double, and then writes that long value to the file as an eight-byte quantity, high byte first. |
| void | writeFloat(float v) | | It converts the float argument to an int using the floatToIntBits method in class Float, and then writes that int value to the file as a four-byte quantity, high byte first. |
| void | write(int b) | | It writes the specified byte to this file. |
| int | read() | | It reads a byte of data from this file. |
| long | length() | | It returns the length of this file. |
| void | seek(long pos) | | It sets the file-pointer offset, measured from the beginning of this file, at which the next read or write occurs. |

import java.io.IOException;

import java.io.RandomAccessFile;

public class RandomAccessFileExample

{

    static final String FILEPATH ="myFile.TXT";

    public static void main(String[] args) {

        try {

            System.out.println(new String(readFromFile(FILEPATH, 0, 18)));

            writeToFile(FILEPATH, "I love my country and my people", 31);

        } catch (IOException e) {

            e.printStackTrace();

        }

    }

    private static byte[] readFromFile(String filePath, int position, int size)

            throws IOException {

        RandomAccessFile file = new RandomAccessFile(filePath, "r");

        file.seek(position);

        byte[] bytes = new byte[size];

        file.read(bytes);

        file.close();

        return bytes;

    }

    private static void writeToFile(String filePath, String data, int position)

            throws IOException {

        RandomAccessFile file = new RandomAccessFile(filePath, "rw");

        file.seek(position);

        file.write(data.getBytes());

        file.close();

    }

}

The myFile.TXT contains text "This class is used for reading and writing to random access file."

after running the program it will contains

This class is used for reading I love my country and my peoplele.