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### Who uses PySpark?

PySpark is very well used in Data Science and Machine Learning community as there are many widely used data science libraries written in Python including NumPy, TensorFlow also used due to its efficient processing of large datasets. PySpark has been used by many organizations like Walmart, Trivago, Sanofi, Runtastic, and many more.

### Features

Following are the main features of PySpark.
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* In-memory computation
* Distributed processing using parallelize
* Can be used with many cluster managers (Spark, Yarn, Mesos e.t.c)
* Fault-tolerant
* Immutable
* Lazy evaluation
* Cache & persistence
* Inbuild-optimization when using DataFrames
* Supports ANSI SQL

### Advantages of PySpark

* PySpark is a general-purpose, in-memory, distributed processing engine that allows you to process data efficiently in a distributed fashion.
* Applications running on PySpark are 100x faster than traditional systems.
* You will get great benefits using PySpark for data ingestion pipelines.
* Using PySpark we can process data from Hadoop HDFS, AWS S3, and many file systems.
* PySpark also is used to process real-time data using Streaming and Kafka.
* Using PySpark streaming you can also stream files from the file system and also stream from the socket.
* PySpark natively has machine learning and graph libraries.

## PySpark Architecture

Apache Spark works in a master-slave architecture where the master is called “Driver” and slaves are called “Workers”. When you run a Spark application, Spark Driver creates a context that is an entry point to your application, and all operations (transformations and actions) are executed on worker nodes, and the resources are managed by Cluster Manager.
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## Cluster Manager Types

As of writing this Spark with Python (PySpark) tutorial, Spark supports below cluster managers:

* [Standalone](https://spark.apache.org/docs/latest/spark-standalone.html) – a simple cluster manager included with Spark that makes it easy to set up a cluster.
* [Apache Mesos](https://spark.apache.org/docs/latest/running-on-mesos.html) – Mesons is a Cluster manager that can also run Hadoop MapReduce and PySpark applications.
* [Hadoop YARN](https://spark.apache.org/docs/latest/running-on-yarn.html) – the resource manager in Hadoop 2. This is mostly used, cluster manager.
* [Kubernetes](https://spark.apache.org/docs/latest/running-on-kubernetes.html) – an open-source system for automating deployment, scaling, and management of containerized applications.

local – which is not really a cluster manager but still I wanted to mention as we use “local” for master() in order to run Spark on your laptop/computer.

**Spark Web UI – Understanding Spark Execution**

Apache Spark provides a suite of Web UI/User Interfaces ([Jobs](https://sparkbyexamples.com/spark/spark-web-ui-understanding/#spark-jobs), [Stages](https://sparkbyexamples.com/spark/spark-web-ui-understanding/#spark-stages), [Tasks](https://sparkbyexamples.com/spark/spark-web-ui-understanding/#tasks), [Storage](https://sparkbyexamples.com/spark/spark-web-ui-understanding/#storage), [Environment](https://sparkbyexamples.com/spark/spark-web-ui-understanding/#environment), [Executors](https://sparkbyexamples.com/spark/spark-web-ui-understanding/#executors), and [SQL](https://sparkbyexamples.com/spark/spark-web-ui-understanding/#sql)) to monitor the status of your Spark/PySpark application, resource consumption of Spark cluster, and Spark configurations.

To better understand how Spark executes the Spark/PySpark Jobs, these set of user interfaces comes in handy. In this article, I will run a small application and explain how Spark executes this by using different sections in Spark Web UI.

Before going into Spark UI first, learn about these two concepts.

* [Transformations](https://sparkbyexamples.com/apache-spark-rdd/spark-rdd-transformations/)
* [Action](https://sparkbyexamples.com/apache-spark-rdd/spark-rdd-actions/)

Let me give a small brief on those two, Your application code is the set of instructions that instructs the driver to do a Spark Job and let the driver decide how to achieve it with the help of executors.

Instructions to the driver are called Transformations and action will trigger the execution.

I had written a small application which does transformation and action.
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Here we are [creating a DataFrame](https://sparkbyexamples.com/spark/different-ways-to-create-a-spark-dataframe/) by [reading a .csv file](https://sparkbyexamples.com/apache-spark-rdd/spark-load-csv-file-into-rdd/) and checking the count of the DataFrame. Let’s understand how an application gets projected in Spark UI

Spark UI is separated into below tabs.

1. [Spark Jobs](https://sparkbyexamples.com/spark/spark-web-ui-understanding/#spark-jobs)
2. [Stages](https://sparkbyexamples.com/spark/spark-web-ui-understanding/#spark-stages)
3. [Tasks](https://sparkbyexamples.com/spark/spark-web-ui-understanding/#tasks)
4. [Storage](https://sparkbyexamples.com/spark/spark-web-ui-understanding/#storage)
5. [Environment](https://sparkbyexamples.com/spark/spark-web-ui-understanding/#environment)
6. [Executors](https://sparkbyexamples.com/spark/spark-web-ui-understanding/#executors)
7. [SQL](https://sparkbyexamples.com/spark/spark-web-ui-understanding/#sql)

If you are running the Spark application locally, Spark UI can be accessed using the <http://localhost:4040/> . Spark UI by default runs on port 4040 and below are some of the additional UI’s that would be helpful to track Spark application.
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* Spark Application UI: <http://localhost:4040/>
* Resource Manager: [http://localhost:9870](http://localhost:9870/)
* Spark JobTracker: <http://localhost:8088/>
* Node Specific Info: <http://localhost:8042/>

**Note:** To access these URLs, Spark application should in running state. If you wanted to access this URL regardless of your Spark application status and wanted to access Spark UI all the time, you would need to start [Spark History server](https://sparkbyexamples.com/hadoop/spark-setup-on-yarn/#spark-history-server).

**1. Spark Jobs Tab**
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The details that I want you to be aware of under the jobs section are [**Scheduling** **mode**](https://sparkbyexamples.com/spark/spark-web-ui-understanding/#scheduling), the [**number of Spark Jobs**](https://sparkbyexamples.com/spark/spark-web-ui-understanding/#Job), the [**number of stages**](https://sparkbyexamples.com/spark/spark-web-ui-understanding/#Stage) it has, and [**Description**](https://sparkbyexamples.com/spark/spark-web-ui-understanding/#Description) in your spark job.

**1.1 Scheduling Mode**

We have three Scheduling modes.

1. **Standalone**mode
2. **YARN** mode
3. **Mesos**
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As I was running in a local machine, I tried using Standalone mode

**1.2 Number of Spark Jobs:**

Always keep in mind, the number of Spark jobs is equal to the number of actions in the application and each Spark job should have at least one Stage.  
In our above application, we have performed 3 Spark jobs (0,1,2)

* Job *0. read the CSV file.*
* Job *1. Inferschema from the file.*
* Job *2. Count Check*

So if we look at the fig it clearly shows 3 Spark jobs result of 3 actions.

**1.3 Number of Stages**

Each [Wide Transformation](https://sparkbyexamples.com/apache-spark-rdd/spark-rdd-transformations/#wider-transformation) results in a separate Numberof Stages. In our case, Spark job0 and Spark job1 have individual single stages but when it comes to Spark job 3 we can see two stages that are because of the partition of data. Data is partitioned into two files by default.

**1.4 Description**

Description links the complete details of the associated SparkJob like Spark Job Status, DAG Visualization, Completed Stages  
I had explained the description part in the coming part.

**2. Stages Tab**
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We can navigate into Stage Tab in two ways.

1. Select the Description of the respective Spark job (Shows stages only for the Spark job opted)
2. On the top of Spark Job tab select Stages option (Shows all stages in Application)

In our application, we have a total of **4 *Stages***.

The Stage tab displays a summary page that shows the current state of all stages of all Spark jobs in the spark application

The number of tasks you could see in each stage is the number of partitions that spark is going to work on and each task inside a stage is the same work that will be done by spark but on a different partition of data.
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**Stage detail**

Details of stage showcase Directed Acyclic Graph (DAG) of this stage, where vertices represent the RDDs or DataFrame and edges represent an operation to be applied.

let us analyze operations in Stages  
Operations in Stage0 are  
1.FileScanRDD  
2.MapPartitionsRDD

**FileScanRDD**

FileScan represents reading the data from a file.  
It is  given FilePartitions that are custom RDD partitions with PartitionedFiles (file blocks)  
In our scenario, the *CSV file is read*

**MapPartitionsRDD**

MapPartitionsRDD will be created when you use map Partition transformation

![Stage 1](data:image/jpeg;base64,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)Stage1

Operation in Stage(1) are  
1.FileScanRDD  
2.MapPartitionsRDD  
3.SQLExecutionRDD

As File Scan and MapPartitionsRDD is already explained, let us look at SQLExecutionRDD

**SQLExecutionRDD**

SQLExecutionRDD is Spark property that is used to track multiple Spark jobs that should all together constitute a single structured query execution.
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Operation in Stage(2) and Stage(3) are  
1.FileScanRDD  
2.MapPartitionsRDD  
3.WholeStageCodegen  
4.Exchange

**Wholestagecodegen**

A physical query optimizer in Spark SQL that fuses multiple physical operators

**Exchange**

Exchange is performed because of the COUNT method.  
*As data is divided into partitions and shared among executors, to get count there should be adding of the count of from individual partition.*

Represents the shuffle i.e data movement across the cluster(Executors).  
It is the most expensive operation and if number of partitions is more exchange of data between executors will also be more.

**3. Tasks**
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Tasks are located at the bottom space in the respective stage.  
Key things to look task page are:  
1. Input Size – Input for the Stage  
2. Shuffle Write-Output is the stage written.

**4. Storage**

The Storage tab displays the persisted RDDs and DataFrames, if any, in the application. The summary page shows the storage levels, sizes and partitions of all RDDs, and the details page shows the sizes and using executors for all partitions in an RDD or DataFrame.

**5. Environment Tab**
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This environment page has five parts. It is a useful place to check whether your properties have been set correctly.

1. **Runtime Information**: simply contains the runtime properties like versions of Java and Scala.
2. **Spark Properties**: lists the application properties like ‘spark.app.name’ and ‘spark.driver.memory’.
3. **Hadoop Properties**: displays properties relative to Hadoop and YARN. **Note**: Properties like [‘](https://spark.apache.org/docs/3.0.0-preview/configuration.html#execution-behavior)spark.hadoop’ are shown not in this part but in ‘Spark Properties’.
4. **System Properties**: shows more details about the JVM.
5. **Classpath Entries**: lists the classes loaded from different sources, which is very useful to resolve class conflicts.
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The Environment tab displays the values for the different environment and configuration variables, including JVM, Spark, and system properties.

**6. Executors Tab**
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The Executors tab displays summary information about the executors that were created for the application, including memory and disk usage and task and shuffle information. The Storage Memory column shows the amount of memory used and reserved for caching data.

The Executors tab provides not only resource information like amount of memory, disk, and cores used by each executor but also performance information.

In Executors  
*Number of cores = 3 as I gave master as local with 3 threads*  
*Number of tasks =*4

**7. SQL Tab**
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If the application executes Spark SQL queries then the SQL tab displays information, such as the duration, Spark jobs, and physical and logical plans for the queries.

In our application, we performed read and count operation on files and DataFrame. So both read and count are listed SQL Tab

Some of the resources are gathered from <https://spark.apache.org/> thanks for the information.

## RDD Tutorial

This PySpark RDD Tutorial will help you understand what is RDD (Resilient Distributed Dataset)?, It’s advantages, how to create, and using it with Github examples. All RDD examples provided in this Tutorial were tested in our development environment and are available at [GitHub PySpark examples project](https://github.com/spark-examples/pyspark-examples) for quick reference.

By the end of this PySpark tutorial, you will learn What is PySpark RDD? It’s advantages, limitations, creating an RDD, applying transformations, actions, and operating on pair RDD.

## What is RDD (Resilient Distributed Dataset)?

RDD (Resilient Distributed Dataset) is a fundamental building block of PySpark which is fault-tolerant, immutable distributed collections of objects. Immutable meaning once you create an RDD you cannot change it. Each record in RDD is divided into logical partitions, which can be computed on different nodes of the cluster.

In other words, RDDs are a collection of objects similar to list in Python, with the difference being RDD is computed on several processes scattered across multiple physical servers also called nodes in a cluster while a Python collection lives and process in just one process.

Additionally, RDDs provide data abstraction of partitioning and distribution of the data designed to run computations in parallel on several nodes, while doing transformations on RDD we don’t have to worry about the parallelism as PySpark by default provides.

This Apache PySpark RDD tutorial describes the basic operations available on RDDs, such as map(), filter(), and persist() and many more. In addition, this tutorial also explains Pair RDD functions that operate on RDDs of key-value pairs such as groupByKey() and join() etc.

**Note:** RDD’s can have a name and unique identifier (id)

## RDD Benefits

PySpark is widely adapted in Machine learning and Data science community due to it’s advantages compared with traditional python programming.

#### In-Memory Processing

PySpark loads the data from disk and process in memory and keeps the data in memory, this is the main difference between PySpark and Mapreduce (I/O intensive). In between the transformations, we can also cache/persists the RDD in memory to reuse the previous computations.

#### Immutability

PySpark RDD’s are immutable in nature meaning, once RDDs are created you cannot modify. When we apply transformations on RDD, PySpark creates a new RDD and maintains the RDD Lineage.

#### Fault Tolerance

PySpark operates on fault-tolerant data stores on HDFS, S3 e.t.c hence any RDD operation fails, it automatically reloads the data from other partitions. Also, When PySpark applications running on a cluster, PySpark task failures are automatically recovered for a certain number of times (as per the configuration) and finish the application seamlessly.

#### Lazy Evolution

PySpark does not evaluate the RDD transformations as they appear/encountered by Driver instead it keeps the all transformations as it encounters(DAG) and evaluates the all transformation when it sees the first RDD action.

#### Partitioning

When you create RDD from a data, It by default partitions the elements in a RDD. By default it partitions to the number of cores available.

## RDD Limitations

PySpark RDDs are not much suitable for applications that make updates to the state store such as storage systems for a web application. For these applications, it is more efficient to use systems that perform traditional update logging and data checkpointing, such as databases. The goal of RDD is to provide an efficient programming model for batch analytics and leave these asynchronous applications.

## Creating RDD

RDD’s are created primarily in two different ways,

* [parallelizing an existing collection](https://sparkbyexamples.com/pyspark/pyspark-parallelize-create-rdd/) and
* [referencing a dataset in an external storage system](https://sparkbyexamples.com/pyspark/pyspark-read-csv-file-into-dataframe/) (HDFS, S3 and many more).

Before we look into examples, first let’s initialize [SparkSession](https://sparkbyexamples.com/pyspark/pyspark-what-is-sparksession/) using the builder pattern method defined in SparkSession class. While initializing, we need to provide the master and application name as shown below. In realtime application, you will pass master from spark-submit instead of hardcoding on Spark application.

from pyspark.sql import SparkSession

spark:SparkSession = SparkSession.builder()

.master("local[1]")

.appName("SparkByExamples.com")

.getOrCreate()

master() – If you are running it on the cluster you need to use your master name as an argument to master(). usually, it would be either <a href="https://sparkbyexamples.com/hadoop/how-yarn-works/">yarn (Yet Another Resource Negotiator)</a> or mesos depends on your cluster setup.

* Use local[x] when running in Standalone mode. x should be an integer value and should be greater than 0; this represents how many partitions it should create when using RDD, DataFrame, and Dataset. Ideally, x value should be the number of CPU cores you have.

appName() – Used to set your application name.

getOrCreate() – This returns a SparkSession object if already exists, creates new one if not exists.

Note: Creating [SparkSession](https://sparkbyexamples.com/pyspark/pyspark-what-is-sparksession/) object, it internally creates one [SparkContext](https://sparkbyexamples.com/pyspark/pyspark-what-is-sparksession/)per JVM.

#### Create RDD using sparkContext.parallelize()

By using parallelize() function of SparkContext ([sparkContext.parallelize()](https://sparkbyexamples.com/pyspark/pyspark-parallelize-create-rdd/) ) you can create an RDD. This function loads the existing collection from your driver program into parallelizing RDD. This is a basic method to create RDD and used when you already have data in memory that either loaded from a file or from a database. and it required all data to be present on the driver program prior to creating RDD.
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#Create RDD from parallelize

data = [1,2,3,4,5,6,7,8,9,10,11,12]

rdd=spark.sparkContext.parallelize(data)

For production applications, we mostly create RDD by using external storage systems like HDFS, S3, HBase e.t.c. To make it simple for this PySpark RDD tutorial we are using files from the local system or loading it from the python list to create RDD.

#### Create RDD using sparkContext.textFile()

Using [textFile() method we can read a text](https://sparkbyexamples.com/spark/spark-read-text-file-rdd-dataframe/) (.txt) file into RDD.

#Create RDD from external Data source

rdd2 = spark.sparkContext.textFile("/path/textFile.txt")

#### Create RDD using sparkContext.wholeTextFiles()

[wholeTextFiles()](https://sparkbyexamples.com/spark/spark-read-text-file-rdd-dataframe/) function returns a [PairRDD](https://sparkbyexamples.com/apache-spark-rdd/spark-pair-rdd-functions/)with the key being the file path and value being file content.

#Reads entire file into a RDD as single record.

rdd3 = spark.sparkContext.wholeTextFiles("/path/textFile.txt")

Besides using text files, we can also [create RDD from CSV file](https://sparkbyexamples.com/pyspark/pyspark-read-csv-file-into-dataframe/), JSON, and more formats.

#### Create empty RDD using sparkContext.emptyRDD

Using emptyRDD() method on sparkContext we can [create an RDD with no data](https://sparkbyexamples.com/spark/spark-how-to-create-an-empty-rdd/). This method creates an empty RDD with no partition.

# Creates empty RDD with no partition

rdd = spark.sparkContext.emptyRDD

# rddString = spark.sparkContext.emptyRDD[String]

#### Creating empty RDD with partition

Some times we may need to write an empty RDD to files by partition, In this case, you should create an empty RDD with partition.

#Create empty RDD with partition

rdd2 = spark.sparkContext.parallelize([],10) #This creates 10 partitions

## RDD Parallelize

When we use parallelize() or textFile() or wholeTextFiles() methods of [SparkContxt](https://sparkbyexamples.com/pyspark/pyspark-what-is-sparksession/)to initiate RDD, it automatically splits the data into partitions based on resource availability. when you run it on a laptop it would create partitions as the same number of cores available on your system.

**getNumPartitions()** – This a RDD function which returns a number of partitions our dataset split into.

print("initial partition count:"+str(rdd.getNumPartitions()))

#Outputs: initial partition count:2

**Set parallelize manually** – We can also set a number of partitions manually, all, we need is, to pass a number of partitions as the second parameter to these functions for example  sparkContext.parallelize([1,2,3,4,56,7,8,9,12,3], 10).

## Repartition and Coalesce

Some times we may need to [repartition the RDD](https://sparkbyexamples.com/pyspark/pyspark-repartition-vs-coalesce/), PySpark provides two ways to repartition; first using repartition() method which shuffles data from all nodes also called full shuffle and second [coalesce()](https://sparkbyexamples.com/pyspark/pyspark-repartition-vs-coalesce/) method which [shuffle](https://sparkbyexamples.com/spark/spark-shuffle-partitions/)data from minimum nodes, for examples if you have data in 4 partitions and doing coalesce(2) moves data from just 2 nodes.

Both of the functions take the number of partitions to repartition rdd as shown below.  Note that <a href="https://sparkbyexamples.com/pyspark/pyspark-repartition-vs-coalesce/">repartition()</a> method is a very expensive operation as it shuffles data from all nodes in a cluster.

reparRdd = rdd.repartition(4)

print("re-partition count:"+str(reparRdd.getNumPartitions()))

#Outputs: "re-partition count:4

**Note:** repartition() or coalesce() methods also returns a new RDD.

## RDD Operations

**RDD transformations –** Transformations are lazy operations, instead of updating an RDD, these operations return another RDD.  
**RDD actions –** operations that trigger computation and return RDD values.

### RDD Transformations with example

[Transformations on PySpark RDD](https://sparkbyexamples.com/pyspark/pyspark-rdd-transformations/) returns another RDD and transformations are lazy meaning they don’t execute until you call an action on RDD. Some transformations on RDD’s are flatMap(), map(), reduceByKey(), filter(), sortByKey() and return new RDD instead of updating the current.

In this PySpark RDD Transformation section of the tutorial, I will explain transformations using the word count example. The below image demonstrates different RDD transformations we going to use.

First, create an RDD by reading a text file. The text file used here is available at the [GitHub](https://github.com/spark-examples/spark-scala-examples/blob/master/src/main/resources/test.txt) project.

rdd = spark.sparkContext.textFile("/tmp/test.txt")

**flatMap**– flatMap() transformation flattens the RDD after applying the function and returns a new RDD. On the below example, first, it splits each record by space in an RDD and finally flattens it. Resulting RDD consists of a single word on each record.

rdd2 = rdd.flatMap(lambda x: x.split(" "))

**map**– map() transformation is used the apply any complex operations like adding a column, updating a column e.t.c, the output of map transformations would always have the same number of records as input.

In our word count example, we are adding a new column with value 1 for each word, the result of the RDD is PairRDDFunctions which contains key-value pairs, word of type String as Key and 1 of type Int as value.

rdd3 = rdd2.map(lambda x: (x,1))

**reduceByKey** – reduceByKey() merges the values for each key with the function specified. In our example, it reduces the word string by applying the sum function on value. The result of our RDD contains unique words and their count.

rdd5 = rdd4.reduceByKey(lambda a,b: a+b)

**sortByKey** – sortByKey() transformation is used to sort RDD elements on key. In our example, first, we convert RDD[(String,Int]) to RDD[(Int, String]) using map transformation and apply sortByKey which ideally does sort on an integer value. And finally, foreach with println statements returns all words in RDD and their count as key-value pair

rdd6 = rdd5.map(lambda x: (x[1],x[0])).sortByKey()

#Print rdd6 result to console

print(rdd6.collect())

**filter** – filter() transformation is used to filter the records in an RDD. In our example we are filtering all words starts with “a”.

rdd4 = rdd3.filter(lambda x : 'an' in x[1])

print(rdd4.collect())

Please refer to this page for the full list of [RDD transformations](https://sparkbyexamples.com/pyspark/pyspark-rdd-transformations/).

### RDD Actions with example

[RDD Action operations](https://sparkbyexamples.com/pyspark/pyspark-rdd-actions/) return the values from an RDD to a driver program. In other words, any RDD function that returns non-RDD is considered as an action.

In this section of the PySpark RDD tutorial, we will continue to use our word count example and performs some actions on it.

**count**() – Returns the number of records in an RDD

# Action - count

print("Count : "+str(rdd6.count()))

**first**() – Returns the first record.

# Action - first

firstRec = rdd6.first()

print("First Record : "+str(firstRec[0]) + ","+ firstRec[1])

**max**() – Returns max record.

# Action - max

datMax = rdd6.max()

print("Max Record : "+str(datMax[0]) + ","+ datMax[1])

**reduce**() – Reduces the records to single, we can use this to count or sum.

# Action - reduce

totalWordCount = rdd6.reduce(lambda a,b: (a[0]+b[0],a[1]))

print("dataReduce Record : "+str(totalWordCount[0]))

**take**() – Returns the record specified as an argument.

# Action - take

data3 = rdd6.take(3)

for f in data3:

print("data3 Key:"+ str(f[0]) +", Value:"+f[1])

**collect**() – Returns all data from RDD as an array. Be careful when you use this action when you are working with huge RDD with millions and billions of data as you may run out of memory on the driver.

# Action - collect

data = rdd6.collect()

for f in data:

print("Key:"+ str(f[0]) +", Value:"+f[1])

**saveAsTextFile**() – Using saveAsTestFile action, we can write the RDD to a text file.

rdd6.saveAsTextFile("/tmp/wordCount")

Note: Please refer to this page for a full list of [RDD actions](https://sparkbyexamples.com/pyspark/pyspark-rdd-actions/).

## Types of RDD

**PairRDDFunctions or PairRDD** – [Pair RDD](https://sparkbyexamples.com/apache-spark-rdd/spark-pair-rdd-functions/) is a key-value pair This is mostly used RDD type,

**ShuffledRDD –**

**DoubleRDD –**

**SequenceFileRDD –**

**HadoopRDD –**

**ParallelCollectionRDD –**

## Shuffle Operations

Shuffling is a mechanism PySpark uses to[redistribute the data](https://sparkbyexamples.com/pyspark/pyspark-repartition-vs-coalesce/) across different executors and even across machines. PySpark shuffling triggers when we perform certain transformation operations like gropByKey(), reduceByKey(), join() on RDDS

PySpark Shuffle is an expensive operation since it involves the following

* Disk I/O
* Involves data serialization and deserialization
* Network I/O

When[creating an RDD](https://sparkbyexamples.com/apache-spark-rdd/different-ways-to-create-spark-rdd/), PySpark doesn’t necessarily store the data for all keys in a partition since at the time of creation there is no way we can set the key for data set.

Hence, when we run the reduceByKey() operation to aggregate the data on keys, PySpark does the following. needs to first run tasks to collect all the data from all partitions and

For example, when we perform reduceByKey() operation, PySpark does the following

* PySpark first runs map tasks on all partitions which groups all values for a single key.
* The results of the map tasks are kept in memory.
* When results do not fit in memory, PySpark stores the data into a disk.
* PySpark shuffles the mapped data across partitions, some times it also stores the shuffled data into a disk for reuse when it needs to recalculate.
* Run the garbage collection
* Finally runs reduce tasks on each partition based on key.

PySpark RDD triggers shuffle and repartition for several operations like repartition() and coalesce(),  groupByKey(),  reduceByKey(), cogroup() and join() but not countByKey() .

### Shuffle partition size & Performance

Based on your dataset size, a number of cores and memory PySpark shuffling can benefit or harm your jobs. When you dealing with less amount of data, you should typically reduce the shuffle partitions otherwise you will end up with many partitioned files with less number of records in each partition. which results in running many tasks with lesser data to process.

On other hand, when you have too much of data and having less number of partitions results in fewer longer running tasks and some times you may also get out of memory error.

Getting the right size of the shuffle partition is always tricky and takes many runs with different values to achieve the optimized number. This is one of the key properties to look for when you have performance issues on PySpark jobs.

## RDD Persistence Tutorial

PySpark Cache and Persist are optimization techniques to [improve the performance of the RDD](https://sparkbyexamples.com/apache-spark-rdd/spark-rdd-cache-and-persist-example/) jobs that are iterative and interactive. In this PySpark RDD Tutorial section, I will explain how to use persist() and cache() methods on RDD with examples.

Though PySpark provides computation 100 x times faster than traditional Map Reduce jobs, If you have not designed the jobs to reuse the repeating computations you will see degrade in performance when you are dealing with billions or trillions of data. Hence, we need to look at the computations and use optimization techniques as one of the ways to improve performance.

Using [cache() and persist()](https://sparkbyexamples.com/apache-spark-rdd/spark-rdd-cache-and-persist-example/) methods, PySpark provides an optimization mechanism to store the intermediate computation of an RDD so they can be reused in subsequent actions.

When you persist or cache an RDD, each worker node stores it’s partitioned data in memory or disk and reuses them in other actions on that RDD. And Spark’s persisted data on nodes are fault-tolerant meaning if any partition is lost, it will automatically be recomputed using the original transformations that created it.

### Advantages of Persisting RDD

* **Cost efficient** – PySpark computations are very expensive hence reusing the computations are used to save cost.
* **Time efficient** – Reusing the repeated computations saves lots of time.
* **Execution time** – Saves execution time of the job which allows us to perform more jobs on the same cluster.

### RDD Cache

PySpark RDD **cache()** method by default saves RDD computation to[storage level](https://sparkbyexamples.com/spark/spark-persistance-storage-levels/) **MEMORY\_ONLY**` meaning it will store the data in the JVM heap as unserialized objects.

PySpark cache() method in RDD class internally calls persist() method which in turn uses sparkSession.sharedState.cacheManager.cacheQuery to cache the result set of RDD. Let’s look at an example.

cachedRdd = rdd.cache()

### RDD Persist

PySpark persist() method is used to store the RDD to one of the [storage levels](https://sparkbyexamples.com/spark/spark-persistance-storage-levels/) **MEMORY\_ONLY,MEMORY\_AND\_DISK, MEMORY\_ONLY\_SER, MEMORY\_AND\_DISK\_SER, DISK\_ONLY, MEMORY\_ONLY\_2,MEMORY\_AND\_DISK\_2** and more.

PySpark persist has two signature first signature doesn’t take any argument which by default saves it to **MEMORY\_ONLY** storage level and the second signature which takes StorageLevel as an argument to store it to different storage levels.

import pyspark

dfPersist = rdd.persist(pyspark.StorageLevel.MEMORY\_ONLY)

dfPersist.show(false)

### RDD Unpersist

PySpark automatically monitors every persist() and cache() calls you make and it checks usage on each node and drops persisted data if not used or by using least-recently-used (LRU) algorithm. You can also manually remove using unpersist() method. unpersist() marks the RDD as non-persistent, and remove all blocks for it from memory and disk.

rddPersist2 = rddPersist.unpersist()

unpersist(Boolean) with boolean as argument blocks until all blocks are deleted.

### Persistence Storage Levels

All different storage level PySpark supports are available at org.apache.spark.storage.StorageLevel class. Storage Level defines how and where to store the RDD.

**MEMORY\_ONLY** – This is the default behavior of the RDD cache() method and stores the RDD as deserialized objects to JVM memory. When there is no enough memory available it will not save to RDD of some partitions and these will be re-computed as and when required. This takes more storage but runs faster as it takes few CPU cycles to read from memory.

**MEMORY\_ONLY\_SER** – This is the same as MEMORY\_ONLY but the difference being it stores RDD as serialized objects to JVM memory. It takes lesser memory (space-efficient) then MEMORY\_ONLY as it saves objects as serialized and takes an additional few more CPU cycles in order to deserialize.

**MEMORY\_ONLY\_2** – Same as MEMORY\_ONLY storage level but replicate each partition to two cluster nodes.

**MEMORY\_ONLY\_SER\_2** – Same as MEMORY\_ONLY\_SER storage level but replicate each partition to two cluster nodes.

**MEMORY\_AND\_DISK** – In this Storage Level, The RDD will be stored in JVM memory as a deserialized objects. When required storage is greater than available memory, it stores some of the excess partitions in to disk and reads the data from disk when it required. It is slower as there is I/O involved.

**MEMORY\_AND\_DISK\_SER** – This is same as MEMORY\_AND\_DISK storage level difference being it serializes the RDD objects in memory and on disk when space not available.

**MEMORY\_AND\_DISK\_2** – Same as MEMORY\_AND\_DISK storage level but replicate each partition to two cluster nodes.

**MEMORY\_AND\_DISK\_SER\_2** – Same as MEMORY\_AND\_DISK\_SER storage level but replicate each partition to two cluster nodes.

**DISK\_ONLY** – In this storage level, RDD is stored only on disk and the CPU computation time is high as I/O involved.

**DISK\_ONLY\_2** – Same as DISK\_ONLY storage level but replicate each partition to two cluster nodes.

## Shared Variables Tutorial

In this section of the PySpark RDD tutorial, let’s learn what are the different types of PySpark Shared variables and how they are used in PySpark transformations.

When PySpark executes transformation using map() or reduce() operations, It executes the transformations on a remote node by using the variables that are shipped with the tasks and these variables are not sent back to PySpark Driver hence there is no capability to reuse and sharing the variables across tasks. PySpark shared variables solve this problem using the below two techniques. PySpark provides two types of shared variables.

* Broadcast variables (read-only shared variable)
* Accumulator variables (updatable shared variables)

### Broadcast read-only Variables

[Broadcast variables](https://sparkbyexamples.com/pyspark/pyspark-broadcast-variables/) are read-only shared variables that are cached and available on all nodes in a cluster in-order to access or use by the tasks. Instead of sending this data along with every task, PySpark distributes broadcast variables to the machine using efficient broadcast algorithms to reduce communication costs.

One of the best use-case of PySpark RDD Broadcast is to use with lookup data for example zip code, state, country lookups e.t.c

When you run a PySpark RDD job that has the Broadcast variables defined and used, PySpark does the following.

* PySpark breaks the job into stages that have distributed shuffling and actions are executed with in the stage.
* Later Stages are also broken into tasks
* PySpark broadcasts the common data (reusable) needed by tasks within each stage.
* The broadcasted data is cache in serialized format and deserialized before executing each task.

The PySpark Broadcast is created using the broadcast(v) method of the SparkContext class. This method takes the argument v that you want to broadcast.

broadcastVar = sc.broadcast([0, 1, 2, 3])

broadcastVar.value

Note that broadcast variables are not sent to executors with sc.broadcast(variable) call instead, they will be sent to executors when they are first used.

Refer to [PySpark RDD Broadcast shared variable](https://sparkbyexamples.com/pyspark/pyspark-broadcast-variables/) for more detailed example.

### Accumulators

PySpark Accumulators are another type shared variable that are only “added” through an [associative and commutative operation](https://sparkbyexamples.com/spark/spark-accumulators/) and are used to perform counters (Similar to Map-reduce counters) or sum operations.

PySpark by default supports creating an accumulator of any numeric type and provides the capability to add custom accumulator types. Programmers can create following accumulators

* named accumulators
* unnamed accumulators

When you create a named accumulator, you can see them on [PySpark web UI](https://sparkbyexamples.com/spark/spark-web-ui-understanding/) under the “Accumulator” tab. On this tab, you will see two tables; the first table “accumulable” – consists of all named accumulator variables and their values. And on the second table “Tasks” – value for each accumulator modified by a task.

Where as unnamed accumulators are not shows on PySpark web UI, For all practical purposes it is suggestable to use named accumulators.

Accumulator variables are created using SparkContext.longAccumulator(v)

accum = sc.longAccumulator("SumAccumulator")

sc.parallelize([1, 2, 3]).foreach(lambda x: accum.add(x))

PySpark by default provides accumulator methods for long, double and collection types. All these methods are present in [SparkContext](https://sparkbyexamples.com/pyspark/pyspark-what-is-sparksession/) class and return LongAccumulator, DoubleAccumulator, and CollectionAccumulator respectively.

* [Long Accumulator](https://sparkbyexamples.com/spark/spark-accumulators/#LongAccumulator)
* [Double Accumulator](https://sparkbyexamples.com/spark/spark-accumulators/#DoubleAccumulator)
* [Collection Accumulator](https://sparkbyexamples.com/spark/spark-accumulators/#CollectionAccumulator)

# parallelize() – Create RDD from a list data

PySpark parallelize() is a function in SparkContext and is used to create an RDD from a list collection. In this article, I will explain the usage of parallelize to create RDD and how to create an empty RDD with PySpark example.

Before we start let me explain what is RDD, [Resilient Distributed Datasets (**RDD**)](https://sparkbyexamples.com/spark-rdd-tutorial/) is a fundamental data structure of PySpark, It is an immutable distributed collection of objects. Each dataset in **RDD** is divided into logical partitions, which may be computed on different nodes of the cluster.

* PySpark Parallelizing an existing collection in your driver program.

Below is an example of how to create an RDD using a parallelize method from [Sparkcontext](https://sparkbyexamples.com/spark/spark-sparkcontext/). sparkContext.parallelize([1,2,3,4,5,6,7,8,9,10]) creates an RDD with a list of Integers.

## ****Using sc.parallelize on PySpark Shell or REPL****

PySpark shell provides [SparkContext](https://sparkbyexamples.com/spark/spark-sparkcontext/) variable “sc”, use sc.parallelize() to create an RDD.

rdd = sc.parallelize([1,2,3,4,5,6,7,8,9,10])

## ****Using PySpark sparkContext.parallelize****() in application

Since PySpark 2.0, First, you need to create a [SparkSession](https://sparkbyexamples.com/pyspark/pyspark-what-is-sparksession/) which internally creates a SparkContext for you.

import pyspark

from pyspark.sql import SparkSession

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

sparkContext=spark.sparkContext

Now, use sparkContext.parallelize() to create rdd from a list or collection.

rdd=sparkContext.parallelize([1,2,3,4,5])

rddCollect = rdd.collect()

print("Number of Partitions: "+str(rdd.getNumPartitions()))

print("Action: First element: "+str(rdd.first()))

print(rddCollect)

By executing the above program you should see below output.

Number of Partitions: 4

Action: First element: 1

[1, 2, 3, 4, 5]

parallelize() function also has another signature which additionally takes integer argument to specifies the number of partitions. Partitions are basic units of parallelism in PySpark.

Remember, RDDs in PySpark are a collection of partitions.

## create empty RDD by using ****sparkContext.parallelize****

Some times we may need to create empty RDD and you can also use parallelize() in order to create it.

emptyRDD = sparkContext.emptyRDD()

emptyRDD2 = rdd=sparkContext.parallelize([])

print("is Empty RDD : "+str(emptyRDD2.isEmpty()))

The complete code can be downloaded from [GitHub – PySpark Examples project](https://github.com/spark-examples/pyspark-examples/blob/master/pyspark-parallelize.py)

# Repartition() vs Coalesce()

Let’s see the difference between PySpark repartition() vs coalesce(), repartition() is used to increase or decrease the RDD/DataFrame partitions whereas the PySpark coalesce() is used to only decrease the number of partitions in an efficient way.

In this article, you will learn what is PySpark repartition() and coalesce() methods? and the difference between repartition vs coalesce with PySpark examples.

* [RDD Partition](https://sparkbyexamples.com/pyspark/pyspark-repartition-vs-coalesce/#rdd-partition)
  + [RDD repartition](https://sparkbyexamples.com/pyspark/pyspark-repartition-vs-coalesce/#rdd-repartition)
  + [RDD coalesce](https://sparkbyexamples.com/pyspark/pyspark-repartition-vs-coalesce/#rdd-coalesce)
* [DataFrame Partition](https://sparkbyexamples.com/pyspark/pyspark-repartition-vs-coalesce/#dataframe-partition)
  + [DataFrame repartition](https://sparkbyexamples.com/pyspark/pyspark-repartition-vs-coalesce/#dataframe-repartition)
  + [DataFrame coalesce](https://sparkbyexamples.com/pyspark/pyspark-repartition-vs-coalesce/#dataframe-%20coalesce)

One important point to note is, PySpark repartition() and coalesce() are **very expensive operations** as they **shuffle the data across many partitions** hence try to minimize using these as much as possible.

## RDD Repartition() vs Coalesce()

In RDD, you can create parallelism at the time of the [creation of an RDD](https://sparkbyexamples.com/apache-spark-rdd/different-ways-to-create-spark-rdd/) using [parallelize()](https://sparkbyexamples.com/apache-spark-rdd/how-to-create-an-rdd-using-parallelize/), [textFile()](https://sparkbyexamples.com/apache-spark-rdd/spark-read-multiple-text-files-into-a-single-rdd/) and [wholeTextFiles()](https://sparkbyexamples.com/apache-spark-rdd/spark-read-multiple-text-files-into-a-single-rdd/).

rdd = spark.sparkContext.parallelize((0,20))

print("From local[5]"+str(rdd.getNumPartitions()))

rdd1 = spark.sparkContext.parallelize((0,25), 6)

print("parallelize : "+str(rdd1.getNumPartitions()))

rddFromFile = spark.sparkContext.textFile("src/main/resources/test.txt",10)

print("TextFile : "+str(rddFromFile.getNumPartitions()))

The above example yields below output.

From local[5] : 5

Parallelize : 6

TextFile : 10

spark.sparkContext.parallelize(Range(0,20),6) distributes RDD into 6 partitions and the data is distributed as below.

rdd1.saveAsTextFile("/tmp/partition")

//Writes 6 part files, one for each partition

Partition 1 : 0 1 2

Partition 2 : 3 4 5

Partition 3 : 6 7 8 9

Partition 4 : 10 11 12

Partition 5 : 13 14 15

Partition 6 : 16 17 18 19

### 1.1 RDD repartition()

Spark RDD repartition() method is used to increase or decrease the partitions. The below example decreases the partitions from 10 to 4 by moving data from all partitions.

rdd2 = rdd1.repartition(4)

print("Repartition size : "+str(rdd2.getNumPartitions()))

rdd2.saveAsTextFile("/tmp/re-partition")

This yields output Repartition size : 4 and the repartition re-distributes the data(as shown below) from all partitions which is full shuffle leading to very expensive operation when dealing with billions and trillions of data.

Partition 1 : 1 6 10 15 19

Partition 2 : 2 3 7 11 16

Partition 3 : 4 8 12 13 17

Partition 4 : 0 5 9 14 18

### 1.2 RDD coalesce()

Spark RDD coalesce() is used only to reduce the number of partitions. This is optimized or improved version of repartition() where the movement of the data across the partitions is lower using coalesce.

rdd3 = rdd1.coalesce(4)

print("Repartition size : "+str(rdd3.getNumPartitions()))

rdd3.saveAsTextFile("/tmp/coalesce")

If you compared the below output with section 1, you will notice partition 3 has been moved to 2 and Partition 6 has moved to 5, resulting data movement from just 2 partitions.

Partition 1 : 0 1 2

Partition 2 : 3 4 5 6 7 8 9

Partition 4 : 10 11 12

Partition 5 : 13 14 15 16 17 18 19

### 1.3 Complete Example of PySpark RDD repartition and coalesce

Below is a complete example of PySpark RDD repartition and coalesce in Scala language.

import pyspark

from pyspark.sql import SparkSession

spark = SparkSession.builder.appName('SparkByExamples.com') \

.master("local[5]").getOrCreate()

df = spark.range(0,20)

print(df.rdd.getNumPartitions())

spark.conf.set("spark.sql.shuffle.partitions", "500")

rdd = spark.sparkContext.parallelize((0,20))

print("From local[5]"+str(rdd.getNumPartitions()))

rdd1 = spark.sparkContext.parallelize((0,25), 6)

print("parallelize : "+str(rdd1.getNumPartitions()))

"""rddFromFile = spark.sparkContext.textFile("src/main/resources/test.txt",10)

print("TextFile : "+str(rddFromFile.getNumPartitions())) """

rdd1.saveAsTextFile("c://tmp/partition2")

rdd2 = rdd1.repartition(4)

print("Repartition size : "+str(rdd2.getNumPartitions()))

rdd2.saveAsTextFile("c://tmp/re-partition2")

rdd3 = rdd1.coalesce(4)

print("Repartition size : "+str(rdd3.getNumPartitions()))

rdd3.saveAsTextFile("c:/tmp/coalesce2")

## DataFrame repartition() vs coalesce()

Like RDD, you can’t specify the partition/parallelism while [creating DataFrame](https://sparkbyexamples.com/pyspark/different-ways-to-create-dataframe-in-pyspark/). DataFrame by default internally uses the methods specified in Section 1 to determine the default partition and splits the data for parallelism.

If you are not familiar with DataFrame, I will recommend to learn the DataFrame before proceeding further on this article.

import pyspark

from pyspark.sql import SparkSession

spark = SparkSession.builder.appName('SparkByExamples.com') \

.master("local[5]").getOrCreate()

df=spark.range(0,20)

print(df.rdd.getNumPartitions())

df.write.mode("overwrite").csv("c:/tmp/partition.csv")

The above example creates 5 partitions as specified in master("local[5]") and the data is distributed across all these 5 partitions.

Partition 1 : 0 1 2 3

Partition 2 : 4 5 6 7

Partition 3 : 8 9 10 11

Partition 4 : 12 13 14 15

Partition 5 : 16 17 18 19

### 2.1 DataFrame repartition()

Similar to RDD, the PySpark DataFrame repartition() method is used to increase or decrease the partitions. The below example increases the partitions from 5 to 6 by moving data from all partitions.

df2 = df.repartition(6)

print(df2.rdd.getNumPartitions())

Just increasing 1 partition results data movements from all partitions.

Partition 1 : 14 1 5

Partition 2 : 4 16 15

Partition 3 : 8 3 18

Partition 4 : 12 2 19

Partition 5 : 6 17 7 0

Partition 6 : 9 10 11 13

And, even decreasing the partitions also results in moving data from all partitions. hence when you wanted to decrease the partition recommendation is to use coalesce()/

### 2.2 DataFrame coalesce()

Spark DataFrame coalesce() is used only to decrease the number of partitions. This is an optimized or improved version of repartition() where the movement of the data across the partitions is fewer using coalesce.

df3 = df.coalesce(2)

print(df3.rdd.getNumPartitions())

This yields output 2 and the resultant partition looks like

Partition 1 : 0 1 2 3 8 9 10 11

Partition 2 : 4 5 6 7 12 13 14 15 16 17 18 19

Since we are reducing 5 to 2 partitions, the data movement happens only from 3 partitions and it moves to remain 2 partitions.

### Default Shuffle Partition

Calling groupBy(),union(),join() and similar functions on DataFrame results in shuffling data between multiple executors and even machines and finally repartitions data into **200** partitions by default. PySpark default defines shuffling partition to 200 using spark.sql.shuffle.partitions configuration.

df4 = df.groupBy("id").count()

print(df4.rdd.getNumPartitions())

Post shuffle operations, you can change the partitions either using coalesce() or repartition().

#### Conclusion

In this PySpark repartition() vs coalesce() article, you have learned how to create an RDD with partition, repartition the RDD using coalesce(), repartition DataFrame using repartition() and coalesce() methods and leaned the difference between repartition and coalesce.

# Broadcast Variables

In PySpark RDD and DataFrame, Broadcast variables are read-only shared variables that are cached and available on all nodes in a cluster in-order to access or use by the tasks. Instead of sending this data along with every task, PySpark distributes broadcast variables to the workers using efficient broadcast algorithms to reduce communication costs.

### Use case

Let me explain with an example when to use broadcast variables, assume you are getting a two-letter country state code in a file and you wanted to transform it to full state name, (for example CA to California, NY to New York e.t.c) by doing a lookup to reference mapping. In some instances, this data could be large and you may have many such lookups (like zip code e.t.c).

Instead of distributing this information along with each task over the network (overhead and time consuming), we can use the broadcast variable to cache this lookup info on each machine and tasks use this cached info while executing the transformations.

## How does PySpark Broadcast work?

Broadcast variables are used in the same way for RDD, DataFrame.

When you run a PySpark RDD, DataFrame applications that have the Broadcast variables defined and used, PySpark does the following.

* PySpark breaks the job into stages that have distributed shuffling and actions are executed with in the stage.
* Later Stages are also broken into tasks
* Spark broadcasts the common data (reusable) needed by tasks within each stage.
* The broadcasted data is cache in serialized format and deserialized before executing each task.

You should be creating and using broadcast variables for data that shared across multiple stages and tasks.

Note that broadcast variables are not sent to executors with sc.broadcast(variable) call instead, they will be sent to executors when they are first used.

## How to create Broadcast variable

The PySpark Broadcast is created using the broadcast(v) method of the SparkContext class. This method takes the argument v that you want to broadcast.

### In PySpark shell

broadcastVar = sc.broadcast(Array(0, 1, 2, 3))

broadcastVar.value

## PySpark RDD Broadcast variable example

Below is a very simple example of how to use broadcast variables on RDD. This example defines commonly used data (states) in a Map variable and distributes the variable using SparkContext.broadcast() and then use these variables on RDD map() transformation.

import pyspark

from pyspark.sql import SparkSession

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

states = {"NY":"New York", "CA":"California", "FL":"Florida"}

broadcastStates = spark.sparkContext.broadcast(states)

data = [("James","Smith","USA","CA"),

("Michael","Rose","USA","NY"),

("Robert","Williams","USA","CA"),

("Maria","Jones","USA","FL")

]

rdd = spark.sparkContext.parallelize(data)

def state\_convert(code):

return broadcastStates.value[code]

result = rdd.map(lambda x: (x[0],x[1],x[2],state\_convert(x[3]))).collect()

print(result)

Yields below output
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## PySpark DataFrame Broadcast variable example

Below is an example of how to use broadcast variables on DataFrame, similar to above RDD example, This also uses commonly used data (states) in a Map variable and distributes the variable using SparkContext.broadcast() and then use these variables on DataFrame map() transformation.

If you are not familiar with DataFrame, I will recommend to learn the DataFrame before proceeding further on this article.

import pyspark

from pyspark.sql import SparkSession

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

states = {"NY":"New York", "CA":"California", "FL":"Florida"}

broadcastStates = spark.sparkContext.broadcast(states)

data = [("James","Smith","USA","CA"),

("Michael","Rose","USA","NY"),

("Robert","Williams","USA","CA"),

("Maria","Jones","USA","FL")

]

columns = ["firstname","lastname","country","state"]

df = spark.createDataFrame(data = data, schema = columns)

df.printSchema()

df.show(truncate=False)

def state\_convert(code):

return broadcastStates.value[code]

result = df.rdd.map(lambda x: (x[0],x[1],x[2],state\_convert(x[3]))).toDF(columns)

result.show(truncate=False)

Above example first [creates a DataFrame](https://sparkbyexamples.com/spark/different-ways-to-create-a-spark-dataframe/), transform the data using broadcast variable and yields below output.
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You can also use the broadcast variable on the filter and joins. Below is a filter example.

# Broadcast variable on filter

filteDf= df.where((df['state'].isin(broadcastStates.value)))

### Conclusion

In this PySpark Broadcast variable article, you have learned what is Broadcast variable, it’s advantage and how to use in RDD and Dataframe with Pyspark example.

### Reference

* <https://spark.apache.org/docs/2.2.0/rdd-programming-guide.html#broadcast-variables>

# PySpark Accumulator with Example

The PySpark Accumulator is a shared variable that is used with RDD and DataFrame to perform sum and counter operations similar to Map-reduce counters. These variables are shared by all executors to update and add information through aggregation or computative operations.

In this article, I’ve explained what is PySpark Accumulator, how to create, and using it on RDD and DataFrame with an example.

**What is PySpark Accumulator?**

Accumulators are write-only and initialize once variables where only tasks that are running on workers are allowed to update and updates from the workers get propagated automatically to the driver program. But, only the driver program is allowed to access the Accumulator variable using the **value**property.

**How to create Accumulator variable in PySpark?**

Using **accumulator**() from SparkContext class we can create an Accumulator in PySpark programming. Users can also create Accumulators for custom types using AccumulatorParam class of PySpark.

**Some points to note..**

* **sparkContext.accumulator()**is used to define accumulator variables.
* **add()** function is used to add/update a value in accumulator
* **value** property on the accumulator variable is used to retrieve the value from the accumulator.

We can create Accumulators in PySpark for primitive types **int** and **float**. Users can also create Accumulators for custom types using AccumulatorParam class of PySpark.

## Creating Accumulator Variable

Below is an example of how to create an accumulator variable “**accum**” of type int and using it to sum all values in an RDD.

accum=sc.accumulator(0)

rdd=spark.sparkContext.parallelize([1,2,3,4,5])

rdd.foreach(lambda x:accum.add(x))

print(accum.value) #Accessed by driver

Here, we have created an accumulator variable **accum** using **spark.sparkContext.accumulator(0)** with initial value 0. Later, we are [iterating each element in an rdd using foreach() action](https://sparkbyexamples.com/spark/spark-foreach-usage-with-examples/) and adding each element of rdd to accum variable. Finally, we are getting accumulator value using **accum.value**property.

Note that, In this example, rdd.foreach() is executed on workers and accum.value is called from PySpark driver program.

Let’s see another example of an accumulator, this time will do with a function.

accuSum=spark.sparkContext.accumulator(0)

def countFun(x):

global accuSum

accuSum+=x

rdd.foreach(countFun)

print(accuSum.value)

We can also use accumulators to do a counters.

accumCount=spark.sparkContext.accumulator(0)

rdd2=spark.sparkContext.parallelize([1,2,3,4,5])

rdd2.foreach(lambda x:accumCount.add(1))

print(accumCount.value)

## Accumulator Example

Below is a complete RDD example of using different accumulators that I was able to run on my environment.

import pyspark

from pyspark.sql import SparkSession

spark=SparkSession.builder.appName("accumulator").getOrCreate()

accum=spark.sparkContext.accumulator(0)

rdd=spark.sparkContext.parallelize([1,2,3,4,5])

rdd.foreach(lambda x:accum.add(x))

print(accum.value)

accuSum=spark.sparkContext.accumulator(0)

def countFun(x):

global accuSum

accuSum+=x

rdd.foreach(countFun)

print(accuSum.value)

accumCount=spark.sparkContext.accumulator(0)

rdd2=spark.sparkContext.parallelize([1,2,3,4,5])

rdd2.foreach(lambda x:accumCount.add(1))

print(accumCount.value)

#### Conclusion

In summary, PySpark Accumulators are shared variables that can be updated by executors and propagates back to driver program. These variables are used to add sum or counts and final results can be accessed only by driver program.

#### Reference

* <https://spark.apache.org/docs/latest/api/python/_modules/pyspark/accumulators.html>

# Create DataFrame with Examples

You can manually c**reate a PySpark DataFrame** using toDF() and createDataFrame() methods, both these function takes different signatures in order to create DataFrame from existing RDD, list, and DataFrame.

You can also create PySpark DataFrame from data sources like TXT, CSV, JSON, ORV, Avro, Parquet, XML formats by reading from HDFS, S3, DBFS, Azure Blob file systems e.t.c.

**Related:**

* [**Fetch More Than 20 Rows & Column Full Value in DataFrame**](https://sparkbyexamples.com/spark/spark-fetch-more-than-20-rows-full-column-value/)

# Show 50 rows

df.show(50)

# Show 20 rows with full column value

df.show(truncate=False)

# Show 50 rows & full column value

df.show(50,truncate=False)

# Show 20 rows, column length 20 & displays data in vertical

**df.show(n=20,truncate=20,vertical=True)**

* [**Get Current Number of Partitions of Spark DataFrame**](https://sparkbyexamples.com/spark/spark-get-current-number-of-partitions-of-dataframe/)

# RDD

rdd.getNumPartitions()

# For DataFrame, convert to RDD first

df.rdd.getNumPartitions()

* [**How to check if Column Present in Spark DataFrame**](https://sparkbyexamples.com/spark/spark-check-column-present-in-dataframe/)

**df.columns.map(\_.toUpperCase).contains(columnNameToCheck**.toUpperCase)

Finally, PySpark DataFrame also can be created by reading data from RDBMS Databases and NoSQL databases.

In this article, you will learn creating DataFrame by some of these methods with PySpark examples.

| SPARKSESSION | RDD | DATAFRAME |
| --- | --- | --- |
| createDataFrame(rdd) | toDF() | toDF(\*cols) |
| createDataFrame(dataList) | toDF(\*cols) |  |
| createDataFrame(rowData,columns) |  |  |
| createDataFrame(dataList,schema) |  |  |

PySpark Create DataFrame matrix

In order to create a DataFrame from a list we need the data hence, first, let’s create the data and the columns that are needed.

columns = ["language","users\_count"]

data = [("Java", "20000"), ("Python", "100000"), ("Scala", "3000")]

## 1. Create DataFrame from RDD

One easy way to manually create PySpark DataFrame is from an existing RDD. first, let’s [create a Spark RDD](https://sparkbyexamples.com/spark/different-ways-to-create-spark-rdd/) from a collection List by calling [parallelize()](https://sparkbyexamples.com/pyspark/pyspark-parallelize-create-rdd/) function from [SparkContext](https://sparkbyexamples.com/spark/spark-sparkcontext/). We would need this **rdd** object for all our examples below.

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

rdd = spark.sparkContext.parallelize(data)

### 1.1 Using toDF() function

PySpark RDD’s toDF() method is used to create a DataFrame from existing RDD. Since RDD doesn’t have columns, the DataFrame is created with default column names “\_1” and “\_2” as we have two columns.

dfFromRDD1 = rdd.toDF()

dfFromRDD1.printSchema()

printschema() yields the below output.

root

|-- \_1: string (nullable = true)

|-- \_2: string (nullable = true)

If you wanted to provide column names to the DataFrame use toDF() method with column names as arguments as shown below.

columns = ["language","users\_count"]

dfFromRDD1 = rdd.toDF(columns)

dfFromRDD1.printSchema()

This yields schema of the DataFrame with column names.

root

|-- language: string (nullable = true)

|-- users: string (nullable = true)

By default, the datatype of these columns infers to the type of data. We can change this behavior by [supplying schema](https://sparkbyexamples.com/pyspark/pyspark-structtype-and-structfield/), where we can specify a column name, data type, and nullable for each field/column.

### 1.2 Using createDataFrame() from SparkSession

Using createDataFrame() from [SparkSession](https://sparkbyexamples.com/tag/sparksession) is another way to create manually and it takes rdd object as an argument. and chain with toDF() to specify name to the columns.

dfFromRDD2 = spark.createDataFrame(rdd).toDF(\*columns)

## 2. Create DataFrame from List Collection

In this section, we will see how to create PySpark DataFrame from a list. These examples would be similar to what we have seen in the above section with RDD, but we use the list data object instead of “rdd” object to create DataFrame.

### 2.1 Using createDataFrame() from SparkSession

Calling createDataFrame() from SparkSession is another way to create PySpark DataFrame manually, it takes a list object as an argument. and chain with toDF() to specify names to the columns.

dfFromData2 = spark.createDataFrame(data).toDF(\*columns)

### 2.2 Using createDataFrame() with the Row type

createDataFrame() has another signature in PySpark which takes the collection of Row type and schema for column names as arguments. To use this first we need to convert our “data” object from the list to list of Row.

rowData = map(lambda x: Row(\*x), data)

dfFromData3 = spark.createDataFrame(rowData,columns)

### 2.3 Create DataFrame with schema

If you wanted to specify the column names along with their data types, you should create the StructType schema first and then assign this while creating a DataFrame.

from pyspark.sql.types import StructType,StructField, StringType, IntegerType

data2 = [("James","","Smith","36636","M",3000),

("Michael","Rose","","40288","M",4000),

("Robert","","Williams","42114","M",4000),

("Maria","Anne","Jones","39192","F",4000),

("Jen","Mary","Brown","","F",-1)

]

schema = StructType([ \

StructField("firstname",StringType(),True), \

StructField("middlename",StringType(),True), \

StructField("lastname",StringType(),True), \

StructField("id", StringType(), True), \

StructField("gender", StringType(), True), \

StructField("salary", IntegerType(), True) \

])

df = spark.createDataFrame(data=data2,schema=schema)

df.printSchema()

df.show(truncate=False)

This yields below output.
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## 3. Create DataFrame from Data sources

In real-time mostly you create DataFrame from data source files like CSV, Text, JSON, XML e.t.c.

PySpark by default supports many data formats out of the box without importing any libraries and to create DataFrame you need to use the appropriate method available in DataFrameReader class.

### 3.1 Creating DataFrame from CSV

Use csv() method of the DataFrameReader object to create a DataFrame from CSV file. you can also provide options like what delimiter to use, whether you have quoted data, date formats, infer schema, and many more. Please refer [PySpark Read CSV into DataFrame](https://sparkbyexamples.com/pyspark/pyspark-read-csv-file-into-dataframe/)

df2 = spark.read.csv("/src/resources/file.csv")

### 3.2. Creating from text (TXT) file

Similarly you can also create a DataFrame by reading a from Text file, use text() method of the DataFrameReader to do so.

df2 = spark.read.text("/src/resources/file.txt")

### 3.3. Creating from JSON file

PySpark is also used to process semi-structured data files like JSON format. you can use json() method of the DataFrameReader to read JSON file into DataFrame. Below is a simple example.

df2 = spark.read.json("/src/resources/file.json")

Similarly, we can create DataFrame in PySpark from most of the relational databases which I’ve not covered here and I will leave this to you to explore.

## 4. Other sources (Avro, Parquet, ORC, Kafka)

We can also create DataFrame by reading Avro, Parquet, ORC, Binary files and accessing Hive and HBase table, and also reading data from Kafka which I’ve explained in the below articles, I would recommend reading these when you have time.

* [PySpark Read Parquet file into DataFrame](https://sparkbyexamples.com/pyspark/pyspark-read-and-write-parquet-file/)
* [DataFrame from Avro source](https://sparkbyexamples.com/spark/using-avro-data-files-from-spark-sql-2-4/)
* [DataFrame by Streaming data from Kafka](https://sparkbyexamples.com/spark/spark-streaming-kafka-consumer-example-in-json-format/)

# Create an Empty DataFrame & RDD

In this article, I will explain how to create an empty PySpark DataFrame/RDD manually with or without schema (column names) in different ways. Below I have explained one of the many scenarios where we need to create an empty DataFrame.

While working with files, sometimes we may not receive a file for processing, however, we still need to create a DataFrame manually with the same schema we expect. If we don’t create with the same schema, our operations/transformations (like union’s) on DataFrame fail as we refer to the columns that may not present.

To handle situations similar to these, we always need to create a DataFrame with the same schema, which means the same column names and datatypes regardless of the file exists or empty file processing.

## 1. Create Empty RDD in PySpark

Create an empty RDD by using emptyRDD() of SparkContext for example spark.sparkContext.emptyRDD().

from pyspark.sql import SparkSession

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

#Creates Empty RDD

emptyRDD = spark.sparkContext.emptyRDD()

print(emptyRDD)

#Diplays

#EmptyRDD[188] at emptyRDD

Alternatively you can also get empty RDD by using spark.sparkContext.parallelize([]).

#Creates Empty RDD using parallelize

rdd2= spark.sparkContext.parallelize([])

print(rdd2)

#EmptyRDD[205] at emptyRDD at NativeMethodAccessorImpl.java:0

#ParallelCollectionRDD[206] at readRDDFromFile at PythonRDD.scala:262

**Note:** If you try to perform operations on empty RDD you going to get ValueError("RDD is empty").

## 2. Create Empty DataFrame with Schema (StructType)

In order to create an empty PySpark DataFrame manually with schema ( column names & data types) first, [Create a schema using StructType and StructField](https://sparkbyexamples.com/pyspark/pyspark-structtype-and-structfield/) .

#Create Schema

from pyspark.sql.types import StructType,StructField, StringType

schema = StructType([

StructField('firstname', StringType(), True),

StructField('middlename', StringType(), True),

StructField('lastname', StringType(), True)

])

Now use the empty RDD created above and pass it to createDataFrame() of [SparkSession](https://sparkbyexamples.com/pyspark/pyspark-what-is-sparksession/) along with the schema for column names & data types.

#Create empty DataFrame from empty RDD

df = spark.createDataFrame(emptyRDD,schema)

df.printSchema()

This yields below schema of the empty DataFrame.

root

|-- firstname: string (nullable = true)

|-- middlename: string (nullable = true)

|-- lastname: string (nullable = true)

## 3. Convert Empty RDD to DataFrame

You can also create empty DataFrame by converting empty RDD to DataFrame using toDF().

#Convert empty RDD to Dataframe

df1 = emptyRDD.toDF(schema)

df1.printSchema()

## 4. Create Empty DataFrame with Schema.

So far I have covered creating an empty DataFrame from RDD, but here will create it manually with schema and without RDD.

#Create empty DataFrame directly.

df2 = spark.createDataFrame([], schema)

df2.printSchema()

## 5. Create Empty DataFrame without Schema (no columns)

To create empty DataFrame with out schema (no columns) just create a empty schema and use it while creating PySpark DataFrame.

#Create empty DatFrame with no schema (no columns)

df3 = spark.createDataFrame([], StructType([]))

df3.printSchema()

#print below empty schema

#root

# Convert PySpark RDD to DataFrame

In PySpark, toDF() function of the RDD is used to convert RDD to DataFrame. We would need to convert RDD to DataFrame as DataFrame provides more advantages over RDD. For instance, DataFrame is a distributed collection of data organized into named columns similar to Database tables and provides optimization and performance improvements.

## 1. Create PySpark RDD

First, let’s create an RDD by passing Python list object to sparkContext.parallelize() function. We would need this rdd object for all our examples below.

In PySpark, when you have data in a list meaning you have a collection of data in a PySpark driver memory when you create an RDD, this collection is going to be [parallelized](https://sparkbyexamples.com/pyspark/pyspark-parallelize-create-rdd-from-collection/).

from pyspark.sql import SparkSession

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

dept = [("Finance",10),("Marketing",20),("Sales",30),("IT",40)]

rdd = spark.sparkContext.parallelize(dept)

## 2. Convert PySpark RDD to DataFrame

Converting PySpark RDD to DataFrame can be done using toDF(), createDataFrame(). In this section, I will explain these two methods.

### 2.1 Using rdd.toDF() function

PySpark provides toDF() function in RDD which can be used to convert RDD into Dataframe

df = rdd.toDF()

df.printSchema()

df.show(truncate=False)

By default, toDF() function creates column names as “\_1” and “\_2”. This snippet yields below schema.

root

|-- \_1: string (nullable = true)

|-- \_2: long (nullable = true)

+---------+---+

|\_1 |\_2 |

+---------+---+

|Finance |10 |

|Marketing|20 |

|Sales |30 |

|IT |40 |

+---------+---+

toDF() has another signature that takes arguments to define column names as shown below.

deptColumns = ["dept\_name","dept\_id"]

df2 = rdd.toDF(deptColumns)

df2.printSchema()

df2.show(truncate=False)

Outputs below schema.

root

|-- dept\_name: string (nullable = true)

|-- dept\_id: long (nullable = true)

+---------+-------+

|dept\_name|dept\_id|

+---------+-------+

|Finance |10 |

|Marketing|20 |

|Sales |30 |

|IT |40 |

+---------+-------+

### 2.2 Using PySpark createDataFrame() function

SparkSession class provides createDataFrame() method to create DataFrame and it takes rdd object as an argument.

deptDF = spark.createDataFrame(rdd, schema = deptColumns)

deptDF.printSchema()

deptDF.show(truncate=False)

This yields the same output as above.

## 2.3 Using createDataFrame() with StructType schema

When you infer the schema, by default the datatype of the columns is derived from the data and set’s nullable to true for all columns. We can change this behavior by supplying [schema](https://sparkbyexamples.com/spark/spark-schema-explained-with-examples/) using [StructType](https://sparkbyexamples.com/pyspark/pyspark-structtype-and-structfield/) – where we can specify a column name, data type and nullable for each field/column.

If you wanted to know more about StructType, please go through [how to use StructType and StructField to define the custom schema](https://sparkbyexamples.com/pyspark/pyspark-structtype-and-structfield/).

from pyspark.sql.types import StructType,StructField, StringType

deptSchema = StructType([

StructField('dept\_name', StringType(), True),

StructField('dept\_id', StringType(), True)

])

deptDF1 = spark.createDataFrame(rdd, schema = deptSchema)

deptDF1.printSchema()

deptDF1.show(truncate=False)

This also yields the same output.

## 3. Complete Example

import pyspark

from pyspark.sql import SparkSession

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

dept = [("Finance",10),("Marketing",20),("Sales",30),("IT",40)]

rdd = spark.sparkContext.parallelize(dept)

df = rdd.toDF()

df.printSchema()

df.show(truncate=False)

deptColumns = ["dept\_name","dept\_id"]

df2 = rdd.toDF(deptColumns)

df2.printSchema()

df2.show(truncate=False)

deptDF = spark.createDataFrame(rdd, schema = deptColumns)

deptDF.printSchema()

deptDF.show(truncate=False)

from pyspark.sql.types import StructType,StructField, StringType

deptSchema = StructType([

StructField('dept\_name', StringType(), True),

StructField('dept\_id', StringType(), True)

])

deptDF1 = spark.createDataFrame(rdd, schema = deptSchema)

deptDF1.printSchema()

deptDF1.show(truncate=False)

The complete code can be downloaded from [GitHub](https://github.com/spark-examples/pyspark-examples/blob/master/pyspark-rdd-to-dataframe.py)

## 4. Conclusion:

In this article, you have learned how to convert PySpark RDD to DataFrame, we would need these frequently while working in PySpark as these provides optimization and performance over RDD

# Convert PySpark DataFrame to Pandas

(Spark with Python)PySpark DataFrame can be converted to Python Pandas DataFrame using a function toPandas(), In this article, I will explain how to create Pandas DataFrame from PySpark (Spark) Dataframe with examples.

Before we start first understand the main differences between the Pandas & PySpark, operations on Pyspark run faster than Pandas due to its distributed nature and parallel execution on multiple cores and machines.

In other words, pandas run operations on a single node whereas PySpark runs on multiple machines. If you are working on a Machine Learning application where you are dealing with larger datasets, PySpark processes operations many times faster than pandas.

After processing data in PySpark we would need to convert it back to Pandas DataFrame for a further procession with Machine Learning application or any Python applications.

## Prepare PySpark DataFrame

In order to explain with an example first let’s [create a PySpark DataFrame](https://sparkbyexamples.com/pyspark/different-ways-to-create-dataframe-in-pyspark/).

import pyspark

from pyspark.sql import SparkSession

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

data = [("James","","Smith","36636","M",60000),

("Michael","Rose","","40288","M",70000),

("Robert","","Williams","42114","",400000),

("Maria","Anne","Jones","39192","F",500000),

("Jen","Mary","Brown","","F",0)]

columns = ["first\_name","middle\_name","last\_name","dob","gender","salary"]

pysparkDF = spark.createDataFrame(data = data, schema = columns)

pysparkDF.printSchema()

pysparkDF.show(truncate=False)

This yields below schema and result of the DataFrame.

root

|-- first\_name: string (nullable = true)

|-- middle\_name: string (nullable = true)

|-- last\_name: string (nullable = true)

|-- dob: string (nullable = true)

|-- gender: string (nullable = true)

|-- salary: long (nullable = true)

+----------+-----------+---------+-----+------+------+

|first\_name|middle\_name|last\_name|dob |gender|salary|

+----------+-----------+---------+-----+------+------+

|James | |Smith |36636|M |60000 |

|Michael |Rose | |40288|M |70000 |

|Robert | |Williams |42114| |400000|

|Maria |Anne |Jones |39192|F |500000|

|Jen |Mary |Brown | |F |0 |

+----------+-----------+---------+-----+------+------+

## Convert PySpark Dataframe to Pandas DataFrame

PySpark DataFrame provides a method toPandas() to convert it Python Pandas DataFrame.

toPandas() results in the collection of all records in the PySpark DataFrame to the driver program and should be done on a small subset of the data. running on larger dataset’s results in memory error and crashes the application.

pandasDF = pysparkDF.toPandas()

print(pandasDF)

This yields the below panda’s dataframe. Note that pandas add a sequence number to the result.

first\_name middle\_name last\_name dob gender salary

0 James Smith 36636 M 60000

1 Michael Rose 40288 M 70000

2 Robert Williams 42114 400000

3 Maria Anne Jones 39192 F 500000

4 Jen Mary Brown F 0

## Convert Spark Nested Struct DataFrame to Pandas

Most of the time data in PySpark DataFrame will be in a structured format meaning one column contains other columns so let’s see how it convert to Pandas. Here is an example with nested struct where we have firstname, middlename and lastname are part of the name column.

# Nested structure elements

from pyspark.sql.types import StructType, StructField, StringType,IntegerType

dataStruct = [(("James","","Smith"),"36636","M","3000"), \

(("Michael","Rose",""),"40288","M","4000"), \

(("Robert","","Williams"),"42114","M","4000"), \

(("Maria","Anne","Jones"),"39192","F","4000"), \

(("Jen","Mary","Brown"),"","F","-1") \

]

schemaStruct = StructType([

StructField('name', StructType([

StructField('firstname', StringType(), True),

StructField('middlename', StringType(), True),

StructField('lastname', StringType(), True)

])),

StructField('dob', StringType(), True),

StructField('gender', StringType(), True),

StructField('salary', StringType(), True)

])

df = spark.createDataFrame(data=dataStruct, schema = schemaStruct)

df.printSchema()

pandasDF2 = df.toPandas()

print(pandasDF2)

Converting structured DataFrame to Pandas DataFrame results below output.

name dob gender salary

0 (James, , Smith) 36636 M 3000

1 (Michael, Rose, ) 40288 M 4000

2 (Robert, , Williams) 42114 M 4000

3 (Maria, Anne, Jones) 39192 F 4000

4 (Jen, Mary, Brown) F -1

#### Conclusion

In this simple article, you have learned to convert Spark DataFrame to pandas using toPandas() function of the Spark DataFrame. also have seen a similar example with complex nested structure elements. toPandas() results in the collection of all records in the DataFrame to the driver program and should be done on a small subset of the data.

Happy Learning !!

Reference: <https://docs.databricks.com/spark/latest/spark-sql/spark-pandas.html>

# PySpark show() – Display DataFrame Contents in Table

PySpark DataFrame show() is used to display the contents of the DataFrame in a Table Row & Column Format. By default, it shows only 20 Rows, and the column values are truncated at 20 characters.

## 1. PySpark DataFrame show() Syntax & Example

### 1.1 Syntax

def show(self, n=20, truncate=True, vertical=False):

## 1.2 Example

from pyspark.sql import SparkSession

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

columns = ["Seqno","Quote"]

data = [("1", "Be the change that you wish to see in the world"),

("2", "Everyone thinks of changing the world, but no one thinks of changing himself."),

("3", "The purpose of our lives is to be happy."),

("4", "Be cool.")]

df = spark.createDataFrame(data,columns)

df.show()

#+-----+--------------------+

#|Seqno| Quote|

#+-----+--------------------+

#| 1|Be the change tha...|

#| 2|Everyone thinks o...|

#| 3|The purpose of ou...|

#| 4| Be cool.|

#+-----+--------------------+

As you see above, values in the Quote column is truncated at 20 characters, Let’s see how to display the full column contents.

#Display full column contents

df.show(truncate=False)

#+-----+-----------------------------------------------------------------------------+

#|Seqno|Quote |

#+-----+-----------------------------------------------------------------------------+

#|1 |Be the change that you wish to see in the world |

#|2 |Everyone thinks of changing the world, but no one thinks of changing himself.|

#|3 |The purpose of our lives is to be happy. |

#|4 |Be cool. |

#+-----+-----------------------------------------------------------------------------+

By default show() method displays only 20 rows from PySpark DataFrame. The below example limit the rows to 2 and full column contents. Our DataFrame has just 4 rows hence I can’t demonstrate with more than 4 rows. If you have a DataFrame with thousands of rows try changing the value from 2 to 100 to display more than 20 rows.

# Display 2 rows and full column contents

df.show(2,truncate=False)

#+-----+-----------------------------------------------------------------------------+

#|Seqno|Quote |

#+-----+-----------------------------------------------------------------------------+

#|1 |Be the change that you wish to see in the world |

#|2 |Everyone thinks of changing the world, but no one thinks of changing himself.|

#+-----+-----------------------------------------------------------------------------+

You can also truncate the column value at desired length.

# Display 2 rows & column values 25 characters

df.show(2,truncate=25)

#+-----+-------------------------+

#|Seqno| Quote|

#+-----+-------------------------+

#| 1|Be the change that you...|

#| 2|Everyone thinks of cha...|

#+-----+-------------------------+

#only showing top 2 rows

Finally, let’s see how to display the DataFrame vertically record by record.

# Display DataFrame rows & columns vertically

df.show(n=3,truncate=25,vertical=True)

#-RECORD 0--------------------------

# Seqno | 1

# Quote | Be the change that you...

#-RECORD 1--------------------------

# Seqno | 2

# Quote | Everyone thinks of cha...

#-RECORD 2--------------------------

# Seqno | 3

# Quote | The purpose of our liv...

# PySpark StructType & StructField Explained with Examples

PySpark StructType & StructField classes are used to programmatically specify the schema to the DataFrame and creating complex columns like nested struct, array and map columns. [StructType](https://github.com/apache/spark/blob/master/sql/catalyst/src/main/scala/org/apache/spark/sql/types/StructType.scala) is a collection of [StructField’s](https://github.com/apache/spark/blob/master/sql/catalyst/src/main/scala/org/apache/spark/sql/types/StructField.scala) that defines column name, column data type, boolean to specify if the field can be nullable or not and metadata.

In this article, I will explain different ways to define the structure of DataFrame using StructType with PySpark examples. Though PySpark infers a schema from data, some times we may need to define our own column names and data types and this article explains how to define simple, nested, and complex schemas.

## 1. StructType – Defines the structure of the Dataframe

PySpark provides from pyspark.sql.types import StructType class to define the structure of the DataFrame.

StructType is a collection or list of StructField objects.

printSchema() method on the DataFrame shows StructType columns as “struct”.

## 2. StructField – Defines the metadata of the DataFrame column

PySpark provides pyspark.sql.types import StructField class to define the columns which includes column name(String), column type ([DataType](https://sparkbyexamples.com/spark/spark-sql-dataframe-data-types/)), nullable column (Boolean) and metadata (MetaData)

## 3. Using PySpark StructType & StructField with DataFrame

While [creating a PySpark DataFrame](https://sparkbyexamples.com/pyspark/different-ways-to-create-dataframe-in-pyspark/) we can specify the structure using StructType and StructField classes. As specified in the introduction, StructType is a collection of StructField’s which is used to define the column name, data type, and a flag for nullable or not. Using StructField we can also add nested struct schema, [ArrayType](https://sparkbyexamples.com/pyspark/pyspark-arraytype-column-with-examples/) for arrays, and [MapType](https://sparkbyexamples.com/pyspark/pyspark-maptype-dict-examples/) for key-value pairs which we will discuss in detail in later sections.

The below example demonstrates a very simple example of how to create a StructType & StructField on DataFrame and it’s usage with sample data to support it.

import pyspark

from pyspark.sql import SparkSession

from pyspark.sql.types import StructType,StructField, StringType, IntegerType

spark = SparkSession.builder.master("local[1]") \

.appName('SparkByExamples.com') \

.getOrCreate()

data = [("James","","Smith","36636","M",3000),

("Michael","Rose","","40288","M",4000),

("Robert","","Williams","42114","M",4000),

("Maria","Anne","Jones","39192","F",4000),

("Jen","Mary","Brown","","F",-1)

]

schema = StructType([ \

StructField("firstname",StringType(),True), \

StructField("middlename",StringType(),True), \

StructField("lastname",StringType(),True), \

StructField("id", StringType(), True), \

StructField("gender", StringType(), True), \

StructField("salary", IntegerType(), True) \

])

df = spark.createDataFrame(data=data,schema=schema)

df.printSchema()

df.show(truncate=False)

By running the above snippet, it displays below outputs.

root

|-- firstname: string (nullable = true)

|-- middlename: string (nullable = true)

|-- lastname: string (nullable = true)

|-- id: string (nullable = true)

|-- gender: string (nullable = true)

|-- salary: integer (nullable = true)

+---------+----------+--------+-----+------+------+

|firstname|middlename|lastname|id |gender|salary|

+---------+----------+--------+-----+------+------+

|James | |Smith |36636|M |3000 |

|Michael |Rose | |40288|M |4000 |

|Robert | |Williams|42114|M |4000 |

|Maria |Anne |Jones |39192|F |4000 |

|Jen |Mary |Brown | |F |-1 |

+---------+----------+--------+-----+------+------+

## 4. Defining Nested StructType object struct

While working on DataFrame we often need to work with the nested struct column and this can be defined using StructType.

On the below example column “name” data type is StructType which is nested.

structureData = [

(("James","","Smith"),"36636","M",3100),

(("Michael","Rose",""),"40288","M",4300),

(("Robert","","Williams"),"42114","M",1400),

(("Maria","Anne","Jones"),"39192","F",5500),

(("Jen","Mary","Brown"),"","F",-1)

]

structureSchema = StructType([

StructField('name', StructType([

StructField('firstname', StringType(), True),

StructField('middlename', StringType(), True),

StructField('lastname', StringType(), True)

])),

StructField('id', StringType(), True),

StructField('gender', StringType(), True),

StructField('salary', IntegerType(), True)

])

df2 = spark.createDataFrame(data=structureData,schema=structureSchema)

df2.printSchema()

df2.show(truncate=False)

Outputs below schema and the DataFrame

root

|-- name: struct (nullable = true)

| |-- firstname: string (nullable = true)

| |-- middlename: string (nullable = true)

| |-- lastname: string (nullable = true)

|-- id: string (nullable = true)

|-- gender: string (nullable = true)

|-- salary: integer (nullable = true)

+--------------------+-----+------+------+

|name |id |gender|salary|

+--------------------+-----+------+------+

|[James, , Smith] |36636|M |3100 |

|[Michael, Rose, ] |40288|M |4300 |

|[Robert, , Williams]|42114|M |1400 |

|[Maria, Anne, Jones]|39192|F |5500 |

|[Jen, Mary, Brown] | |F |-1 |

+--------------------+-----+------+------+

## 5. Adding & Changing struct of the DataFrame

Using [PySpark SQL function](https://sparkbyexamples.com/spark/spark-sql-functions-understanding/) struct(), we can change the struct of the existing DataFrame and add a new StructType to it. The below example demonstrates how to copy the columns from one structure to another and adding a new column. [PySpark Column Class](https://sparkbyexamples.com/pyspark/pyspark-column-functions/) also provides some functions to work with the StructType column.

from pyspark.sql.functions import col,struct,when

updatedDF = df2.withColumn("OtherInfo",

struct(col("id").alias("identifier"),

col("gender").alias("gender"),

col("salary").alias("salary"),

when(col("salary").cast(IntegerType()) < 2000,"Low")

.when(col("salary").cast(IntegerType()) < 4000,"Medium")

.otherwise("High").alias("Salary\_Grade")

)).drop("id","gender","salary")

updatedDF.printSchema()

updatedDF.show(truncate=False)

Here, it copies “gender“, “salary” and “id” to the new struct “otherInfo” and add’s a new column “Salary\_Grade“.

root

|-- name: struct (nullable = true)

| |-- firstname: string (nullable = true)

| |-- middlename: string (nullable = true)

| |-- lastname: string (nullable = true)

|-- OtherInfo: struct (nullable = false)

| |-- identifier: string (nullable = true)

| |-- gender: string (nullable = true)

| |-- salary: integer (nullable = true)

| |-- Salary\_Grade: string (nullable = false)

## 6. Using SQL ArrayType and MapType

SQL StructType also supports [ArrayType](https://sparkbyexamples.com/pyspark/pyspark-arraytype-column-with-examples/) and [MapType](https://sparkbyexamples.com/pyspark/pyspark-maptype-dict-examples/) to define the DataFrame columns for array and map collections respectively. On the below example, column hobbies defined as ArrayType(StringType) and properties defined as MapType(StringType,StringType) meaning both key and value as String.

arrayStructureSchema = StructType([

StructField('name', StructType([

StructField('firstname', StringType(), True),

StructField('middlename', StringType(), True),

StructField('lastname', StringType(), True)

])),

StructField('hobbies', ArrayType(StringType()), True),

StructField('properties', MapType(StringType(),StringType()), True)

])

Outputs the below schema. Note that field Hobbies is array type and properties is map type.

root

|-- name: struct (nullable = true)

| |-- firstname: string (nullable = true)

| |-- middlename: string (nullable = true)

| |-- lastname: string (nullable = true)

|-- hobbies: array (nullable = true)

| |-- element: string (containsNull = true)

|-- properties: map (nullable = true)

| |-- key: string

| |-- value: string (valueContainsNull = true)

## 7. Creating StructType object struct from JSON file

If you have too many columns and the structure of the DataFrame changes now and then, it’s a good practice to load the SQL StructType schema from JSON file. You can get the schema by using df2.schema.json() , store this in a file and will use it to create a the schema from this file.

print(df2.schema.json())

{

"type" : "struct",

"fields" : [ {

"name" : "name",

"type" : {

"type" : "struct",

"fields" : [ {

"name" : "firstname",

"type" : "string",

"nullable" : true,

"metadata" : { }

}, {

"name" : "middlename",

"type" : "string",

"nullable" : true,

"metadata" : { }

}, {

"name" : "lastname",

"type" : "string",

"nullable" : true,

"metadata" : { }

} ]

},

"nullable" : true,

"metadata" : { }

}, {

"name" : "dob",

"type" : "string",

"nullable" : true,

"metadata" : { }

}, {

"name" : "gender",

"type" : "string",

"nullable" : true,

"metadata" : { }

}, {

"name" : "salary",

"type" : "integer",

"nullable" : true,

"metadata" : { }

} ]

}

Alternatively, you could also use df.schema.simpleString(), this will return an relatively simpler schema format.

Now let’s load the json file and use it to create a DataFrame.

import json

schemaFromJson = StructType.fromJson(json.loads(schema.json))

df3 = spark.createDataFrame(

spark.sparkContext.parallelize(structureData),schemaFromJson)

df3.printSchema()

This prints the same output as the previous section. You can also, have a name, type, and flag for nullable in a comma-separated file and we can use these to create a StructType programmatically, I will leave this to you to explore.

## 8. Creating StructType object struct from DDL String

Like loading structure from JSON string, we can also create it from DLL ( by using fromDDL() static function on SQL StructType class StructType.fromDDL). You can also generate DDL from a schema using toDDL(). printTreeString() on struct object prints the schema similar to printSchemafunction returns.

ddlSchemaStr = "`fullName` STRUCT<`first`: STRING, `last`: STRING,

`middle`: STRING>,`age` INT,`gender` STRING"

ddlSchema = StructType.fromDDL(ddlSchemaStr)

ddlSchema.printTreeString()

## 9. Checking if a Column Exists in a DataFrame

If you want to perform some checks on metadata of the DataFrame, for example, if a column or field exists in a DataFrame or data type of column; we can easily do this using several functions on SQL StructType and StructField.

print(df.schema.fieldNames.contains("firstname"))

print(df.schema.contains(StructField("firstname",StringType,true)))

This example returns “true” for both scenarios. And for the second one if you have IntegerType instead of StringType it returns false as the datatype for first name column is String, as it checks every property in a field. Similarly, you can also check if two schemas are equal and more.

## 10. Complete Example of PySpark StructType & StructField

import pyspark

from pyspark.sql import SparkSession

from pyspark.sql.types import StructType,StructField, StringType, IntegerType,ArrayType,MapType

from pyspark.sql.functions import col,struct,when

spark = SparkSession.builder.master("local[1]") \

.appName('SparkByExamples.com') \

.getOrCreate()

data = [("James","","Smith","36636","M",3000),

("Michael","Rose","","40288","M",4000),

("Robert","","Williams","42114","M",4000),

("Maria","Anne","Jones","39192","F",4000),

("Jen","Mary","Brown","","F",-1)

]

schema = StructType([

StructField("firstname",StringType(),True),

StructField("middlename",StringType(),True),

StructField("lastname",StringType(),True),

StructField("id", StringType(), True),

StructField("gender", StringType(), True),

StructField("salary", IntegerType(), True)

])

df = spark.createDataFrame(data=data,schema=schema)

df.printSchema()

df.show(truncate=False)

structureData = [

(("James","","Smith"),"36636","M",3100),

(("Michael","Rose",""),"40288","M",4300),

(("Robert","","Williams"),"42114","M",1400),

(("Maria","Anne","Jones"),"39192","F",5500),

(("Jen","Mary","Brown"),"","F",-1)

]

structureSchema = StructType([

StructField('name', StructType([

StructField('firstname', StringType(), True),

StructField('middlename', StringType(), True),

StructField('lastname', StringType(), True)

])),

StructField('id', StringType(), True),

StructField('gender', StringType(), True),

StructField('salary', IntegerType(), True)

])

df2 = spark.createDataFrame(data=structureData,schema=structureSchema)

df2.printSchema()

df2.show(truncate=False)

updatedDF = df2.withColumn("OtherInfo",

struct(col("id").alias("identifier"),

col("gender").alias("gender"),

col("salary").alias("salary"),

when(col("salary").cast(IntegerType()) < 2000,"Low")

.when(col("salary").cast(IntegerType()) < 4000,"Medium")

.otherwise("High").alias("Salary\_Grade")

)).drop("id","gender","salary")

updatedDF.printSchema()

updatedDF.show(truncate=False)

""" Array & Map"""

arrayStructureSchema = StructType([

StructField('name', StructType([

StructField('firstname', StringType(), True),

StructField('middlename', StringType(), True),

StructField('lastname', StringType(), True)

])),

StructField('hobbies', ArrayType(StringType()), True),

StructField('properties', MapType(StringType(),StringType()), True)

])

The complete example explained here is available also available at [GitHub](https://github.com/spark-examples/pyspark-examples/blob/master/pyspark-structtype.py) project.

#### Conclusion:

In this article, you have learned the usage of SQL StructType, StructField, and how to change the structure of the Pyspark DataFrame at runtime, converting case class to the schema and using ArrayType, MapType.

# Row using on DataFrame and RDD

In PySpark Row class is available by importing pyspark.sql.Row which is represented as a record/row in DataFrame, one can create a Row object by using named arguments, or create a custom Row like class. In this article I will explain how to use Row class on RDD, DataFrame and its functions.

Before we start using it on RDD & DataFrame, let’s understand some basics of Row class.

**Related Article:** [PySpark Column Class Usage & Functions with Examples](https://sparkbyexamples.com/pyspark/pyspark-column-functions/)

**Key Points of Row Class:**

* Earlier to Spark 3.0, when used Row class with named arguments, the fields are sorted by name.
* Since 3.0, Rows created from named arguments are not sorted alphabetically instead they will be ordered in the position entered.
* To enable sorting by names, set the environment variable PYSPARK\_ROW\_FIELD\_SORTING\_ENABLED to true.
* Row class provides a way to create a struct-type column as well.

## 1. Create a Row Object

Row class extends the tuple hence it takes variable number of arguments, Row() is used to create the row object. Once the row object created, we can retrieve the data from Row using index similar to tuple.

from pyspark.sql import Row

row=Row("James",40)

print(row[0] +","+str(row[1]))

This outputs James,40. Alternatively you can also write with named arguments. Benefits with the named argument is you can access with field name row.name. Below example print “Alice”.

row=Row(name="Alice", age=11)

print(row.name)

## 2. Create Custom Class from Row

We can also create a Row like class, for example “Person” and use it similar to Row object. This would be helpful when you wanted to create real time object and refer it’s properties. On below example, we have created a Person class and used similar to Row.

Person = Row("name", "age")

p1=Person("James", 40)

p2=Person("Alice", 35)

print(p1.name +","+p2.name)

This outputs James,Alice

## 3. Using Row class on PySpark RDD

We can use Row class on PySpark RDD. When you use Row to create an RDD, after collecting the data you will get the result back in Row.

from pyspark.sql import SparkSession, Row

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

data = [Row(name="James,,Smith",lang=["Java","Scala","C++"],state="CA"),

Row(name="Michael,Rose,",lang=["Spark","Java","C++"],state="NJ"),

Row(name="Robert,,Williams",lang=["CSharp","VB"],state="NV")]

rdd=spark.sparkContext.parallelize(data)

print(rdd.collect())

This yields below output.

[Row(name='James,,Smith', lang=['Java', 'Scala', 'C++'], state='CA'), Row(name='Michael,Rose,', lang=['Spark', 'Java', 'C++'], state='NJ'), Row(name='Robert,,Williams', lang=['CSharp', 'VB'], state='NV')]

Now, let’s collect the data and access the data using its properties.

collData=rdd.collect()

for row in collData:

print(row.name + "," +str(row.lang))

This yields below output.

James,,Smith,['Java', 'Scala', 'C++']

Michael,Rose,,['Spark', 'Java', 'C++']

Robert,,Williams,['CSharp', 'VB']

Alternatively, you can also do by creating a Row like class “Person”

Person=Row("name","lang","state")

data = [Person("James,,Smith",["Java","Scala","C++"],"CA"),

Person("Michael,Rose,",["Spark","Java","C++"],"NJ"),

Person("Robert,,Williams",["CSharp","VB"],"NV")]

## 4. Using Row class on PySpark DataFrame

Similarly, Row class also can be used with PySpark DataFrame, By default data in DataFrame represent as Row. To demonstrate, I will use the same data that was created for RDD.

Note that Row on DataFrame is not allowed to omit a named argument to represent that the value is None or missing. This should be explicitly set to None in this case.

df=spark.createDataFrame(data)

df.printSchema()

df.show()

This yields below output. Note that DataFrame able to take the column names from Row object.

root

|-- name: string (nullable = true)

|-- lang: array (nullable = true)

| |-- element: string (containsNull = true)

|-- state: string (nullable = true)

+----------------+------------------+-----+

| name| lang|state|

+----------------+------------------+-----+

| James,,Smith|[Java, Scala, C++]| CA|

| Michael,Rose,|[Spark, Java, C++]| NJ|

|Robert,,Williams| [CSharp, VB]| NV|

+----------------+------------------+-----+

You can also change the column names by using toDF() function

columns = ["name","languagesAtSchool","currentState"]

df=spark.createDataFrame(data).toDF(\*columns)

df.printSchema()

This yields below output, note the column name “languagesAtSchool” from the previous example.

root

|-- name: string (nullable = true)

|-- languagesAtSchool: array (nullable = true)

| |-- element: string (containsNull = true)

|-- currentState: string (nullable = true)

## 5. Create Nested Struct Using Row Class

The below example provides a way to create a struct type using the Row class. Alternatively, you can also create struct type using By [Providing Schema using PySpark StructType & StructFields](https://sparkbyexamples.com/pyspark/pyspark-structtype-and-structfield/)

#Create DataFrame with struct using Row class

from pyspark.sql import Row

data=[Row(name="James",prop=Row(hair="black",eye="blue")),

Row(name="Ann",prop=Row(hair="grey",eye="black"))]

df=spark.createDataFrame(data)

df.printSchema()

Yields below schema

root

|-- name: string (nullable = true)

|-- prop: struct (nullable = true)

| |-- hair: string (nullable = true)

| |-- eye: string (nullable = true)

## 6. Complete Example of PySpark Row usage on RDD & DataFrame

Below is complete example for reference.

from pyspark.sql import SparkSession, Row

row=Row("James",40)

print(row[0] +","+str(row[1]))

row2=Row(name="Alice", age=11)

print(row2.name)

Person = Row("name", "age")

p1=Person("James", 40)

p2=Person("Alice", 35)

print(p1.name +","+p2.name)

#PySpark Example

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

data = [Row(name="James,,Smith",lang=["Java","Scala","C++"],state="CA"),

Row(name="Michael,Rose,",lang=["Spark","Java","C++"],state="NJ"),

Row(name="Robert,,Williams",lang=["CSharp","VB"],state="NV")]

#RDD Example 1

rdd=spark.sparkContext.parallelize(data)

collData=rdd.collect()

print(collData)

for row in collData:

print(row.name + "," +str(row.lang))

# RDD Example 2

Person=Row("name","lang","state")

data = [Person("James,,Smith",["Java","Scala","C++"],"CA"),

Person("Michael,Rose,",["Spark","Java","C++"],"NJ"),

Person("Robert,,Williams",["CSharp","VB"],"NV")]

rdd=spark.sparkContext.parallelize(data)

collData=rdd.collect()

print(collData)

for person in collData:

print(person.name + "," +str(person.lang))

#DataFrame Example 1

columns = ["name","languagesAtSchool","currentState"]

df=spark.createDataFrame(data)

df.printSchema()

df.show()

collData=df.collect()

print(collData)

for row in collData:

print(row.name + "," +str(row.lang))

#DataFrame Example 2

columns = ["name","languagesAtSchool","currentState"]

df=spark.createDataFrame(data).toDF(\*columns)

df.printSchema()

#### Conclusion

In this PySpark Row article you have learned how to use Row class with named argument and defining realtime class and using it on DataFrame & RDD. Hope you like this

#### Reference

* <https://spark.apache.org/docs/latest/api/python/pyspark.sql.html>

# Column Class | Operators & Functions

pyspark.sql.Column class provides several functions to work with DataFrame to manipulate the Column values, evaluate the boolean expression to filter rows, retrieve a value or part of a value from a DataFrame column, and to work with list, map & struct columns.

In this article, I will cover how to create Column object, access them to perform operations, and finally most used PySpark Column Functions with Examples.

**Related Article:** [PySpark Row Class with Examples](https://sparkbyexamples.com/pyspark/pyspark-row-using-rdd-dataframe/)

**Key Points:**

* PySpark Column class represents a single Column in a DataFrame.
* It provides functions that are most used to manipulate DataFrame Columns & Rows.
* Some of these Column functions evaluate a Boolean expression that can be used with filter() transformation to [filter the DataFrame Rows](https://sparkbyexamples.com/pyspark/pyspark-where-filter/).
* Provides functions to get a value from a list column by index, map value by key & index, and finally struct nested column.
* PySpark also provides additional functions [pyspark.sql.functions](https://spark.apache.org/docs/latest/api/python/_modules/pyspark/sql/functions.html) that take Column object and return a Column type.

**Note:** Most of the [pyspark.sql.functions](https://spark.apache.org/docs/latest/api/python/_modules/pyspark/sql/functions.html) return Column type hence it is very important to know the operation you can perform with Column type.

## 1. Create Column Class Object

One of the simplest ways to create a Column class object is by using [PySpark lit() SQL function](https://sparkbyexamples.com/pyspark/pyspark-lit-add-literal-constant/), this takes a literal value and returns a Column object.

from pyspark.sql.functions import lit

colObj = lit("sparkbyexamples.com")

You can also access the Column from DataFrame by multiple ways.

data=[("James",23),("Ann",40)]

df=spark.createDataFrame(data).toDF("name.fname","gender")

df.printSchema()

#root

# |-- name.fname: string (nullable = true)

# |-- gender: long (nullable = true)

# Using DataFrame object (df)

df.select(df.gender).show()

df.select(df["gender"]).show()

#Accessing column name with dot (with backticks)

df.select(df["`name.fname`"]).show()

#Using SQL col() function

from pyspark.sql.functions import col

df.select(col("gender")).show()

#Accessing column name with dot (with backticks)

df.select(col("`name.fname`")).show()

Below example demonstrates accessing struct type columns. Here I have use [PySpark Row class](https://sparkbyexamples.com/pyspark/pyspark-row-using-rdd-dataframe/) to create a struct type. Alternatively you can also create it by using [PySpark StructType & StructField classes](https://sparkbyexamples.com/pyspark/pyspark-structtype-and-structfield/)

Create DataFrame with struct using Row class

from pyspark.sql import Row

data=[Row(name="James",prop=Row(hair="black",eye="blue")),

Row(name="Ann",prop=Row(hair="grey",eye="black"))]

df=spark.createDataFrame(data)

df.printSchema()

#root

# |-- name: string (nullable = true)

# |-- prop: struct (nullable = true)

# | |-- hair: string (nullable = true)

# | |-- eye: string (nullable = true)

#Access struct column

df.select(df.prop.hair).show()

df.select(df["prop.hair"]).show()

df.select(col("prop.hair")).show()

#Access all columns from struct

df.select(col("prop.\*")).show()

## 2. PySpark Column Operators

PySpark column also provides a way to do arithmetic operations on columns using operators.

data=[(100,2,1),(200,3,4),(300,4,4)]

df=spark.createDataFrame(data).toDF("col1","col2","col3")

#Arthmetic operations

df.select(df.col1 + df.col2).show()

df.select(df.col1 - df.col2).show()

df.select(df.col1 \* df.col2).show()

df.select(df.col1 / df.col2).show()

df.select(df.col1 % df.col2).show()

df.select(df.col2 > df.col3).show()

df.select(df.col2 < df.col3).show()

df.select(df.col2 == df.col3).show()

## 3. PySpark Column Functions

Let’s see some of the most used Column Functions, on below table, I have grouped related functions together to make it easy, click on the link for examples.

| COLUMN FUNCTION | FUNCTION DESCRIPTION |
| --- | --- |
| alias(\*alias, \*\*kwargs) name(\*alias, \*\*kwargs) | Provides alias to the column or expressions name() returns same as alias(). |
| asc() asc\_nulls\_first() asc\_nulls\_last() | Returns ascending order of the column. asc\_nulls\_first() Returns null values first then non-null values. asc\_nulls\_last() – Returns null values after non-null values. |
| astype(dataType) cast(dataType) | Used to cast the data type to another type. astype() returns same as cast(). |
| between(lowerBound, upperBound) | Checks if the columns values are between lower and upper bound. Returns boolean value. |
| bitwiseAND(other) bitwiseOR(other) bitwiseXOR(other) | Compute bitwise AND, OR & XOR of this expression with another expression respectively. |
| contains(other) | Check if String contains in another string. |
| desc() desc\_nulls\_first() desc\_nulls\_last() | Returns descending order of the column. desc\_nulls\_first() -null values appear before non-null values. desc\_nulls\_last() – null values appear after non-null values. |
| startswith(other) endswith(other) | String starts with. Returns boolean expression String ends with. Returns boolean expression |
| eqNullSafe(other) | Equality test that is safe for null values. |
| getField(name) | Returns a field by name in a StructField and by key in Map. |
| getItem(key) | Returns a values from Map/Key at the provided position. |
| isNotNull() isNull() | isNotNull() – Returns True if the current expression is NOT null. isNull() – Returns True if the current expression is null. |
| isin(\*cols) | A boolean expression that is evaluated to true if the value of this expression is contained by the evaluated values of the arguments. |
| like(other) rlike(other) | Similar to SQL like expression. Similar to SQL RLIKE expression (LIKE with Regex). |
| over(window) | Used with window column |
| substr(startPos, length) | Return a Column which is a substring of the column. |
| when(condition, value) otherwise(value) | Similar to SQL CASE WHEN, Executes a list of conditions and returns one of multiple possible result expressions. |
| dropFields(\*fieldNames) | Used to drops fields in StructType by name. |
| withField(fieldName, col) | An expression that adds/replaces a field in StructType by name. |

## 4. PySpark Column Functions Examples

Let’s create a simple DataFrame to work with PySpark SQL Column examples. For most of the examples below, I will be referring DataFrame object name (df.) to get the column.

data=[("James","Bond","100",None),

("Ann","Varsa","200",'F'),

("Tom Cruise","XXX","400",''),

("Tom Brand",None,"400",'M')]

columns=["fname","lname","id","gender"]

df=spark.createDataFrame(data,columns)

## 4.1 alias() – Set’s name to Column

On below example df.fname refers to Column object and alias() is a function of the Column to give alternate name. Here, fname column has been changed to first\_name & lname to last\_name.

On second example I have use [PySpark expr() function to concatenate columns](https://sparkbyexamples.com/pyspark/pyspark-sql-expr-expression-function/) and named column as fullName.

#alias

from pyspark.sql.functions import expr

df.select(df.fname.alias("first\_name"), \

df.lname.alias("last\_name")

).show()

#Another example

df.select(expr(" fname ||','|| lname").alias("fullName") \

).show()

### 4.2 asc() & desc() – Sort the DataFrame columns by Ascending or Descending order.

#asc, desc to sort ascending and descending order repsectively.

df.sort(df.fname.asc()).show()

df.sort(df.fname.desc()).show()

## 4.3 cast() & astype() – Used to convert the data Type.

#cast

df.select(df.fname,df.id.cast("int")).printSchema()

### 4.4 between() – Returns a Boolean expression when a column values in between lower and upper bound.

#between

df.filter(df.id.between(100,300)).show()

### 4.5 contains() – Checks if a DataFrame column value contains a a value specified in this function.

#contains

df.filter(df.fname.contains("Cruise")).show()

### 4.6 startswith() & endswith() – Checks if the value of the DataFrame Column starts and ends with a String respectively.

#startswith, endswith()

df.filter(df.fname.startswith("T")).show()

df.filter(df.fname.endswith("Cruise")).show()

### 4.7 eqNullSafe() –

### 4.8 isNull & isNotNull() – Checks if the DataFrame column has NULL or non NULL values.

Refer to

#isNull & isNotNull

df.filter(df.lname.isNull()).show()

df.filter(df.lname.isNotNull()).show()

### 4.9 like() & rlike() – Similar to SQL LIKE expression

#like , rlike

df.select(df.fname,df.lname,df.id) \

.filter(df.fname.like("%om"))

### 4.10 substr() – Returns a Column after getting sub string from the Column

df.select(df.fname.substr(1,2).alias("substr")).show()

### 4.11 when() & otherwise() – It is similar to SQL Case When, executes sequence of expressions until it matches the condition and returns a value when match.

#when & otherwise

from pyspark.sql.functions import when

df.select(df.fname,df.lname,when(df.gender=="M","Male") \

.when(df.gender=="F","Female") \

.when(df.gender==None ,"") \

.otherwise(df.gender).alias("new\_gender") \

).show()

### 4.12 isin() – Check if value presents in a List.

#isin

li=["100","200"]

df.select(df.fname,df.lname,df.id) \

.filter(df.id.isin(li)) \

.show()

### 4.13 getField() – To get the value by key from MapType column and by stuct child name from StructType column

Rest of the below functions operates on List, Map & Struct data structures hence to demonstrate these I will use another DataFrame with list, map and struct columns. For more explanation how to use Arrays refer to [PySpark ArrayType Column on DataFrame Examples](https://sparkbyexamples.com/pyspark/pyspark-arraytype-column-with-examples/) & for map refer to [PySpark MapType Examples](https://sparkbyexamples.com/pyspark/pyspark-maptype-dict-examples/)

#Create DataFrame with struct, array & map

from pyspark.sql.types import StructType,StructField,StringType,ArrayType,MapType

data=[(("James","Bond"),["Java","C#"],{'hair':'black','eye':'brown'}),

(("Ann","Varsa"),[".NET","Python"],{'hair':'brown','eye':'black'}),

(("Tom Cruise",""),["Python","Scala"],{'hair':'red','eye':'grey'}),

(("Tom Brand",None),["Perl","Ruby"],{'hair':'black','eye':'blue'})]

schema = StructType([

StructField('name', StructType([

StructField('fname', StringType(), True),

StructField('lname', StringType(), True)])),

StructField('languages', ArrayType(StringType()),True),

StructField('properties', MapType(StringType(),StringType()),True)

])

df=spark.createDataFrame(data,schema)

df.printSchema()

#Display's to console

root

|-- name: struct (nullable = true)

| |-- fname: string (nullable = true)

| |-- lname: string (nullable = true)

|-- languages: array (nullable = true)

| |-- element: string (containsNull = true)

|-- properties: map (nullable = true)

| |-- key: string

| |-- value: string (valueContainsNull = true)

getField Example

#getField from MapType

df.select(df.properties.getField("hair")).show()

#getField from Struct

df.select(df.name.getField("fname")).show()

### 4.14 getItem() – To get the value by index from MapType or ArrayTupe & ny key for MapType column.

#getItem() used with ArrayType

df.select(df.languages.getItem(1)).show()

#getItem() used with MapType

df.select(df.properties.getItem("hair")).show()

### 4.15 dropFields –

# TO-DO, getting runtime error

### 4.16 withField() –

# TO-DO getting runtime error

### 4.17 over() – Used with Window Functions

TO-DO

# PySpark Select Columns From DataFrame

In PySpark, select() function is used to select single, multiple, column by index, all columns from the list and the nested columns from a DataFrame, PySpark select() is a transformation function hence it returns a new DataFrame with the selected columns.

* [Select a Single & Multiple Columns from PySpark](https://sparkbyexamples.com/pyspark/select-columns-from-pyspark-dataframe/#select-multiple-columns)
* [Select All Columns From List](https://sparkbyexamples.com/pyspark/select-columns-from-pyspark-dataframe/#select-all-columns-from-list)
* [Select Columns By Index](https://sparkbyexamples.com/pyspark/select-columns-from-pyspark-dataframe/#select-columns-by-index)
* [Select a Nested Column](https://sparkbyexamples.com/pyspark/select-columns-from-pyspark-dataframe/#select-nested-column)
* [Other Ways to Select Columns](https://sparkbyexamples.com/pyspark/select-columns-from-pyspark-dataframe/#ways-to-select)

First, let’s [create a Dataframe](https://sparkbyexamples.com/pyspark/different-ways-to-create-dataframe-in-pyspark/).

import pyspark

from pyspark.sql import SparkSession

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

data = [("James","Smith","USA","CA"),

("Michael","Rose","USA","NY"),

("Robert","Williams","USA","CA"),

("Maria","Jones","USA","FL")

]

columns = ["firstname","lastname","country","state"]

df = spark.createDataFrame(data = data, schema = columns)

df.show(truncate=False)

## 1. Select Single & Multiple Columns From PySpark

You can select the single or multiple columns of the DataFrame by passing the column names you wanted to select to the select() function. Since DataFrame is immutable, this creates a new DataFrame with selected columns. show() function is used to show the Dataframe contents.

Below are ways to select single, multiple or all columns.

df.select("firstname","lastname").show()

df.select(df.firstname,df.lastname).show()

df.select(df["firstname"],df["lastname"]).show()

#By using col() function

from pyspark.sql.functions import col

df.select(col("firstname"),col("lastname")).show()

#Select columns by regular expression

df.select(df.colRegex("`^.\*name\*`")).show()

## 2. Select All Columns From List

Sometimes you may need to select all DataFrame columns from a Python list. In the below example, we have all columns in the columns list object.

# Select All columns from List

df.select(\*columns).show()

# Select All columns

df.select([col for col in df.columns]).show()

df.select("\*").show()

## 3. Select Columns by Index

Using a python list features, you can select the columns by index.

#Selects first 3 columns and top 3 rows

df.select(df.columns[:3]).show(3)

#Selects columns 2 to 4 and top 3 rows

df.select(df.columns[2:4]).show(3)

## 4. Select Nested Struct Columns from PySpark

If you have a nested struct (StructType) column on PySpark DataFrame, you need to use an explicit column qualifier in order to select. If you are new to PySpark and you have not learned StructType yet, I would recommend skipping the rest of the section or first [Understand PySpark StructType](https://sparkbyexamples.com/pyspark/pyspark-structtype-and-structfield/) before you proceed.

First, let’s create a new DataFrame with a struct type.

data = [

(("James",None,"Smith"),"OH","M"),

(("Anna","Rose",""),"NY","F"),

(("Julia","","Williams"),"OH","F"),

(("Maria","Anne","Jones"),"NY","M"),

(("Jen","Mary","Brown"),"NY","M"),

(("Mike","Mary","Williams"),"OH","M")

]

from pyspark.sql.types import StructType,StructField, StringType

schema = StructType([

StructField('name', StructType([

StructField('firstname', StringType(), True),

StructField('middlename', StringType(), True),

StructField('lastname', StringType(), True)

])),

StructField('state', StringType(), True),

StructField('gender', StringType(), True)

])

df2 = spark.createDataFrame(data = data, schema = schema)

df2.printSchema()

df2.show(truncate=False) # shows all columns

Yields below schema output. If you notice the column name is a struct type which consists of columns firstname, middlename, lastname.

root

|-- name: struct (nullable = true)

| |-- firstname: string (nullable = true)

| |-- middlename: string (nullable = true)

| |-- lastname: string (nullable = true)

|-- state: string (nullable = true)

|-- gender: string (nullable = true)

+----------------------+-----+------+

|name |state|gender|

+----------------------+-----+------+

|[James,, Smith] |OH |M |

|[Anna, Rose, ] |NY |F |

|[Julia, , Williams] |OH |F |

|[Maria, Anne, Jones] |NY |M |

|[Jen, Mary, Brown] |NY |M |

|[Mike, Mary, Williams]|OH |M |

+----------------------+-----+------+

Now, let’s select struct column.

df2.select("name").show(truncate=False)

This returns struct column name as is.

+----------------------+

|name |

+----------------------+

|[James,, Smith] |

|[Anna, Rose, ] |

|[Julia, , Williams] |

|[Maria, Anne, Jones] |

|[Jen, Mary, Brown] |

|[Mike, Mary, Williams]|

+----------------------+

In order to select the specific column from a nested struct, you need to explicitly qualify the nested struct column name.

df2.select("name.firstname","name.lastname").show(truncate=False)

This outputs firstname and lastname from the name struct column.

+---------+--------+

|firstname|lastname|

+---------+--------+

|James |Smith |

|Anna | |

|Julia |Williams|

|Maria |Jones |

|Jen |Brown |

|Mike |Williams|

+---------+--------+

In order to get all columns from struct column.

df2.select("name.\*").show(truncate=False)

This yields below output.

+---------+----------+--------+

|firstname|middlename|lastname|

+---------+----------+--------+

|James |null |Smith |

|Anna |Rose | |

|Julia | |Williams|

|Maria |Anne |Jones |

|Jen |Mary |Brown |

|Mike |Mary |Williams|

+---------+----------+--------+

## 5. Complete Example

import pyspark

from pyspark.sql import SparkSession

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

data = [("James","Smith","USA","CA"),

("Michael","Rose","USA","NY"),

("Robert","Williams","USA","CA"),

("Maria","Jones","USA","FL")

]

columns = ["firstname","lastname","country","state"]

df = spark.createDataFrame(data = data, schema = columns)

df.show(truncate=False)

df.select("firstname").show()

df.select("firstname","lastname").show()

#Using Dataframe object name

df.select(df.firstname,df.lastname).show()

# Using col function

from pyspark.sql.functions import col

df.select(col("firstname"),col("lastname")).show()

data = [(("James",None,"Smith"),"OH","M"),

(("Anna","Rose",""),"NY","F"),

(("Julia","","Williams"),"OH","F"),

(("Maria","Anne","Jones"),"NY","M"),

(("Jen","Mary","Brown"),"NY","M"),

(("Mike","Mary","Williams"),"OH","M")

]

from pyspark.sql.types import StructType,StructField, StringType

schema = StructType([

StructField('name', StructType([

StructField('firstname', StringType(), True),

StructField('middlename', StringType(), True),

StructField('lastname', StringType(), True)

])),

StructField('state', StringType(), True),

StructField('gender', StringType(), True)

])

df2 = spark.createDataFrame(data = data, schema = schema)

df2.printSchema()

df2.show(truncate=False) # shows all columns

df2.select("name").show(truncate=False)

df2.select("name.firstname","name.lastname").show(truncate=False)

df2.select("name.\*").show(truncate=False)

This example is also available at [PySpark github project](https://github.com/spark-examples/pyspark-examples/blob/master/pyspark-select-columns.py).

## 6. Conclusion

In this article, you have learned select() is a transformation function of the DataFrame and is used to select single, multiple columns, select all columns from the list, select by index, and finally select nested struct columns, you have also learned how to select nested elements from the DataFrame.

## Related Articles

* [How to Replace Column Values in PySpark DataFrame](https://sparkbyexamples.com/pyspark/pyspark-replace-column-values/)
* [How to Retrieve DataType & Column Names of PySpark DataFrame](https://sparkbyexamples.com/pyspark/pyspark-find-datatype-column-names-of-dataframe/)

# PySpark Collect() – Retrieve data from DataFrame

PySpark RDD/DataFrame collect() is an action operation that is used to retrieve all the elements of the dataset (from all nodes) to the driver node. We should use the collect() on smaller dataset usually after [filter()](https://sparkbyexamples.com/pyspark/pyspark-where-filter/), [group()](https://sparkbyexamples.com/pyspark/pyspark-groupby-explained-with-example/) e.t.c. Retrieving larger datasets results in OutOfMemory error.

In this PySpark article, I will explain the usage of collect() with DataFrame example, when to avoid it, and the difference between collect() and select().

**Related Articles:**

* [How to Iterate PySpark DataFrame through Loop](https://sparkbyexamples.com/pyspark/pyspark-loop-iterate-through-rows-in-dataframe/)
* [How to Convert PySpark DataFrame Column to Python List](https://sparkbyexamples.com/pyspark/convert-pyspark-dataframe-column-to-python-list/)

In order to explain with example, first, let’s [create a DataFrame](https://sparkbyexamples.com/pyspark/different-ways-to-create-dataframe-in-pyspark/).

import pyspark

from pyspark.sql import SparkSession

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

dept = [("Finance",10), \

("Marketing",20), \

("Sales",30), \

("IT",40) \

]

deptColumns = ["dept\_name","dept\_id"]

deptDF = spark.createDataFrame(data=dept, schema = deptColumns)

deptDF.show(truncate=False)

[show() function on DataFrame prints the result of DataFrame in a table format](https://sparkbyexamples.com/pyspark/pyspark-show-display-dataframe-contents-in-table/). By default, it shows only 20 rows. The above snippet returns the data in a table.

+---------+-------+

|dept\_name|dept\_id|

+---------+-------+

|Finance |10 |

|Marketing|20 |

|Sales |30 |

|IT |40 |

+---------+-------+

Now, let’s use the collect() to retrieve the data.

dataCollect = deptDF.collect()

print(dataCollect)

deptDF.collect() retrieves all elements in a DataFrame as an Array of [Row type](https://sparkbyexamples.com/pyspark/pyspark-row-using-rdd-dataframe/) to the driver node. printing a resultant array yields the below output.

[Row(dept\_name='Finance', dept\_id=10),

Row(dept\_name='Marketing', dept\_id=20),

Row(dept\_name='Sales', dept\_id=30),

Row(dept\_name='IT', dept\_id=40)]

Note that collect() is an action hence it does not return a DataFrame instead, it returns data in an Array to the driver. Once the data is in an array, you can use python for loop to process it further.

for row in dataCollect:

print(row['dept\_name'] + "," +str(row['dept\_id']))

If you wanted to get first row and first column from a DataFrame.

#Returns value of First Row, First Column which is "Finance"

deptDF.collect()[0][0]

Let’s understand what’s happening on above statement.

* deptDF.collect() returns Array of Row type.
* deptDF.collect()[0] returns the first element in an array (1st row).
* deptDF.collect[0][0] returns the value of the first row & first column.

In case you want to just return certain elements of a DataFrame, you should call [PySpark select() transformation](https://sparkbyexamples.com/pyspark/select-columns-from-pyspark-dataframe/) first.

dataCollect = deptDF.select("dept\_name").collect()

## When to avoid Collect()

Usually, collect() is used to retrieve the action output when you have very small result set and calling collect() on an RDD/DataFrame with a bigger result set causes out of memory as it returns the entire dataset (from all workers) to the driver hence we should avoid calling collect() on a larger dataset.

## collect () vs select ()

select() is a transformation that returns a new DataFrame and holds the columns that are selected whereas collect() is an action that returns the entire data set in an Array to the driver.

## Complete Example of PySpark collect()

Below is complete PySpark example of using collect() on DataFrame, similarly you can also create a program using collect() with RDD.

import pyspark

from pyspark.sql import SparkSession

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

dept = [("Finance",10), \

("Marketing",20), \

("Sales",30), \

("IT",40) \

]

deptColumns = ["dept\_name","dept\_id"]

deptDF = spark.createDataFrame(data=dept, schema = deptColumns)

deptDF.printSchema()

deptDF.show(truncate=False)

dataCollect = deptDF.collect()

print(dataCollect)

dataCollect2 = deptDF.select("dept\_name").collect()

print(dataCollect2)

for row in dataCollect:

print(row['dept\_name'] + "," +str(row['dept\_id']))

This example is also available at [PySpark Github](https://github.com/spark-examples/pyspark-examples/blob/master/pyspark-collect.py) project.

## Conclusion

In this PySpark article, you have learned the collect() function of the RDD/DataFrame is an action operation that returns all elements of the DataFrame to spark driver program and also learned it’s not a good practice to use it on the bigger dataset.

# PySpark withColumn() Usage with Examples

PySpark withColumn() is a transformation function of DataFrame which is used to change the value, convert the datatype of an existing column, create a new column, and many more. In this post, I will walk you through commonly used PySpark DataFrame column operations using withColumn() examples.

First, let’s[create a DataFrame](https://sparkbyexamples.com/pyspark/different-ways-to-create-dataframe-in-pyspark/) to work with.

data = [('James','','Smith','1991-04-01','M',3000),

('Michael','Rose','','2000-05-19','M',4000),

('Robert','','Williams','1978-09-05','M',4000),

('Maria','Anne','Jones','1967-12-01','F',4000),

('Jen','Mary','Brown','1980-02-17','F',-1)

]

columns = ["firstname","middlename","lastname","dob","gender","salary"]

from pyspark.sql import SparkSession

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

df = spark.createDataFrame(data=data, schema = columns)

## 1. Change DataType using PySpark withColumn()

By using PySpark withColumn() on a DataFrame, we can cast or change the data type of a column. In order to [change data type](https://sparkbyexamples.com/pyspark/pyspark-cast-column-type/), you would also need to use cast() function along with withColumn(). The below statement [changes the datatype from String to Integer](https://sparkbyexamples.com/spark/spark-cast-string-type-to-integer-type-int/) for the salary column.

df.withColumn("salary",col("salary").cast("Integer")).show()

## 2. Update The Value of an Existing Column

PySpark withColumn() function of DataFrame can also be used to change the value of an existing column. In order to change the value, pass an existing column name as a first argument and a value to be assigned as a second argument to the withColumn() function. Note that the second argument should be Column type . Also, see [Different Ways to Update PySpark DataFrame Column](https://sparkbyexamples.com/pyspark/pyspark-update-a-column-with-value/).

df.withColumn("salary",col("salary")\*100).show()

This snippet multiplies the value of “salary” with 100 and updates the value back to “salary” column.

## 3. Create a Column from an Existing

To add/create a new column, specify the first argument with a name you want your new column to be and use the second argument to assign a value by applying an operation on an existing column. Also, see [Different Ways to Add New Column to PySpark DataFrame](https://sparkbyexamples.com/pyspark/pyspark-add-new-column-to-dataframe/).

df.withColumn("CopiedColumn",col("salary")\* -1).show()

This snippet creates a new column “CopiedColumn” by multiplying “salary” column with value -1.

## 4. Add a New Column using withColumn()

In order to create a new column, pass the column name you wanted to the first argument of withColumn() transformation function. Make sure this new column not already present on DataFrame, if it presents it updates the value of that column.

On below snippet, [PySpark lit() function is used to add a constant value to a DataFrame column](https://sparkbyexamples.com/pyspark/pyspark-lit-add-literal-constant/). We can also chain in order to add multiple columns.

df.withColumn("Country", lit("USA")).show()

df.withColumn("Country", lit("USA")) \

.withColumn("anotherColumn",lit("anotherValue")) \

.show()

## 5. Rename Column Name

Though you cannot rename a column using withColumn, still I wanted to cover this as renaming is one of the common operations we perform on DataFrame. To [rename an existing column use withColumnRenamed()](https://sparkbyexamples.com/pyspark/pyspark-rename-dataframe-column/) function on DataFrame.

df.withColumnRenamed("gender","sex") \

.show(truncate=False)

## 6. Drop Column From PySpark DataFrame

Use “drop” function to [drop a specific column from the DataFrame](https://sparkbyexamples.com/pyspark/pyspark-drop-column-from-dataframe/).

df.drop("salary") \

.show()

**Note:**Note that all of these functions return the new DataFrame after applying the functions instead of updating DataFrame.

## 7. PySpark withColumn() Complete Example

import pyspark

from pyspark.sql import SparkSession

from pyspark.sql.functions import col, lit

from pyspark.sql.types import StructType, StructField, StringType,IntegerType

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

data = [('James','','Smith','1991-04-01','M',3000),

('Michael','Rose','','2000-05-19','M',4000),

('Robert','','Williams','1978-09-05','M',4000),

('Maria','Anne','Jones','1967-12-01','F',4000),

('Jen','Mary','Brown','1980-02-17','F',-1)

]

columns = ["firstname","middlename","lastname","dob","gender","salary"]

df = spark.createDataFrame(data=data, schema = columns)

df.printSchema()

df.show(truncate=False)

df2 = df.withColumn("salary",col("salary").cast("Integer"))

df2.printSchema()

df2.show(truncate=False)

df3 = df.withColumn("salary",col("salary")\*100)

df3.printSchema()

df3.show(truncate=False)

df4 = df.withColumn("CopiedColumn",col("salary")\* -1)

df4.printSchema()

df5 = df.withColumn("Country", lit("USA"))

df5.printSchema()

df6 = df.withColumn("Country", lit("USA")) \

.withColumn("anotherColumn",lit("anotherValue"))

df6.printSchema()

df.withColumnRenamed("gender","sex") \

.show(truncate=False)

df4.drop("CopiedColumn") \

.show(truncate=False)

The complete code can be downloaded from [PySpark withColumn GitHub project](https://github.com/spark-examples/pyspark-examples/blob/master/pyspark-withcolumn.py)

# PySpark withColumnRenamed to Rename Column on DataFrame

Use PySpark withColumnRenamed() to rename a DataFrame column, we often need to rename one column or multiple (or all) columns on PySpark DataFrame, you can do this in several ways. When columns are nested it becomes complicated.

Since DataFrame’s are an immutable collection, you can’t rename or update a column instead when using withColumnRenamed() it creates a new DataFrame with updated column names, In this PySpark article, I will cover different ways to rename columns with several use cases like rename nested column, all columns, selected multiple columns with Python/PySpark examples.

First, let’s create our data set to work with.

dataDF = [(('James','','Smith'),'1991-04-01','M',3000),

(('Michael','Rose',''),'2000-05-19','M',4000),

(('Robert','','Williams'),'1978-09-05','M',4000),

(('Maria','Anne','Jones'),'1967-12-01','F',4000),

(('Jen','Mary','Brown'),'1980-02-17','F',-1)

]

Our base schema with nested structure.

from pyspark.sql.types import StructType,StructField, StringType, IntegerType

schema = StructType([

StructField('name', StructType([

StructField('firstname', StringType(), True),

StructField('middlename', StringType(), True),

StructField('lastname', StringType(), True)

])),

StructField('dob', StringType(), True),

StructField('gender', StringType(), True),

StructField('gender', IntegerType(), True)

])

Let’s create the DataFrame by using parallelize and provide the above schema.

from pyspark.sql import SparkSession

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

df = spark.createDataFrame(data = dataDF, schema = schema)

df.printSchema()

Below is our schema structure. I am not printing data here as it is not necessary for our examples. This schema has a nested structure.
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## 1. PySpark withColumnRenamed – To rename DataFrame column name

PySpark has a withColumnRenamed() function on DataFrame to change a column name. This is the most straight forward approach; this function takes two parameters; the first is your existing column name and the second is the new column name you wish for.

**PySpark withColumnRenamed**() **Syntax:**

withColumnRenamed(existingName, newNam)

existingName – The existing column name you want to change

newName – New name of the column

Returns a new DataFrame with a column renamed.

**Example**

df.withColumnRenamed("dob","DateOfBirth").printSchema()

The above statement changes column “dob” to “DateOfBirth” on PySpark DataFrame. Note that withColumnRenamed function returns a new DataFrame and doesn’t modify the current DataFrame.
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## 2. PySpark withColumnRenamed – To rename multiple columns

To change multiple column names, we should chain withColumnRenamed functions as shown below. You can also store all columns to rename in a list and loop through to rename all columns, I will leave this to you to explore.

df2 = df.withColumnRenamed("dob","DateOfBirth") \

.withColumnRenamed("salary","salary\_amount")

df2.printSchema()

This creates a new DataFrame “df2” after renaming dob and salary columns.

## 3. Using PySpark StructType – To rename a nested column in Dataframe

Changing a column name on nested data is not straight forward and we can do this by creating a new schema with new [DataFrame columns using StructType](https://sparkbyexamples.com/spark/spark-sql-structtype-on-dataframe/) and use it using cast function as shown below.

schema2 = StructType([

StructField("fname",StringType()),

StructField("middlename",StringType()),

StructField("lname",StringType())])

df.select(col("name").cast(schema2), \

col("dob"), col("gender"),col("salary")) \

.printSchema()

This statement renames firstname to fname and lastname to lname within name structure.
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## 4. Using Select – To rename nested elements.

Let’s see another way to change nested columns by transposing the structure to flat.

from pyspark.sql.functions import \*

df.select(col("name.firstname").alias("fname"), \

col("name.middlename").alias("mname"), \

col("name.lastname").alias("lname"), \

col("dob"),col("gender"),col("salary")) \

.printSchema()
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## 5. Using PySpark DataFrame withColumn – To rename nested columns

When you have nested columns on PySpark DatFrame and if you want to rename it, use withColumn on a data frame object to create a new column from an existing and we will need to drop the existing column. Below example creates a “fname” column from “name.firstname” and drops the “name” column

from pyspark.sql.functions import \*

df4 = df.withColumn("fname",col("name.firstname")) \

.withColumn("mname",col("name.middlename")) \

.withColumn("lname",col("name.lastname")) \

.drop("name")

df4.printSchema()

## 6. Using col() function – To Dynamically rename all or multiple columns

Another way to change all column names on Dataframe is to use col() function.

IN progress

## 7. Using toDF() – To change all columns in a PySpark DataFrame

When we have data in a flat structure (without nested) , use toDF() with a new schema to change all column names.

newColumns = ["newCol1","newCol2","newCol3","newCol4"]

df.toDF(\*newColumns).printSchema()

## Source code

import pyspark

from pyspark.sql import SparkSession

from pyspark.sql.types import StructType,StructField, StringType, IntegerType

from pyspark.sql.functions import \*

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

dataDF = [(('James','','Smith'),'1991-04-01','M',3000),

(('Michael','Rose',''),'2000-05-19','M',4000),

(('Robert','','Williams'),'1978-09-05','M',4000),

(('Maria','Anne','Jones'),'1967-12-01','F',4000),

(('Jen','Mary','Brown'),'1980-02-17','F',-1)

]

schema = StructType([

StructField('name', StructType([

StructField('firstname', StringType(), True),

StructField('middlename', StringType(), True),

StructField('lastname', StringType(), True)

])),

StructField('dob', StringType(), True),

StructField('gender', StringType(), True),

StructField('salary', IntegerType(), True)

])

df = spark.createDataFrame(data = dataDF, schema = schema)

df.printSchema()

# Example 1

df.withColumnRenamed("dob","DateOfBirth").printSchema()

# Example 2

df2 = df.withColumnRenamed("dob","DateOfBirth") \

.withColumnRenamed("salary","salary\_amount")

df2.printSchema()

# Example 3

schema2 = StructType([

StructField("fname",StringType()),

StructField("middlename",StringType()),

StructField("lname",StringType())])

df.select(col("name").cast(schema2),

col("dob"),

col("gender"),

col("salary")) \

.printSchema()

# Example 4

df.select(col("name.firstname").alias("fname"),

col("name.middlename").alias("mname"),

col("name.lastname").alias("lname"),

col("dob"),col("gender"),col("salary")) \

.printSchema()

# Example 5

df4 = df.withColumn("fname",col("name.firstname")) \

.withColumn("mname",col("name.middlename")) \

.withColumn("lname",col("name.lastname")) \

.drop("name")

df4.printSchema()

#Example 7

newColumns = ["newCol1","newCol2","newCol3","newCol4"]

df.toDF(\*newColumns).printSchema()

# Example 6

'''

not working

old\_columns = Seq("dob","gender","salary","fname","mname","lname")

new\_columns = Seq("DateOfBirth","Sex","salary","firstName","middleName","lastName")

columnsList = old\_columns.zip(new\_columns).map(f=>{col(f.\_1).as(f.\_2)})

df5 = df4.select(columnsList:\_\*)

df5.printSchema()

'''

The complete code can be downloaded from [GitHub](https://github.com/sparkbyexamples/spark-examples/blob/master/spark-sql-examples/src/main/scala/com/sparkbyexamples/spark/dataframe/RenameColDataFrame.scala)

### Conclusion:

This article explains different ways to rename all, a single, multiple, and nested columns on PySpark DataFrame.

# PySpark Where Filter Function | Multiple Conditions

PySpark filter() function is used to filter the rows from RDD/DataFrame based on the given condition or SQL expression, you can also use where() clause instead of the filter() if you are coming from an SQL background, both these functions operate exactly the same.

In this PySpark article, you will learn how to apply a filter on DataFrame columns of string, arrays, struct types by using single and multiple conditions and also applying filter using isin() with PySpark (Python Spark) examples.

**Related Article:**

* [How to Filter Rows with NULL/NONE (IS NULL & IS NOT NULL) in PySpark](https://sparkbyexamples.com/pyspark/pyspark-filter-rows-with-null-values/)

df.filter("state is NULL").show()

df.filter(df.state.isNull()).show()

df.filter(col("state").isNull()).show()

df.filter("state IS NULL AND gender IS NULL").show()

df.filter(df.state.isNull() & df.gender.isNull()).show()

from pyspark.sql.functions import col

df.filter("state IS NOT NULL").show()

df.filter("NOT state IS NULL").show()

df.filter(df.state.isNotNull()).show()

df.filter(col("state").isNotNull()).show()

df.createOrReplaceTempView("DATA")

spark.sql("SELECT \* FROM DATA where STATE IS NULL").show()

spark.sql("SELECT \* FROM DATA where STATE IS NULL AND GENDER IS NULL").show()

spark.sql("SELECT \* FROM DATA where STATE IS NOT NULL").show()

* [Spark Filter – startsWith(), endsWith() Examples](https://sparkbyexamples.com/spark/spark-filter-startswith-endswith-examples/)

import spark.implicits.\_

val data = Seq((1,"James Smith"), (2,"Michael Rose"),

(3,"Robert Williams"), (4,"Rames Rose"),(5,"Rames rose")

)

val df = data.toDF("id","name")

import org.apache.spark.sql.functions.col

df.filter(col("name").startsWith("James")).show()

+---+-----------+

| id| name|

+---+-----------+

| 1|James Smith|

+---+-----------+

df.filter(! col("name").startsWith("James")).show()

df.filter( col("name").startsWith("James") === false).show()

+---+---------------+

| id| name|

+---+---------------+

| 2| Michael Rose|

| 3|Robert Williams|

| 4| Rames Rose|

| 5| Rames rose|

+---+---------------+

df.filter(col("name").endsWith("Rose")).show()

+---+------------+

| id| name|

+---+------------+

| 2|Michael Rose|

| 4| Rames Rose|

+---+------------+

//NOT ends with a string

df.filter(! col("name").endsWith("Rose")).show()

df.filter(col("name").endsWith("Rose")==false).show()

+---+---------------+

| id| name|

+---+---------------+

| 1| James Smith|

| 3|Robert Williams|

| 5| Rames rose|

+---+---------------+

* [Spark Filter – contains(), like(), rlike() Examples](https://sparkbyexamples.com/spark/spark-filter-contains-like-rlike-examples/)

//Filter all rows that contains string 'mes' in a 'name' column

import org.apache.spark.sql.functions.col

df.filter(col("name").contains("mes")).show()

+---+-----------+

| id| name|

+---+-----------+

| 1|James Smith|

| 4| Rames Rose|

| 5| Rames rose|

+---+-----------+

//You can also use with like

df.filter(col("name").like("%mes%")).show()

//Using it on SQL to filter rows

df.createOrReplaceTempView("TAB")

spark.sql("select \* from TAB where name like '%mes%'").show()

#

from pyspark.sql.functions import col

df.filter(col("name").contains("mes")).show()

**Note:** [PySpark Column Functions](https://sparkbyexamples.com/pyspark/pyspark-column-functions/) provides several options that can be used with filter().

## 1. PySpark DataFrame filter() Syntax

Below is syntax of the filter function. condition would be an expression you wanted to filter.

filter(condition)

Before we start with examples, first let’s [create a DataFrame](https://sparkbyexamples.com/pyspark/different-ways-to-create-dataframe-in-pyspark/). Here, I am using a [DataFrame with StructType](https://sparkbyexamples.com/pyspark/pyspark-structtype-and-structfield/) and [ArrayType](https://sparkbyexamples.com/pyspark/pyspark-arraytype-column-with-examples/) columns as I will also be covering examples with struct and array types as-well.

from pyspark.sql.types import StructType,StructField

from pyspark.sql.types import StringType, IntegerType, ArrayType

data = [

(("James","","Smith"),["Java","Scala","C++"],"OH","M"),

(("Anna","Rose",""),["Spark","Java","C++"],"NY","F"),

(("Julia","","Williams"),["CSharp","VB"],"OH","F"),

(("Maria","Anne","Jones"),["CSharp","VB"],"NY","M"),

(("Jen","Mary","Brown"),["CSharp","VB"],"NY","M"),

(("Mike","Mary","Williams"),["Python","VB"],"OH","M")

]

schema = StructType([

StructField('name', StructType([

StructField('firstname', StringType(), True),

StructField('middlename', StringType(), True),

StructField('lastname', StringType(), True)

])),

StructField('languages', ArrayType(StringType()), True),

StructField('state', StringType(), True),

StructField('gender', StringType(), True)

])

df = spark.createDataFrame(data = data, schema = schema)

df.printSchema()

df.show(truncate=False)

This yields below schema and DataFrame results.

root

|-- name: struct (nullable = true)

| |-- firstname: string (nullable = true)

| |-- middlename: string (nullable = true)

| |-- lastname: string (nullable = true)

|-- languages: array (nullable = true)

| |-- element: string (containsNull = true)

|-- state: string (nullable = true)

|-- gender: string (nullable = true)

+----------------------+------------------+-----+------+

|name |languages |state|gender|

+----------------------+------------------+-----+------+

|[James, , Smith] |[Java, Scala, C++]|OH |M |

|[Anna, Rose, ] |[Spark, Java, C++]|NY |F |

|[Julia, , Williams] |[CSharp, VB] |OH |F |

|[Maria, Anne, Jones] |[CSharp, VB] |NY |M |

|[Jen, Mary, Brown] |[CSharp, VB] |NY |M |

|[Mike, Mary, Williams]|[Python, VB] |OH |M |

+----------------------+------------------+-----+------+

## 2. DataFrame filter() with Column Condition

Use Column with the condition to filter the rows from DataFrame, using this you can express complex condition by referring column names using dfObject.colname

# Using equals condition

df.filter(df.state == "OH").show(truncate=False)

+----------------------+------------------+-----+------+

|name |languages |state|gender|

+----------------------+------------------+-----+------+

|[James, , Smith] |[Java, Scala, C++]|OH |M |

|[Julia, , Williams] |[CSharp, VB] |OH |F |

|[Mike, Mary, Williams]|[Python, VB] |OH |M |

+----------------------+------------------+-----+------+

# not equals condition

df.filter(df.state != "OH") \

.show(truncate=False)

df.filter(~(df.state == "OH")) \

.show(truncate=False)

Same example can also written as below. In order to use this first you need to import from pyspark.sql.functions import col

#Using SQL col() function

from pyspark.sql.functions import col

df.filter(col("state") == "OH") \

.show(truncate=False)

## 3. DataFrame filter() with SQL Expression

If you are coming from SQL background, you can use that knowledge in PySpark to filter DataFrame rows with SQL expressions.

#Using SQL Expression

df.filter("gender == 'M'").show()

#For not equal

df.filter("gender != 'M'").show()

df.filter("gender <> 'M'").show()

## 4. PySpark Filter with Multiple Conditions

In PySpark, to filter() rows on DataFrame based on multiple conditions, you case use either Column with a condition or SQL expression. Below is just a simple example using AND (&) condition, you can extend this with OR(|), and NOT(!) conditional expressions as needed.

//Filter multiple condition

df.filter( (df.state == "OH") & (df.gender == "M") ) \

.show(truncate=False)

This yields below DataFrame results.

+----------------------+------------------+-----+------+

|name |languages |state|gender|

+----------------------+------------------+-----+------+

|[James, , Smith] |[Java, Scala, C++]|OH |M |

|[Mike, Mary, Williams]|[Python, VB] |OH |M |

+----------------------+------------------+-----+------+

## 5. Filter Based on List Values

If you have a list of elements and you wanted to filter that is not in the list or in the list, use [isin() function of Column class](https://sparkbyexamples.com/pyspark/pyspark-column-functions/) and it doesn’t have isnotin() function but you do the same using not operator (~)

#Filter IS IN List values

li=["OH","CA","DE"]

df.filter(df.state.isin(li)).show()

+--------------------+------------------+-----+------+

| name| languages|state|gender|

+--------------------+------------------+-----+------+

| [James, , Smith]|[Java, Scala, C++]| OH| M|

| [Julia, , Williams]| [CSharp, VB]| OH| F|

|[Mike, Mary, Will...| [Python, VB]| OH| M|

+--------------------+------------------+-----+------+

# Filter NOT IS IN List values

#These show all records with NY (NY is not part of the list)

df.filter(~df.state.isin(li)).show()

df.filter(df.state.isin(li)==False).show()

## 6. Filter Based on Starts With, Ends With, Contains

You can also filter DataFrame rows by using startswith(), endswith() and contains() methods of Column class. For more examples on Column class, refer to [PySpark Column Functions](https://sparkbyexamples.com/pyspark/pyspark-column-functions/).

# Using startswith

df.filter(df.state.startswith("N")).show()

+--------------------+------------------+-----+------+

| name| languages|state|gender|

+--------------------+------------------+-----+------+

| [Anna, Rose, ]|[Spark, Java, C++]| NY| F|

|[Maria, Anne, Jones]| [CSharp, VB]| NY| M|

| [Jen, Mary, Brown]| [CSharp, VB]| NY| M|

+--------------------+------------------+-----+------+

#using endswith

df.filter(df.state.endswith("H")).show()

#contains

df.filter(df.state.contains("H")).show()

## 7. PySpark Filter like and rlike

If you have SQL background you must be familiar with like and rlike (regex like), PySpark also provides similar methods in Column class to filter similar values using wildcard characters. You can use rlike() to filter by checking values case insensitive.

data2 = [(2,"Michael Rose"),(3,"Robert Williams"),

(4,"Rames Rose"),(5,"Rames rose")

]

df2 = spark.createDataFrame(data = data2, schema = ["id","name"])

# like - SQL LIKE pattern

df2.filter(df2.name.like("%rose%")).show()

+---+----------+

| id| name|

+---+----------+

| 5|Rames rose|

+---+----------+

# rlike - SQL RLIKE pattern (LIKE with Regex)

#This check case insensitive

df2.filter(df2.name.rlike("(?i)^\*rose$")).show()

+---+------------+

| id| name|

+---+------------+

| 2|Michael Rose|

| 4| Rames Rose|

| 5| Rames rose|

## 8. Filter on an Array column

When you want to filter rows from DataFrame based on value present in an array collection column, you can use the first syntax. The below example uses array\_contains() from [Pyspark SQL functions](https://sparkbyexamples.com/spark/spark-sql-functions/) which checks if a value contains in an array if present it returns true otherwise false.

from pyspark.sql.functions import array\_contains

df.filter(array\_contains(df.languages,"Java")) \

.show(truncate=False)

This yields below DataFrame results.

+----------------+------------------+-----+------+

|name |languages |state|gender|

+----------------+------------------+-----+------+

|[James, , Smith]|[Java, Scala, C++]|OH |M |

|[Anna, Rose, ] |[Spark, Java, C++]|NY |F |

|  |  |  |  |
| --- | --- | --- | --- |
|  |  |  |  |

## 9. Filtering on Nested Struct columns

If your DataFrame consists of nested struct columns, you can use any of the above syntaxes to filter the rows based on the nested column.

//Struct condition

df.filter(df.name.lastname == "Williams") \

.show(truncate=False)

This yields below DataFrame results

+----------------------+------------+-----+------+

|name |languages |state|gender|

+----------------------+------------+-----+------+

|[Julia, , Williams] |[CSharp, VB]|OH |F |

|[Mike, Mary, Williams]|[Python, VB]|OH |M |

+----------------------+------------+-----+------+

## 10. Source code of PySpark where filter

import pyspark

from pyspark.sql import SparkSession

from pyspark.sql.types import StructType,StructField, StringType, IntegerType, ArrayType

from pyspark.sql.functions import col,array\_contains

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

arrayStructureData = [

(("James","","Smith"),["Java","Scala","C++"],"OH","M"),

(("Anna","Rose",""),["Spark","Java","C++"],"NY","F"),

(("Julia","","Williams"),["CSharp","VB"],"OH","F"),

(("Maria","Anne","Jones"),["CSharp","VB"],"NY","M"),

(("Jen","Mary","Brown"),["CSharp","VB"],"NY","M"),

(("Mike","Mary","Williams"),["Python","VB"],"OH","M")

]

arrayStructureSchema = StructType([

StructField('name', StructType([

StructField('firstname', StringType(), True),

StructField('middlename', StringType(), True),

StructField('lastname', StringType(), True)

])),

StructField('languages', ArrayType(StringType()), True),

StructField('state', StringType(), True),

StructField('gender', StringType(), True)

])

df = spark.createDataFrame(data = arrayStructureData, schema = arrayStructureSchema)

df.printSchema()

df.show(truncate=False)

df.filter(df.state == "OH") \

.show(truncate=False)

df.filter(col("state") == "OH") \

.show(truncate=False)

df.filter("gender == 'M'") \

.show(truncate=False)

df.filter( (df.state == "OH") & (df.gender == "M") ) \

.show(truncate=False)

df.filter(array\_contains(df.languages,"Java")) \

.show(truncate=False)

df.filter(df.name.lastname == "Williams") \

.show(truncate=False)

Examples explained here are also available at [PySpark examples GitHub](https://github.com/spark-examples/pyspark-examples/blob/master/pyspark-filter.py) project for reference.

## 11. Conclusion

In this tutorial, I’ve explained how to filter rows from PySpark DataFrame based on single or multiple conditions and SQL expression, also learned filtering rows by providing conditions on the array and struct column with Spark with Python examples.

Alternatively, you can also use where() function to filter the rows on PySpark DataFrame.

# PySpark – Distinct to Drop Duplicate Rows

PySpark distinct() function is used to drop/remove the duplicate rows (all columns) from DataFrame and dropDuplicates() is used to drop rows based on selected (one or multiple) columns. In this article, you will learn how to use distinct() and dropDuplicates() functions with PySpark example.

Before we start, first let’s [create a DataFrame](https://sparkbyexamples.com/pyspark/different-ways-to-create-dataframe-in-pyspark/) with some duplicate rows and values on a few columns. We use this DataFrame to demonstrate how to get distinct multiple columns.

import pyspark

from pyspark.sql import SparkSession

from pyspark.sql.functions import expr

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

data = [("James", "Sales", 3000), \

("Michael", "Sales", 4600), \

("Robert", "Sales", 4100), \

("Maria", "Finance", 3000), \

("James", "Sales", 3000), \

("Scott", "Finance", 3300), \

("Jen", "Finance", 3900), \

("Jeff", "Marketing", 3000), \

("Kumar", "Marketing", 2000), \

("Saif", "Sales", 4100) \

]

columns= ["employee\_name", "department", "salary"]

df = spark.createDataFrame(data = data, schema = columns)

df.printSchema()

df.show(truncate=False)

Yields below output

+-------------+----------+------+

|employee\_name|department|salary|

+-------------+----------+------+

|James |Sales |3000 |

|Michael |Sales |4600 |

|Robert |Sales |4100 |

|Maria |Finance |3000 |

|James |Sales |3000 |

|Scott |Finance |3300 |

|Jen |Finance |3900 |

|Jeff |Marketing |3000 |

|Kumar |Marketing |2000 |

|Saif |Sales |4100 |

+-------------+----------+------+

On the above table, record with employer name Robert has duplicate rows, As you notice we have 2 rows that have duplicate values on all columns and we have 4 rows that have duplicate values on department and salary columns.

## 1. Get Distinct Rows (By Comparing All Columns)

On the above DataFrame, we have a total of 10 rows with 2 rows having all values duplicated, performing distinct on this DataFrame should get us 9 after removing 1 duplicate row.

distinctDF = df.distinct()

print("Distinct count: "+str(distinctDF.count()))

distinctDF.show(truncate=False)

distinct() function on DataFrame returns a new DataFrame after removing the duplicate records. This example yields the below output.

Distinct count: 9

+-------------+----------+------+

|employee\_name|department|salary|

+-------------+----------+------+

|James |Sales |3000 |

|Michael |Sales |4600 |

|Maria |Finance |3000 |

|Robert |Sales |4100 |

|Saif |Sales |4100 |

|Scott |Finance |3300 |

|Jeff |Marketing |3000 |

|Jen |Finance |3900 |

|Kumar |Marketing |2000 |

+-------------+----------+------+

Alternatively, you can also run dropDuplicates() function which returns a new DataFrame after removing duplicate rows.

df2 = df.dropDuplicates()

print("Distinct count: "+str(df2.count()))

df2.show(truncate=False)

## 2. PySpark Distinct of Selected Multiple Columns

PySpark doesn’t have a distinct method which takes columns that should run distinct on (drop duplicate rows on selected multiple columns) however, it provides another signature of dropDuplicates() function which takes multiple columns to eliminate duplicates.

Note that calling dropDuplicates() on DataFrame returns a new DataFrame with duplicate rows removed.

dropDisDF = df.dropDuplicates(["department","salary"])

print("Distinct count of department & salary : "+str(dropDisDF.count()))

dropDisDF.show(truncate=False)

Yields below output. If you notice the output, It dropped 2 records that are duplicate.

Distinct count of department & salary : 8

+-------------+----------+------+

|employee\_name|department|salary|

+-------------+----------+------+

|Jen |Finance |3900 |

|Maria |Finance |3000 |

|Scott |Finance |3300 |

|Michael |Sales |4600 |

|Kumar |Marketing |2000 |

|Robert |Sales |4100 |

|James |Sales |3000 |

|Jeff |Marketing |3000 |

## 3. Source Code to Get Distinct Rows

import pyspark

from pyspark.sql import SparkSession

from pyspark.sql.functions import expr

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

data = [("James", "Sales", 3000), \

("Michael", "Sales", 4600), \

("Robert", "Sales", 4100), \

("Maria", "Finance", 3000), \

("James", "Sales", 3000), \

("Scott", "Finance", 3300), \

("Jen", "Finance", 3900), \

("Jeff", "Marketing", 3000), \

("Kumar", "Marketing", 2000), \

("Saif", "Sales", 4100) \

]

columns= ["employee\_name", "department", "salary"]

df = spark.createDataFrame(data = data, schema = columns)

df.printSchema()

df.show(truncate=False)

#Distinct

distinctDF = df.distinct()

print("Distinct count: "+str(distinctDF.count()))

distinctDF.show(truncate=False)

#Drop duplicates

df2 = df.dropDuplicates()

print("Distinct count: "+str(df2.count()))

df2.show(truncate=False)

#Drop duplicates on selected columns

dropDisDF = df.dropDuplicates(["department","salary"])

print("Distinct count of department salary : "+str(dropDisDF.count()))

dropDisDF.show(truncate=False)

}

The complete example is available at [GitHub](https://github.com/spark-examples/pyspark-examples/blob/master/pyspark-distinct.py) for reference.

## Conclusion

In this PySpark SQL article, you have learned distinct() method which is used to get the distinct values of rows (all columns) and also learned how to use dropDuplicates() to get the distinct and finally learned using dropDuplicates() function to get distinct of multiple columns.

# PySpark orderBy() and sort() explained

* Post author:[Admin](https://sparkbyexamples.com/author/sparkbyexamples/)
* Post category:[PySpark](https://sparkbyexamples.com/category/pyspark/)

You can use either sort() or orderBy() function of PySpark DataFrame to sort DataFrame by ascending or descending order based on single or multiple columns, you can also do sorting using PySpark SQL sorting functions, In this article, I will explain all these different ways using PySpark examples.

Before we start, first let’s[create a DataFrame](https://sparkbyexamples.com/pyspark/different-ways-to-create-dataframe-in-pyspark/).

simpleData = [("James","Sales","NY",90000,34,10000), \

("Michael","Sales","NY",86000,56,20000), \

("Robert","Sales","CA",81000,30,23000), \

("Maria","Finance","CA",90000,24,23000), \

("Raman","Finance","CA",99000,40,24000), \

("Scott","Finance","NY",83000,36,19000), \

("Jen","Finance","NY",79000,53,15000), \

("Jeff","Marketing","CA",80000,25,18000), \

("Kumar","Marketing","NY",91000,50,21000) \

]

columns= ["employee\_name","department","state","salary","age","bonus"]

df = spark.createDataFrame(data = simpleData, schema = columns)

df.printSchema()

df.show(truncate=False)

This Yields below output.

root

|-- employee\_name: string (nullable = true)

|-- department: string (nullable = true)

|-- state: string (nullable = true)

|-- salary: integer (nullable = false)

|-- age: integer (nullable = false)

|-- bonus: integer (nullable = false)

+-------------+----------+-----+------+---+-----+

|employee\_name|department|state|salary|age|bonus|

+-------------+----------+-----+------+---+-----+

| James| Sales| NY| 90000| 34|10000|

| Michael| Sales| NY| 86000| 56|20000|

| Robert| Sales| CA| 81000| 30|23000|

| Maria| Finance| CA| 90000| 24|23000|

| Raman| Finance| CA| 99000| 40|24000|

| Scott| Finance| NY| 83000| 36|19000|

| Jen| Finance| NY| 79000| 53|15000|

| Jeff| Marketing| CA| 80000| 25|18000|

| Kumar| Marketing| NY| 91000| 50|21000|

+-------------+----------+-----+------+---+-----+

## DataFrame sorting using the sort() function

PySpark DataFrame class provides sort() function to sort on one or more columns. By default, it sorts by ascending order.

**Syntax**

sort(self, \*cols, \*\*kwargs):

**Example**

df.sort("department","state").show(truncate=False)

df.sort(col("department"),col("state")).show(truncate=False)

The above two examples return the same below output, the first one takes the DataFrame column name as a string and the next takes columns in Column type. This table sorted by the first department column and then the state column.

+-------------+----------+-----+------+---+-----+

|employee\_name|department|state|salary|age|bonus|

+-------------+----------+-----+------+---+-----+

|Maria |Finance |CA |90000 |24 |23000|

|Raman |Finance |CA |99000 |40 |24000|

|Jen |Finance |NY |79000 |53 |15000|

|Scott |Finance |NY |83000 |36 |19000|

|Jeff |Marketing |CA |80000 |25 |18000|

|Kumar |Marketing |NY |91000 |50 |21000|

|Robert |Sales |CA |81000 |30 |23000|

|James |Sales |NY |90000 |34 |10000|

|Michael |Sales |NY |86000 |56 |20000|

+-------------+----------+-----+------+---+-----+

## DataFrame sorting using orderBy() function

PySpark DataFrame also provides orderBy() function to sort on one or more columns. By default, it orders by ascending.

**Example**

df.orderBy("department","state").show(truncate=False)

df.orderBy(col("department"),col("state")).show(truncate=False)

This returns the same output as the previous section.

## Sort by Ascending (ASC)

If you wanted to specify the ascending order/sort explicitly on DataFrame, you can use the asc method of the Column function. for example

df.sort(df.department.asc(),df.state.asc()).show(truncate=False)

df.sort(col("department").asc(),col("state").asc()).show(truncate=False)

df.orderBy(col("department").asc(),col("state").asc()).show(truncate=False)

The above three examples return the same output.

+-------------+----------+-----+------+---+-----+

|employee\_name|department|state|salary|age|bonus|

+-------------+----------+-----+------+---+-----+

|Maria |Finance |CA |90000 |24 |23000|

|Raman |Finance |CA |99000 |40 |24000|

|Jen |Finance |NY |79000 |53 |15000|

|Scott |Finance |NY |83000 |36 |19000|

|Jeff |Marketing |CA |80000 |25 |18000|

|Kumar |Marketing |NY |91000 |50 |21000|

|Robert |Sales |CA |81000 |30 |23000|

|James |Sales |NY |90000 |34 |10000|

|Michael |Sales |NY |86000 |56 |20000|

+-------------+----------+-----+------+---+-----+

## Sort by Descending (DESC)

If you wanted to specify the sorting by descending order on DataFrame, you can use the desc method of the Column function. for example. From our example, let’s use desc on the state column.

df.sort(df.department.asc(),df.state.desc()).show(truncate=False)

df.sort(col("department").asc(),col("state").desc()).show(truncate=False)

df.orderBy(col("department").asc(),col("state").desc()).show(truncate=False)

This yields the below output for all three examples.

+-------------+----------+-----+------+---+-----+

|employee\_name|department|state|salary|age|bonus|

+-------------+----------+-----+------+---+-----+

|Scott |Finance |NY |83000 |36 |19000|

|Jen |Finance |NY |79000 |53 |15000|

|Raman |Finance |CA |99000 |40 |24000|

|Maria |Finance |CA |90000 |24 |23000|

|Kumar |Marketing |NY |91000 |50 |21000|

|Jeff |Marketing |CA |80000 |25 |18000|

|James |Sales |NY |90000 |34 |10000|

|Michael |Sales |NY |86000 |56 |20000|

|Robert |Sales |CA |81000 |30 |23000|

+-------------+----------+-----+------+---+-----+

Besides asc() and desc() functions, PySpark also provides asc\_nulls\_first() and asc\_nulls\_last() and equivalent descending functions.

## Using Raw SQL

Below is an example of how to sort DataFrame using raw SQL syntax.

df.createOrReplaceTempView("EMP")

spark.sql("select employee\_name,department,state,salary,age,bonus from EMP ORDER BY department asc").show(truncate=False)

The above two examples return the same output as above.

## Dataframe Sorting Complete Example

import pyspark

from pyspark.sql import SparkSession

from pyspark.sql.functions import col, asc,desc

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

simpleData = [("James","Sales","NY",90000,34,10000), \

("Michael","Sales","NY",86000,56,20000), \

("Robert","Sales","CA",81000,30,23000), \

("Maria","Finance","CA",90000,24,23000), \

("Raman","Finance","CA",99000,40,24000), \

("Scott","Finance","NY",83000,36,19000), \

("Jen","Finance","NY",79000,53,15000), \

("Jeff","Marketing","CA",80000,25,18000), \

("Kumar","Marketing","NY",91000,50,21000) \ ]

columns= ["employee\_name","department","state","salary","age","bonus"]

df = spark.createDataFrame(data = simpleData, schema = columns)

df.printSchema()

df.show(truncate=False)

df.sort("department","state").show(truncate=False)

df.sort(col("department"),col("state")).show(truncate=False)

df.orderBy("department","state").show(truncate=False)

df.orderBy(col("department"),col("state")).show(truncate=False)

df.sort(df.department.asc(),df.state.asc()).show(truncate=False)

df.sort(col("department").asc(),col("state").asc()).show(truncate=False)

df.orderBy(col("department").asc(),col("state").asc()).show(truncate=False)

df.sort(df.department.asc(),df.state.desc()).show(truncate=False)

df.sort(col("department").asc(),col("state").desc()).show(truncate=False)

df.orderBy(col("department").asc(),col("state").desc()).show(truncate=False)

df.createOrReplaceTempView("EMP")

spark.sql("select employee\_name,department,state,salary,age,bonus from EMP ORDER BY department asc").show(truncate=False)

This complete example is also available at [PySpark sorting GitHub project](https://github.com/spark-examples/pyspark-examples/blob/master/pyspark-orderby.py) for reference.

## Conclusion

Here you have learned how to Sort PySpark DataFrame columns using sort(), orderBy() and using SQL sort functions and used this function with PySpark SQL along with Ascending and Descending sorting orders.

# PySpark Groupby Explained with Example

Similar to SQL GROUP BY clause, PySpark groupBy() function is used to collect the identical data into groups on DataFrame and perform aggregate functions on the grouped data. In this article, I will explain several groupBy() examples using PySpark (Spark with Python).

**Related:** [How to group and aggregate data using Spark and Scala](https://sparkbyexamples.com/spark/using-groupby-on-dataframe/)

**Syntax:**

groupBy(col1 : scala.Predef.String, cols : scala.Predef.String\*) :

org.apache.spark.sql.RelationalGroupedDataset

When we perform groupBy() on PySpark Dataframe, it returns GroupedData object which contains below aggregate functions.

count() - Returns the count of rows for each group.

mean() - Returns the mean of values for each group.

max() - Returns the maximum of values for each group.

min() - Returns the minimum of values for each group.

sum() - Returns the total for values for each group.

avg() - Returns the average for values for each group.

agg() - Using [agg()](https://sparkbyexamples.com/pyspark/pyspark-groupby-explained-with-example/#agg) function, we can calculate more than one aggregate at a time.

pivot() - This function is used to Pivot the DataFrame which I will not be covered in this article as I already have a dedicated article for[Pivot & Unpivot DataFrame](https://sparkbyexamples.com/spark/how-to-pivot-table-and-unpivot-a-spark-dataframe/).

## Preparing Data & creating DataFrame

Before we start, let’s[create the DataFrame](https://sparkbyexamples.com/pyspark/different-ways-to-create-dataframe-in-pyspark/) from a sequence of the data to work with. This DataFrame contains columns “employee\_name”, “department”, “state“, “salary”, “age” and “bonus” columns.

We will use this PySpark DataFrame to run groupBy() on “department” columns and calculate aggregates like minimum, maximum, average, total salary for each group using min(), max() and sum() aggregate functions respectively. and finally, we will also see how to do group and aggregate on multiple columns.

simpleData = [("James","Sales","NY",90000,34,10000),

("Michael","Sales","NY",86000,56,20000),

("Robert","Sales","CA",81000,30,23000),

("Maria","Finance","CA",90000,24,23000),

("Raman","Finance","CA",99000,40,24000),

("Scott","Finance","NY",83000,36,19000),

("Jen","Finance","NY",79000,53,15000),

("Jeff","Marketing","CA",80000,25,18000),

("Kumar","Marketing","NY",91000,50,21000)

]

schema = ["employee\_name","department","state","salary","age","bonus"]

df = spark.createDataFrame(data=simpleData, schema = schema)

df.printSchema()

df.show(truncate=False)

Yields below output.

+-------------+----------+-----+------+---+-----+

|employee\_name|department|state|salary|age|bonus|

+-------------+----------+-----+------+---+-----+

| James| Sales| NY| 90000| 34|10000|

| Michael| Sales| NY| 86000| 56|20000|

| Robert| Sales| CA| 81000| 30|23000|

| Maria| Finance| CA| 90000| 24|23000|

| Raman| Finance| CA| 99000| 40|24000|

| Scott| Finance| NY| 83000| 36|19000|

| Jen| Finance| NY| 79000| 53|15000|

| Jeff| Marketing| CA| 80000| 25|18000|

| Kumar| Marketing| NY| 91000| 50|21000|

+-------------+----------+-----+------+---+-----+

## PySpark groupBy and aggregate on DataFrame columns

Let’s do the groupBy() on department column of DataFrame and then find the sum of salary for each department using sum() aggregate function.

df.groupBy("department").sum("salary").show(truncate=False)

+----------+-----------+

|department|sum(salary)|

+----------+-----------+

|Sales |257000 |

|Finance |351000 |

|Marketing |171000 |

+----------+-----------+

Similarly, we can calculate the number of employee in each department using count()

df.groupBy("department").count()

Calculate the minimum salary of each department using min()

df.groupBy("department").min("salary")

Calculate the maximin salary of each department using max()

df.groupBy("department").max("salary")

Calculate the average salary of each department using avg()

df.groupBy("department").avg( "salary")

Calculate the mean salary of each department using mean()

df.groupBy("department").mean( "salary")

## PySpark groupBy and aggregate on multiple columns

Similarly, we can also run groupBy and aggregate on two or more DataFrame columns, below example does group by on department,state and does sum() on salary and bonus columns.

//GroupBy on multiple columns

df.groupBy("department","state") \

.sum("salary","bonus") \

.show(false)

This yields the below output.

+----------+-----+-----------+----------+

|department|state|sum(salary)|sum(bonus)|

+----------+-----+-----------+----------+

|Finance |NY |162000 |34000 |

|Marketing |NY |91000 |21000 |

|Sales |CA |81000 |23000 |

|Marketing |CA |80000 |18000 |

|Finance |CA |189000 |47000 |

|Sales |NY |176000 |30000 |

+----------+-----+-----------+----------+

similarly, we can run group by and aggregate on tow or more columns for other aggregate functions, please refer below source code for example.

## Running more aggregates at a time

Using agg() aggregate function we can calculate many aggregations at a time on a single statement using PySpark SQL aggregate functions sum(), avg(), min(), max() mean() e.t.c. In order to use these, we should import "from pyspark.sql.functions import sum,avg,max,min,mean,count"

df.groupBy("department") \

.agg(sum("salary").alias("sum\_salary"), \

avg("salary").alias("avg\_salary"), \

sum("bonus").alias("sum\_bonus"), \

max("bonus").alias("max\_bonus") \

) \

.show(truncate=False)

This example does group on department column and calculates sum() and avg() of salary for each department and calculates sum() and max() of bonus for each department.

+----------+----------+-----------------+---------+---------+

|department|sum\_salary|avg\_salary |sum\_bonus|max\_bonus|

+----------+----------+-----------------+---------+---------+

|Sales |257000 |85666.66666666667|53000 |23000 |

|Finance |351000 |87750.0 |81000 |24000 |

|Marketing |171000 |85500.0 |39000 |21000 |

+----------+----------+-----------------+---------+---------+

## Using filter on aggregate data

Similar to SQL “HAVING” clause, On PySpark DataFrame we can use either [where()](https://sparkbyexamples.com/pyspark/pyspark-dataframe-filter/) or [filter()](https://sparkbyexamples.com/pyspark/pyspark-dataframe-filter/) function to filter the rows of aggregated data.

df.groupBy("department") \

.agg(sum("salary").alias("sum\_salary"), \

avg("salary").alias("avg\_salary"), \

sum("bonus").alias("sum\_bonus"), \

max("bonus").alias("max\_bonus")) \

.where(col("sum\_bonus") >= 50000) \

.show(truncate=False)

This removes the sum of a bonus that has less than 50000 and yields below output.

+----------+----------+-----------------+---------+---------+

|department|sum\_salary|avg\_salary |sum\_bonus|max\_bonus|

+----------+----------+-----------------+---------+---------+

|Sales |257000 |85666.66666666667|53000 |23000 |

|Finance |351000 |87750.0 |81000 |24000 |

+----------+----------+-----------------+---------+---------+

## PySpark groupBy Example Source code

import pyspark

from pyspark.sql import SparkSession

from pyspark.sql.functions import col,sum,avg,max

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

simpleData = [("James","Sales","NY",90000,34,10000),

("Michael","Sales","NY",86000,56,20000),

("Robert","Sales","CA",81000,30,23000),

("Maria","Finance","CA",90000,24,23000),

("Raman","Finance","CA",99000,40,24000),

("Scott","Finance","NY",83000,36,19000),

("Jen","Finance","NY",79000,53,15000),

("Jeff","Marketing","CA",80000,25,18000),

("Kumar","Marketing","NY",91000,50,21000)

]

schema = ["employee\_name","department","state","salary","age","bonus"]

df = spark.createDataFrame(data=simpleData, schema = schema)

df.printSchema()

df.show(truncate=False)

df.groupBy("department").sum("salary").show(truncate=False)

df.groupBy("department").count().show(truncate=False)

df.groupBy("department","state") \

.sum("salary","bonus") \

.show(truncate=False)

df.groupBy("department") \

.agg(sum("salary").alias("sum\_salary"), \

avg("salary").alias("avg\_salary"), \

sum("bonus").alias("sum\_bonus"), \

max("bonus").alias("max\_bonus") \

) \

.show(truncate=False)

df.groupBy("department") \

.agg(sum("salary").alias("sum\_salary"), \

avg("salary").alias("avg\_salary"), \

sum("bonus").alias("sum\_bonus"), \

max("bonus").alias("max\_bonus")) \

.where(col("sum\_bonus") >= 50000) \

.show(truncate=False)

This example is also available at [GitHub PySpark Examples](https://github.com/spark-examples/pyspark-examples/blob/master/pyspark-groupby.py) project for reference.

## Conclusion

In this tutorial, you have learned how to use groupBy() and aggregate functions on PySpark DataFrame and also learned how to run these on multiple columns and finally filtering data on the aggregated columns.

Thanks for reading. If you like it, please do share the article by following the below social links and any comments or suggestions are welcome in the comments sections!

# PySpark Join Types | Join Two DataFrames

**PySpark Join** is used to combine two DataFrames and by chaining these you can join multiple DataFrames; it supports all basic join type operations available in traditional SQL like INNER, LEFT OUTER, RIGHT OUTER, LEFT ANTI, LEFT SEMI, CROSS, SELF JOIN. PySpark Joins are wider transformations that involve [data shuffling across the network](https://sparkbyexamples.com/spark/spark-shuffle-partitions/).

PySpark SQL Joins comes with more optimization by default (thanks to DataFrames) however still there would be some performance issues to consider while using.

In this **PySpark SQL Join** tutorial, you will learn different Join syntaxes and using different Join types on two or more DataFrames and Datasets using examples.

## 1. PySpark Join Syntax

PySpark SQL join has a below syntax and it can be accessed directly from DataFrame.

join(self, other, on=None, how=None)

join() operation takes parameters as below and returns DataFrame.

* param other: Right side of the join
* param on: a string for the join column name
* param how: default inner. Must be one of inner, cross, outer,full, full\_outer, left, left\_outer, right, right\_outer,left\_semi, and left\_anti.

You can also write Join expression by adding [where()](https://sparkbyexamples.com/pyspark/pyspark-dataframe-filter/) and [filter()](https://sparkbyexamples.com/pyspark/pyspark-dataframe-filter/) methods on DataFrame and can have Join on multiple columns.

## 2. PySpark Join Types

Below are the different Join Types PySpark supports.

|  |  |
| --- | --- |
| **Join String** | **Equivalent SQL Join** |
| inner | INNER JOIN |
| outer, full, fullouter, full\_outer | FULL OUTER JOIN |
| left, leftouter, left\_outer | LEFT JOIN |
| right, rightouter, right\_outer | RIGHT JOIN |
| cross |  |
| anti, leftanti, left\_anti |  |
| semi, leftsemi, left\_semi |  |

PySpark Join Types

Before we jump into PySpark SQL Join examples, first, let’s create an "emp" and "dept" [DataFrames](https://sparkbyexamples.com/pyspark/different-ways-to-create-dataframe-in-pyspark/). here, column "emp\_id" is unique on emp and "dept\_id" is unique on the dept dataset’s and emp\_dept\_id from emp has a reference to dept\_id on dept dataset.

emp = [(1,"Smith",-1,"2018","10","M",3000), \

(2,"Rose",1,"2010","20","M",4000), \

(3,"Williams",1,"2010","10","M",1000), \

(4,"Jones",2,"2005","10","F",2000), \

(5,"Brown",2,"2010","40","",-1), \

(6,"Brown",2,"2010","50","",-1) \

]

empColumns = ["emp\_id","name","superior\_emp\_id","year\_joined", \

"emp\_dept\_id","gender","salary"]

empDF = spark.createDataFrame(data=emp, schema = empColumns)

empDF.printSchema()

empDF.show(truncate=False)

dept = [("Finance",10), \

("Marketing",20), \

("Sales",30), \

("IT",40) \

]

deptColumns = ["dept\_name","dept\_id"]

deptDF = spark.createDataFrame(data=dept, schema = deptColumns)

deptDF.printSchema()

deptDF.show(truncate=False)

This prints “emp” and “dept” DataFrame to the console. Refer complete example below on how to create spark object.

Emp Dataset

+------+--------+---------------+-----------+-----------+------+------+

|emp\_id|name |superior\_emp\_id|year\_joined|emp\_dept\_id|gender|salary|

+------+--------+---------------+-----------+-----------+------+------+

|1 |Smith |-1 |2018 |10 |M |3000 |

|2 |Rose |1 |2010 |20 |M |4000 |

|3 |Williams|1 |2010 |10 |M |1000 |

|4 |Jones |2 |2005 |10 |F |2000 |

|5 |Brown |2 |2010 |40 | |-1 |

|6 |Brown |2 |2010 |50 | |-1 |

+------+--------+---------------+-----------+-----------+------+------+

Dept Dataset

+---------+-------+

|dept\_name|dept\_id|

+---------+-------+

|Finance |10 |

|Marketing|20 |

|Sales |30 |

|IT |40 |

+---------+-------+

## 3. PySpark Inner Join DataFrame

Inner join is the default join in PySpark and it’s mostly used. This joins two datasets on key columns, where keys don’t match the rows get dropped from both datasets (emp & dept).

empDF.join(deptDF,empDF.emp\_dept\_id == deptDF.dept\_id,"inner") \

.show(truncate=False)

When we apply Inner join on our datasets, It drops “emp\_dept\_id” 50 from “emp” and “dept\_id” 30 from “dept” datasets. Below is the result of the above Join expression.

+------+--------+---------------+-----------+-----------+------+------+---------+-------+

|emp\_id|name |superior\_emp\_id|year\_joined|emp\_dept\_id|gender|salary|dept\_name|dept\_id|

+------+--------+---------------+-----------+-----------+------+------+---------+-------+

|1 |Smith |-1 |2018 |10 |M |3000 |Finance |10 |

|2 |Rose |1 |2010 |20 |M |4000 |Marketing|20 |

|3 |Williams|1 |2010 |10 |M |1000 |Finance |10 |

|4 |Jones |2 |2005 |10 |F |2000 |Finance |10 |

|5 |Brown |2 |2010 |40 | |-1 |IT |40 |

+------+--------+---------------+-----------+-----------+------+------+---------+-------+

## 4. PySpark Full Outer Join

Outer a.k.a full, fullouter join returns all rows from both datasets, where join expression doesn’t match it returns null on respective record columns.

empDF.join(deptDF,empDF.emp\_dept\_id == deptDF.dept\_id,"outer") \

.show(truncate=False)

empDF.join(deptDF,empDF.emp\_dept\_id == deptDF.dept\_id,"full") \

.show(truncate=False)

empDF.join(deptDF,empDF.emp\_dept\_id == deptDF.dept\_id,"fullouter") \

.show(truncate=False)

From our “emp” dataset’s “emp\_dept\_id” with value 50 doesn’t have a record on “dept” hence dept columns have null and “dept\_id” 30 doesn’t have a record in “emp” hence you see null’s on emp columns. Below is the result of the above Join expression.

+------+--------+---------------+-----------+-----------+------+------+---------+-------+

|emp\_id|name |superior\_emp\_id|year\_joined|emp\_dept\_id|gender|salary|dept\_name|dept\_id|

+------+--------+---------------+-----------+-----------+------+------+---------+-------+

|2 |Rose |1 |2010 |20 |M |4000 |Marketing|20 |

|5 |Brown |2 |2010 |40 | |-1 |IT |40 |

|1 |Smith |-1 |2018 |10 |M |3000 |Finance |10 |

|3 |Williams|1 |2010 |10 |M |1000 |Finance |10 |

|4 |Jones |2 |2005 |10 |F |2000 |Finance |10 |

|6 |Brown |2 |2010 |50 | |-1 |null |null |

|null |null |null |null |null |null |null |Sales |30 |

+------+--------+---------------+-----------+-----------+------+------+---------+-------+

## 5. PySpark Left Outer Join

Left a.k.a Leftouter join returns all rows from the left dataset regardless of match found on the right dataset when join expression doesn’t match, it assigns null for that record and drops records from right where match not found.

empDF.join(deptDF,empDF("emp\_dept\_id") == deptDF("dept\_id"),"left")

.show(false)

empDF.join(deptDF,empDF("emp\_dept\_id") == deptDF("dept\_id"),"leftouter")

.show(false)

From our dataset, “emp\_dept\_id” 5o doesn’t have a record on “dept” dataset hence, this record contains null on “dept” columns (dept\_name & dept\_id). and “dept\_id” 30 from “dept” dataset dropped from the results. Below is the result of the above Join expression.

+------+--------+---------------+-----------+-----------+------+------+---------+-------+

|emp\_id|name |superior\_emp\_id|year\_joined|emp\_dept\_id|gender|salary|dept\_name|dept\_id|

+------+--------+---------------+-----------+-----------+------+------+---------+-------+

|1 |Smith |-1 |2018 |10 |M |3000 |Finance |10 |

|2 |Rose |1 |2010 |20 |M |4000 |Marketing|20 |

|3 |Williams|1 |2010 |10 |M |1000 |Finance |10 |

|4 |Jones |2 |2005 |10 |F |2000 |Finance |10 |

|5 |Brown |2 |2010 |40 | |-1 |IT |40 |

|6 |Brown |2 |2010 |50 | |-1 |null |null |

+------+--------+---------------+-----------+-----------+------+------+---------+-------+

## 6. Right Outer Join

Right a.k.a Rightouter join is opposite of left join, here it returns all rows from the right dataset regardless of math found on the left dataset, when join expression doesn’t match, it assigns null for that record and drops records from left where match not found.

empDF.join(deptDF,empDF.emp\_dept\_id == deptDF.dept\_id,"right") \

.show(truncate=False)

empDF.join(deptDF,empDF.emp\_dept\_id == deptDF.dept\_id,"rightouter") \

.show(truncate=False)

From our example, the right dataset “dept\_id” 30 doesn’t have it on the left dataset “emp” hence, this record contains null on “emp” columns. and “emp\_dept\_id” 50 dropped as a match not found on left. Below is the result of the above Join expression.

+------+--------+---------------+-----------+-----------+------+------+---------+-------+

|emp\_id|name |superior\_emp\_id|year\_joined|emp\_dept\_id|gender|salary|dept\_name|dept\_id|

+------+--------+---------------+-----------+-----------+------+------+---------+-------+

|4 |Jones |2 |2005 |10 |F |2000 |Finance |10 |

|3 |Williams|1 |2010 |10 |M |1000 |Finance |10 |

|1 |Smith |-1 |2018 |10 |M |3000 |Finance |10 |

|2 |Rose |1 |2010 |20 |M |4000 |Marketing|20 |

|null |null |null |null |null |null |null |Sales |30 |

|5 |Brown |2 |2010 |40 | |-1 |IT |40 |

+------+--------+---------------+-----------+-----------+------+------+---------+-------+

## 7. Left Semi Join

leftsemi join is similar to inner join difference being leftsemi join returns all columns from the left dataset and ignores all columns from the right dataset. In other words, this join returns columns from the only left dataset for the records match in the right dataset on join expression, records not matched on join expression are ignored from both left and right datasets.

The same result can be achieved using select on the result of the inner join however, using this join would be efficient.

empDF.join(deptDF,empDF.emp\_dept\_id == deptDF.dept\_id,"leftsemi") \

.show(truncate=False)

Below is the result of the above join expression.

leftsemi join

+------+--------+---------------+-----------+-----------+------+------+

|emp\_id|name |superior\_emp\_id|year\_joined|emp\_dept\_id|gender|salary|

+------+--------+---------------+-----------+-----------+------+------+

|1 |Smith |-1 |2018 |10 |M |3000 |

|2 |Rose |1 |2010 |20 |M |4000 |

|3 |Williams|1 |2010 |10 |M |1000 |

|4 |Jones |2 |2005 |10 |F |2000 |

|5 |Brown |2 |2010 |40 | |-1 |

+------+--------+---------------+-----------+-----------+------+------+

## 8. Left Anti Join

leftanti join does the exact opposite of the leftsemi, leftanti join returns only columns from the left dataset for non-matched records.

empDF.join(deptDF,empDF.emp\_dept\_id == deptDF.dept\_id,"leftanti") \

.show(truncate=False)

Yields below output

+------+-----+---------------+-----------+-----------+------+------+

|emp\_id|name |superior\_emp\_id|year\_joined|emp\_dept\_id|gender|salary|

+------+-----+---------------+-----------+-----------+------+------+

|6 |Brown|2 |2010 |50 | |-1 |

+------+-----+---------------+-----------+-----------+------+------+

## 9. PySpark Self Join

Joins are not complete without a self join, Though there is no self-join type available, we can use any of the above-explained join types to join DataFrame to itself. below example use inner self join.

empDF.alias("emp1").join(empDF.alias("emp2"), \

col("emp1.superior\_emp\_id") == col("emp2.emp\_id"),"inner") \

.select(col("emp1.emp\_id"),col("emp1.name"), \

col("emp2.emp\_id").alias("superior\_emp\_id"), \

col("emp2.name").alias("superior\_emp\_name")) \

.show(truncate=False)

Here, we are joining emp dataset with itself to find out superior emp\_id and name for all employees.

+------+--------+---------------+-----------------+

|emp\_id|name |superior\_emp\_id|superior\_emp\_name|

+------+--------+---------------+-----------------+

|2 |Rose |1 |Smith |

|3 |Williams|1 |Smith |

|4 |Jones |2 |Rose |

|5 |Brown |2 |Rose |

|6 |Brown |2 |Rose |

+------+--------+---------------+-----------------+

## 4. Using SQL Expression

Since PySpark SQL support native SQL syntax, we can also write join operations after creating temporary tables on DataFrames and use these tables on spark.sql().

empDF.createOrReplaceTempView("EMP")

deptDF.createOrReplaceTempView("DEPT")

joinDF = spark.sql("select \* from EMP e, DEPT d where e.emp\_dept\_id == d.dept\_id") \

.show(truncate=False)

joinDF2 = spark.sql("select \* from EMP e INNER JOIN DEPT d ON e.emp\_dept\_id == d.dept\_id") \

.show(truncate=False)

## 5. PySpark SQL Join on multiple DataFrames

When you need to join more than two tables, you either use SQL expression after creating a temporary view on the DataFrame or use the result of join operation to join with another DataFrame like chaining them. for example

df1.join(df2,df1.id1 == df2.id2,"inner") \

.join(df3,df1.id1 == df3.id3,"inner")

## 6. PySpark SQL Join Complete Example

import pyspark

from pyspark.sql import SparkSession

from pyspark.sql.functions import col

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

emp = [(1,"Smith",-1,"2018","10","M",3000), \

(2,"Rose",1,"2010","20","M",4000), \

(3,"Williams",1,"2010","10","M",1000), \

(4,"Jones",2,"2005","10","F",2000), \

(5,"Brown",2,"2010","40","",-1), \

(6,"Brown",2,"2010","50","",-1) \

]

empColumns = ["emp\_id","name","superior\_emp\_id","year\_joined", \

"emp\_dept\_id","gender","salary"]

empDF = spark.createDataFrame(data=emp, schema = empColumns)

empDF.printSchema()

empDF.show(truncate=False)

dept = [("Finance",10), \

("Marketing",20), \

("Sales",30), \

("IT",40) \

]

deptColumns = ["dept\_name","dept\_id"]

deptDF = spark.createDataFrame(data=dept, schema = deptColumns)

deptDF.printSchema()

deptDF.show(truncate=False)

empDF.join(deptDF,empDF.emp\_dept\_id == deptDF.dept\_id,"inner") \

.show(truncate=False)

empDF.join(deptDF,empDF.emp\_dept\_id == deptDF.dept\_id,"outer") \

.show(truncate=False)

empDF.join(deptDF,empDF.emp\_dept\_id == deptDF.dept\_id,"full") \

.show(truncate=False)

empDF.join(deptDF,empDF.emp\_dept\_id == deptDF.dept\_id,"fullouter") \

.show(truncate=False)

empDF.join(deptDF,empDF.emp\_dept\_id == deptDF.dept\_id,"left") \

.show(truncate=False)

empDF.join(deptDF,empDF.emp\_dept\_id == deptDF.dept\_id,"leftouter") \

.show(truncate=False)

empDF.join(deptDF,empDF.emp\_dept\_id == deptDF.dept\_id,"right") \

.show(truncate=False)

empDF.join(deptDF,empDF.emp\_dept\_id == deptDF.dept\_id,"rightouter") \

.show(truncate=False)

empDF.join(deptDF,empDF.emp\_dept\_id == deptDF.dept\_id,"leftsemi") \

.show(truncate=False)

empDF.join(deptDF,empDF.emp\_dept\_id == deptDF.dept\_id,"leftanti") \

.show(truncate=False)

empDF.alias("emp1").join(empDF.alias("emp2"), \

col("emp1.superior\_emp\_id") == col("emp2.emp\_id"),"inner") \

.select(col("emp1.emp\_id"),col("emp1.name"), \

col("emp2.emp\_id").alias("superior\_emp\_id"), \

col("emp2.name").alias("superior\_emp\_name")) \

.show(truncate=False)

empDF.createOrReplaceTempView("EMP")

deptDF.createOrReplaceTempView("DEPT")

joinDF = spark.sql("select \* from EMP e, DEPT d where e.emp\_dept\_id == d.dept\_id") \

.show(truncate=False)

joinDF2 = spark.sql("select \* from EMP e INNER JOIN DEPT d ON e.emp\_dept\_id == d.dept\_id") \

.show(truncate=False)

Examples explained here are available at the [GitHub](https://github.com/spark-examples/pyspark-examples/blob/master/pyspark-join.py) project for reference.

### Conclusion

In this PySpark SQL tutorial, you have learned two or more DataFrames can be joined using the join() function of the DataFrame, Join types syntax, usage, and examples with PySpark (Spark with Python), I would also recommend reading through Optimizing SQL Joins to know performance impact on joins.

# PySpark Union and UnionAll Explained

PySpark union() and unionAll() transformations are used to merge two or more DataFrame’s of the same schema or structure. In this PySpark article, I will explain both union transformations with PySpark examples.

**Dataframe union()** – union() method of the DataFrame is used to merge two DataFrame’s of the same structure/schema. If schemas are not the same it returns an error.

**DataFrame unionAll()** – unionAll() is deprecated since Spark “2.0.0” version and replaced with union().

**Note:**In other SQL languages, Union eliminates the duplicates but UnionAll merges two datasets including duplicate records. But, in PySpark both behave the same and recommend using [DataFrame duplicate() function to remove duplicate rows](https://sparkbyexamples.com/spark/spark-remove-duplicate-rows/).

First, let’s create two [DataFrame](https://sparkbyexamples.com/pyspark/different-ways-to-create-dataframe-in-pyspark/) with the same schema.

**First DataFrame**

import pyspark

from pyspark.sql import SparkSession

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

simpleData = [("James","Sales","NY",90000,34,10000), \

("Michael","Sales","NY",86000,56,20000), \

("Robert","Sales","CA",81000,30,23000), \

("Maria","Finance","CA",90000,24,23000) \

]

columns= ["employee\_name","department","state","salary","age","bonus"]

df = spark.createDataFrame(data = simpleData, schema = columns)

df.printSchema()

df.show(truncate=False)

This yields the below schema and DataFrame output.

root

|-- employee\_name: string (nullable = true)

|-- department: string (nullable = true)

|-- state: string (nullable = true)

|-- salary: long (nullable = true)

|-- age: long (nullable = true)

|-- bonus: long (nullable = true)

+-------------+----------+-----+------+---+-----+

|employee\_name|department|state|salary|age|bonus|

+-------------+----------+-----+------+---+-----+

|James |Sales |NY |90000 |34 |10000|

|Michael |Sales |NY |86000 |56 |20000|

|Robert |Sales |CA |81000 |30 |23000|

|Maria |Finance |CA |90000 |24 |23000|

+-------------+----------+-----+------+---+-----+

**Second DataFrame**

Now, let’s create a second Dataframe with the new records and some records from the above Dataframe but with the same schema.

simpleData2 = [("James","Sales","NY",90000,34,10000), \

("Maria","Finance","CA",90000,24,23000), \

("Jen","Finance","NY",79000,53,15000), \

("Jeff","Marketing","CA",80000,25,18000), \

("Kumar","Marketing","NY",91000,50,21000) \

]

columns2= ["employee\_name","department","state","salary","age","bonus"]

df2 = spark.createDataFrame(data = simpleData2, schema = columns2)

df2.printSchema()

df2.show(truncate=False)

This yields below output

+-------------+----------+-----+------+---+-----+

|employee\_name|department|state|salary|age|bonus|

+-------------+----------+-----+------+---+-----+

|James |Sales |NY |90000 |34 |10000|

|Maria |Finance |CA |90000 |24 |23000|

|Jen |Finance |NY |79000 |53 |15000|

|Jeff |Marketing |CA |80000 |25 |18000|

|Kumar |Marketing |NY |91000 |50 |21000|

+-------------+----------+-----+------+---+-----+

## Merge two or more DataFrames using union

DataFrame union() method merges two DataFrames and returns the new DataFrame with all rows from two Dataframes regardless of duplicate data.

unionDF = df.union(df2)

unionDF.show(truncate=False)

As you see below it returns all records.

+-------------+----------+-----+------+---+-----+

|employee\_name|department|state|salary|age|bonus|

+-------------+----------+-----+------+---+-----+

|James |Sales |NY |90000 |34 |10000|

|Michael |Sales |NY |86000 |56 |20000|

|Robert |Sales |CA |81000 |30 |23000|

|Maria |Finance |CA |90000 |24 |23000|

|James |Sales |NY |90000 |34 |10000|

|Maria |Finance |CA |90000 |24 |23000|

|Jen |Finance |NY |79000 |53 |15000|

|Jeff |Marketing |CA |80000 |25 |18000|

|Kumar |Marketing |NY |91000 |50 |21000|

+-------------+----------+-----+------+---+-----+

## Merge DataFrames using unionAll

DataFrame unionAll() method is deprecated since PySpark “2.0.0” version and recommends using the union() method.

unionAllDF = df.unionAll(df2)

unionAllDF.show(truncate=False)

Returns the same output as above.

## Merge without Duplicates

Since the union() method returns all rows without distinct records, we will use the distinct() function to return just one record when duplicate exists.

disDF = df.union(df2).distinct()

disDF.show(truncate=False)

Yields below output. As you see, this returns only distinct rows.

+-------------+----------+-----+------+---+-----+

|employee\_name|department|state|salary|age|bonus|

+-------------+----------+-----+------+---+-----+

|James |Sales |NY |90000 |34 |10000|

|Maria |Finance |CA |90000 |24 |23000|

|Kumar |Marketing |NY |91000 |50 |21000|

|Michael |Sales |NY |86000 |56 |20000|

|Jen |Finance |NY |79000 |53 |15000|

|Jeff |Marketing |CA |80000 |25 |18000|

|Robert |Sales |CA |81000 |30 |23000|

+-------------+----------+-----+------+---+-----+

## Complete Example of DataFrame Union

import pyspark

from pyspark.sql import SparkSession

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

simpleData = [("James","Sales","NY",90000,34,10000), \

("Michael","Sales","NY",86000,56,20000), \

("Robert","Sales","CA",81000,30,23000), \

("Maria","Finance","CA",90000,24,23000) \

]

columns= ["employee\_name","department","state","salary","age","bonus"]

df = spark.createDataFrame(data = simpleData, schema = columns)

df.printSchema()

df.show(truncate=False)

simpleData2 = [("James","Sales","NY",90000,34,10000), \

("Maria","Finance","CA",90000,24,23000), \

("Jen","Finance","NY",79000,53,15000), \

("Jeff","Marketing","CA",80000,25,18000), \

("Kumar","Marketing","NY",91000,50,21000) \

]

columns2= ["employee\_name","department","state","salary","age","bonus"]

df2 = spark.createDataFrame(data = simpleData2, schema = columns2)

df2.printSchema()

df2.show(truncate=False)

unionDF = df.union(df2)

unionDF.show(truncate=False)

disDF = df.union(df2).distinct()

disDF.show(truncate=False)

unionAllDF = df.unionAll(df2)

unionAllDF.show(truncate=False)

This complete example is also available at the [GitHub](https://github.com/spark-examples/pyspark-examples/blob/master/pyspark-union.py) project.

## Conclusion

In this PySpark article, you have learned how to merge two or more DataFrame’s of the same schema into single DataFrame using Union method and learned the unionAll() is deprecates and use duplicate() to duplicate the same elements.

# Spark Merge Two DataFrames with Different Columns or Schema

In Spark or PySpark let’s see how to merge/union two DataFrames with a different number of columns (different schema). In Spark 3.1, you can easily achieve this using unionByName() transformation by passing allowMissingColumns with the value true. In order version, this property is not available

//Scala

merged\_df = df1.unionByName(df2, true)

#PySpark

merged\_df = df1.unionByName(df2, allowMissingColumns=True)

The difference between unionByName() function and union() is that this function  
resolves columns by name (not by position). In other words, unionByName() is used to merge two DataFrame’s by column names instead of by position.

In case if you are using older than Spark 3.1 version, use below approach to merge DataFrame’s with different column names.

* [Spark Merge DataFrames with Different Columns (Scala Example)](https://sparkbyexamples.com/spark/spark-merge-two-dataframes-with-different-columns/#merge-dataframes-different-columns)
* [PySpark Merge DataFrames with Different Columns (Python Example)](https://sparkbyexamples.com/spark/spark-merge-two-dataframes-with-different-columns/#pyspark-merge-dataframes-different-columns)

## Spark Merge Two DataFrames with Different Columns

In this section I will cover Spark with Scala example of how to merge two different DataFrames, first let’s create DataFrames with different number of columns. DataFrame df1 missing column state and salary and df2 missing column age.

//Create DataFrame df1 with columns name,dept & age

val data = Seq(("James","Sales",34), ("Michael","Sales",56),

("Robert","Sales",30), ("Maria","Finance",24) )

import spark.implicits.\_

val df1 = data.toDF("name","dept","age")

df1.printSchema()

//root

// |-- name: string (nullable = true)

// |-- dept: string (nullable = true)

// |-- age: long (nullable = true)

Second DataFrame

//Create DataFrame df1 with columns name,dep,state & salary

val data2=Seq(("James","Sales","NY",9000),("Maria","Finance","CA",9000),

("Jen","Finance","NY",7900),("Jeff","Marketing","CA",8000))

val df2 = data2.toDF("name","dept","state","salary")

df2.printSchema()

//root

// |-- name: string (nullable = true)

// |-- dept: string (nullable = true)

// |-- state: string (nullable = true)

// |-- salary: long (nullable = true)

Now create a new DataFrames from existing after adding missing columns. newly added columns contains null values and we [add constant column using lit() function](https://sparkbyexamples.com/spark/using-lit-and-typedlit-to-add-a-literal-or-constant-to-spark-dataframe/).

val merged\_cols = df1.columns.toSet ++ df2.columns.toSet

import org.apache.spark.sql.functions.{col,lit}

def getNewColumns(column: Set[String], merged\_cols: Set[String]) = {

merged\_cols.toList.map(x => x match {

case x if column.contains(x) => col(x)

case \_ => lit(null).as(x)

})

}

val new\_df1=df1.select(getNewColumns(df1.columns.toSet, merged\_cols):\_\*)

val new\_df2=df2.select(getNewColumns(df2.columns.toSet, merged\_cols):\_\*)

Finally merge two DataFrame’s by using column names

//Finally join two dataframe's df1 & df2 by name

val merged\_df=new\_df1.unionByName(new\_df2)

merged\_df.show()

//+-------+---------+----+-----+------+

//| name| dept| age|state|salary|

//+-------+---------+----+-----+------+

//| James| Sales| 34| null| null|

//|Michael| Sales| 56| null| null|

//| Robert| Sales| 30| null| null|

//| Maria| Finance| 24| null| null|

//| James| Sales|null| NY| 9000|

//| Maria| Finance|null| CA| 9000|

//| Jen| Finance|null| NY| 7900|

//| Jeff|Marketing|null| CA| 8000|

//+-------+---------+----+-----+------+

## PySpark Merge Two DataFrames with Different Columns

In PySpark to merge two DataFrames with different columns, will use the similar approach explain above and uses unionByName() transformation. First let’s create DataFrame’s with different number of columns.

from pyspark.sql import SparkSession

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

#Create DataFrame df1 with columns name,dept & age

data = [("James","Sales",34), ("Michael","Sales",56), \

("Robert","Sales",30), ("Maria","Finance",24) ]

columns= ["name","dept","age"]

df1 = spark.createDataFrame(data = data, schema = columns)

df1.printSchema()

#Create DataFrame df1 with columns name,dep,state & salary

data2=[("James","Sales","NY",9000),("Maria","Finance","CA",9000), \

("Jen","Finance","NY",7900),("Jeff","Marketing","CA",8000)]

columns2= ["name","dept","state","salary"]

df2 = spark.createDataFrame(data = data2, schema = columns2)

df2.printSchema()

Now add missing columns ‘state‘ and ‘salary‘ to df1 and ‘age‘ to df2 with null values.

#Add missing columns 'state' & 'salary' to df1

from pyspark.sql.functions import lit

for column in [column for column in df2.columns if column not in df1.columns]:

df1 = df1.withColumn(column, lit(None))

#Add missing column 'age' to df2

for column in [column for column in df1.columns if column not in df2.columns]:

df2 = df2.withColumn(column, lit(None))

Now merge/union the DataFrames using unionByName(). The difference between unionByName() function and union() is that this function  
resolves columns by name (not by position). In other words, unionByName() is used to merge two DataFrame’s by column names instead of by position.

#Finally join two dataframe's df1 & df2 by name

merged\_df=df1.unionByName(df2)

merged\_df.show()

## Conclusion

In this article, you have learned with spark & PySpark examples of how to merge two DataFrames with different columns can be done by adding missing columns to the DataFrame’s and finally union them using unionByName()

# PySpark UDF (User Defined Function)
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PySpark UDF (a.k.a User Defined Function) is the most useful feature of Spark SQL & DataFrame that is used to extend the PySpark build in capabilities. In this article, I will explain what is UDF? why do we need it and how to create and use it on DataFrame select(), [withColumn()](https://sparkbyexamples.com/pyspark/pyspark-dataframe-withcolumn/) and SQL using PySpark (Spark with Python) examples.

**Note:** UDF’s are the most expensive operations hence use them only you have no choice and when essential. In the later section of the article, I will explain why using UDF’s is an expensive operation in detail.

## 1. PySpark UDF Introduction

### 1.1 What is UDF?

UDF’s a.k.a User Defined Functions, If you are coming from SQL background, UDF’s are nothing new to you as most of the traditional RDBMS databases support User Defined Functions, these functions need to register in the database library and use them on SQL as regular functions.

PySpark UDF’s are similar to UDF on traditional databases. In PySpark, you create a function in a Python syntax and wrap it with PySpark SQL udf() or register it as udf and use it on DataFrame and SQL respectively.

### 1.2 Why do we need a UDF?

UDF’s are used to extend the functions of the framework and re-use these functions on multiple DataFrame’s. For example, you wanted to convert every first letter of a word in a name string to a capital case; PySpark build-in features don’t have this function hence you can create it a UDF and reuse this as needed on many Data Frames. UDF’s are once created they can be re-used on several DataFrame’s and SQL expressions.

Before you create any UDF, do your research to check if the similar function you wanted is already available in [Spark SQL Functions](https://sparkbyexamples.com/spark/spark-sql-functions-understanding/). PySpark SQL provides several predefined common functions and many more new functions are added with every release. hence, It is best to check before you reinventing the wheel.

When you creating UDF’s you need to design them very carefully otherwise you will come across optimization & performance issues.

## 2. Create PySpark UDF

### 2.1 Create a DataFrame

Before we jump in creating a UDF, first let’s [create a PySpark DataFrame](https://sparkbyexamples.com/pyspark/different-ways-to-create-dataframe-in-pyspark/).

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

columns = ["Seqno","Name"]

data = [("1", "john jones"),

("2", "tracey smith"),

("3", "amy sanders")]

df = spark.createDataFrame(data=data,schema=columns)

df.show(truncate=False)

Yields below output.

+-----+------------+

|Seqno|Names |

+-----+------------+

|1 |john jones |

|2 |tracey smith|

|3 |amy sanders |

+-----+------------+

### 2.2 Create a Python Function

The first step in creating a UDF is creating a Python function. Below snippet creates a function convertCase() which takes a string parameter and converts the first letter of every word to capital letter. UDF’s take parameters of your choice and returns a value.

def convertCase(str):

resStr=""

arr = str.split(" ")

for x in arr:

resStr= resStr + x[0:1].upper() + x[1:len(x)] + " "

return resStr

### 2.3 Convert a Python function to PySpark UDF

Now convert this function convertCase() to UDF by passing the function to PySpark SQL udf(), this function is available at org.apache.spark.sql.functions.udf package. Make sure you import this package before using it.

PySpark SQL udf() function returns org.apache.spark.sql.expressions.UserDefinedFunction class object.

""" Converting function to UDF """

convertUDF = udf(lambda z: convertCase(z),StringType())

**Note:** The default type of the udf() is StringType hence, you can also write the above statement without return type.

""" Converting function to UDF

StringType() is by default hence not required """

convertUDF = udf(lambda z: convertCase(z))

## 3. Using UDF with DataFrame

### 3.1 Using UDF with PySpark DataFrame select()

Now you can use convertUDF() on a DataFrame column as a regular build-in function.

df.select(col("Seqno"), \

convertUDF(col("Name")).alias("Name") ) \

.show(truncate=False)

This results below output.

+-----+-------------+

|Seqno|Name |

+-----+-------------+

|1 |John Jones |

|2 |Tracey Smith |

|3 |Amy Sanders |

+-----+-------------+

### 3.2 Using UDF with PySpark DataFrame withColumn()

You could also use udf on DataFrame withColumn() function, to explain this I will create another upperCase() function which converts the input string to upper case.

def upperCase(str):

return str.upper()

Let’s convert upperCase() python function to UDF and then use it with DataFrame withColumn(). Below example converts the values of “Name” column to upper case and creates a new column “Curated Name”

upperCaseUDF = udf(lambda z:upperCase(z),StringType())

df.withColumn("Cureated Name", upperCaseUDF(col("Name"))) \

.show(truncate=False)

This yields below output.

+-----+------------+-------------+

|Seqno|Name |Cureated Name|

+-----+------------+-------------+

|1 |john jones |JOHN JONES |

|2 |tracey smith|TRACEY SMITH |

|3 |amy sanders |AMY SANDERS |

+-----+------------+-------------+

### 3.3 Registering PySpark UDF & use it on SQL

In order to use convertCase() function on PySpark SQL, you need to register the function with PySpark by using spark.udf.register().

""" Using UDF on SQL """

spark.udf.register("convertUDF", convertCase,StringType())

df.createOrReplaceTempView("NAME\_TABLE")

spark.sql("select Seqno, convertUDF(Name) as Name from NAME\_TABLE") \

.show(truncate=False)

This yields the same output as 3.1 example.

## 4. Creating UDF using annotation

In the previous sections, you have learned creating a UDF is a 2 step process, first, you need to create a Python function, second convert function to UDF using SQL udf() function, however, you can avoid these two steps and create it with just a single step by using annotations.

@udf(returnType=StringType())

def upperCase(str):

return str.upper()

df.withColumn("Cureated Name", upperCase(col("Name"))) \

.show(truncate=False)

This results same output as section 3.2

## 5. Special Handling

### 5.1 Execution order

One thing to aware is in PySpark/Spark does not guarantee the order of evaluation of subexpressions meaning expressions are not guarantee to evaluated left-to-right or in any other fixed order. PySpark reorders the execution for query optimization and planning hence, AND, OR, WHERE and HAVING expression will have side effects.

So when you are designing and using UDF, you have to be very careful especially with null handling as these results runtime exceptions.

"""

No guarantee Name is not null will execute first

If convertUDF(Name) like '%John%' execute first then

you will get runtime error

"""

spark.sql("select Seqno, convertUDF(Name) as Name from NAME\_TABLE " + \

"where Name is not null and convertUDF(Name) like '%John%'") \

.show(truncate=False)

### 5.2 Handling null check

UDF’s are error-prone when not designed carefully. for example, when you have a column that contains the value null on some records

""" null check """

columns = ["Seqno","Name"]

data = [("1", "john jones"),

("2", "tracey smith"),

("3", "amy sanders"),

('4',None)]

df2 = spark.createDataFrame(data=data,schema=columns)

df2.show(truncate=False)

df2.createOrReplaceTempView("NAME\_TABLE2")

spark.sql("select convertUDF(Name) from NAME\_TABLE2") \

.show(truncate=False)

Note that from the above snippet, record with “Seqno 4” has value “None” for “name” column. Since we are not handling null with UDF function, using this on DataFrame returns below error. Note that in Python None is considered null.

AttributeError: 'NoneType' object has no attribute 'split'

at org.apache.spark.api.python.BasePythonRunner$ReaderIterator.handlePythonException(PythonRunner.scala:456)

at org.apache.spark.sql.execution.python.PythonUDFRunner$$anon$1.read(PythonUDFRunner.scala:81)

at org.apache.spark.sql.execution.python.PythonUDFRunner$$anon$1.read(PythonUDFRunner.scala:64)

at org.apache.spark.api.python.BasePythonRunner$ReaderIterator.hasNext(PythonRunner.scala:410)

at org.apache.spark.InterruptibleIterator.hasNext(InterruptibleIterator.scala:37)

at scala.collection.Iterator$$anon$12.hasNext(Iterator.scala:440)

Below points to remember

* Its always best practice to check for null inside a UDF function rather than checking for null outside.
* In any case, if you can’t do a null check in UDF at lease use IF or CASE WHEN to check for null and call UDF conditionally.

spark.udf.register("\_nullsafeUDF", lambda str: convertCase(str) if not str is None else "" , StringType())

spark.sql("select \_nullsafeUDF(Name) from NAME\_TABLE2") \

.show(truncate=False)

spark.sql("select Seqno, \_nullsafeUDF(Name) as Name from NAME\_TABLE2 " + \

" where Name is not null and \_nullsafeUDF(Name) like '%John%'") \

.show(truncate=False)

This executes successfully without errors as we are checking for null/none while registering UDF.

### 5.3 Performance concern using UDF

UDF’s are a black box to PySpark hence it can’t apply optimization and you will lose all the optimization PySpark does on Dataframe/Dataset. When possible you should use [Spark SQL built-in functions](https://sparkbyexamples.com/spark/spark-sql-functions-understanding/) as these functions provide optimization. Consider creating UDF only when existing built-in SQL function doesn’t have it.

## 6. Complete PySpark UDF Example

Below is complete UDF function example in Scala

import pyspark

from pyspark.sql import SparkSession

from pyspark.sql.functions import col, udf

from pyspark.sql.types import StringType

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

columns = ["Seqno","Name"]

data = [("1", "john jones"),

("2", "tracey smith"),

("3", "amy sanders")]

df = spark.createDataFrame(data=data,schema=columns)

df.show(truncate=False)

def convertCase(str):

resStr=""

arr = str.split(" ")

for x in arr:

resStr= resStr + x[0:1].upper() + x[1:len(x)] + " "

return resStr

""" Converting function to UDF """

convertUDF = udf(lambda z: convertCase(z))

df.select(col("Seqno"), \

convertUDF(col("Name")).alias("Name") ) \

.show(truncate=False)

def upperCase(str):

return str.upper()

upperCaseUDF = udf(lambda z:upperCase(z),StringType())

df.withColumn("Cureated Name", upperCaseUDF(col("Name"))) \

.show(truncate=False)

""" Using UDF on SQL """

spark.udf.register("convertUDF", convertCase,StringType())

df.createOrReplaceTempView("NAME\_TABLE")

spark.sql("select Seqno, convertUDF(Name) as Name from NAME\_TABLE") \

.show(truncate=False)

spark.sql("select Seqno, convertUDF(Name) as Name from NAME\_TABLE " + \

"where Name is not null and convertUDF(Name) like '%John%'") \

.show(truncate=False)

""" null check """

columns = ["Seqno","Name"]

data = [("1", "john jones"),

("2", "tracey smith"),

("3", "amy sanders"),

('4',None)]

df2 = spark.createDataFrame(data=data,schema=columns)

df2.show(truncate=False)

df2.createOrReplaceTempView("NAME\_TABLE2")

spark.udf.register("\_nullsafeUDF", lambda str: convertCase(str) if not str is None else "" , StringType())

spark.sql("select \_nullsafeUDF(Name) from NAME\_TABLE2") \

.show(truncate=False)

spark.sql("select Seqno, \_nullsafeUDF(Name) as Name from NAME\_TABLE2 " + \

" where Name is not null and \_nullsafeUDF(Name) like '%John%'") \

.show(truncate=False)

This example is also available at [Spark GitHub project](https://github.com/spark-examples/pyspark-examples/blob/master/pyspark-udf.py) for reference.

## Conclusion

In this article, you have learned the following

* PySpark UDF is a User Defined Function that is used to create a reusable function in Spark.
* Once UDF created, that can be re-used on multiple DataFrames and SQL (after registering).
* The default type of the udf() is StringType.
* You need to handle nulls explicitly otherwise you will see side-effects.

# PySpark map() Transformation

* Post author:[NNK](https://sparkbyexamples.com/author/admin/)
* Post category:[PySpark](https://sparkbyexamples.com/category/pyspark/)

PySpark map (map()) is an RDD transformation that is used to apply the transformation function (lambda) on every element of RDD/DataFrame and returns a new RDD. In this article, you will learn the syntax and usage of the RDD map() transformation with an example and how to use it with DataFrame.

RDD map() transformation is used to apply any complex operations like adding a column, updating a column, transforming the data e.t.c, the output of map transformations would always have the same number of records as input.

* **Note1:** DataFrame doesn’t have map() transformation to use with DataFrame hence you need to DataFrame to RDD first.
* **Note2:** If you have a heavy initialization use PySpark mapPartitions() transformation instead of map(), as with mapPartitions() heavy initialization executes only once for each partition instead of every record.

Related: [Spark map() vs mapPartitions() Explained with Examples](https://sparkbyexamples.com/spark/spark-map-vs-mappartitions-transformation/)

First, let’s create an RDD from the list.

from pyspark.sql import SparkSession

spark = SparkSession.builder.master("local[1]") \

.appName("SparkByExamples.com").getOrCreate()

data = ["Project","Gutenberg’s","Alice’s","Adventures",

"in","Wonderland","Project","Gutenberg’s","Adventures",

"in","Wonderland","Project","Gutenberg’s"]

rdd=spark.sparkContext.parallelize(data)

## map() Syntax

map(f, preservesPartitioning=False)

## PySpark map() Example with RDD

In this PySpark map() example, we are adding a new element with value 1 for each element, the result of the RDD is PairRDDFunctions which contains key-value pairs, word of type String as Key and 1 of type Int as value.

rdd2=rdd.map(lambda x: (x,1))

for element in rdd2.collect():

print(element)

This yields below output.

![pyspark rdd map transformation](data:image/png;base64,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)

## PySpark map() Example with DataFrame

PySpark DataFrame doesn’t have map() transformation to apply the lambda function, when you wanted to apply the custom transformation, you need to convert the DataFrame to RDD and apply the map() transformation. Let’s use another dataset to explain this.

data = [('James','Smith','M',30),

('Anna','Rose','F',41),

('Robert','Williams','M',62),

]

columns = ["firstname","lastname","gender","salary"]

df = spark.createDataFrame(data=data, schema = columns)

df.show()

+---------+--------+------+------+

|firstname|lastname|gender|salary|

+---------+--------+------+------+

| James| Smith| M| 30|

| Anna| Rose| F| 41|

| Robert|Williams| M| 62|

+---------+--------+------+------+

# Refering columns by index.

rdd2=df.rdd.map(lambda x:

(x[0]+","+x[1],x[2],x[3]\*2)

)

df2=rdd2.toDF(["name","gender","new\_salary"] )

df2.show()

+---------------+------+----------+

| name|gender|new\_salary|

+---------------+------+----------+

| James,Smith| M| 60|

| Anna,Rose| F| 82|

|Robert,Williams| M| 124|

+---------------+------+----------+

Note that aboveI have used index to get the column values, alternatively, you can also refer to the DataFrame column names while iterating.

# Referring Column Names

rdd2=df.rdd.map(lambda x:

(x["firstname"]+","+x["lastname"],x["gender"],x["salary"]\*2)

)

Another alternative

# Referring Column Names

rdd2=df.rdd.map(lambda x:

(x.firstname+","+x.lastname,x.gender,x.salary\*2)

)

You can also create a custom function to perform an operation. Below func1() function executes for every DataFrame row from the lambda function.

# By Calling function

def func1(x):

firstName=x.firstname

lastName=x.lastname

name=firstName+","+lastName

gender=x.gender.lower()

salary=x.salary\*2

return (name,gender,salary)

rdd2=df.rdd.map(lambda x: func1(x))

## Complete PySpark map() example

Below is complete example of PySpark map() transformation.

from pyspark.sql import SparkSession

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

data = ["Project",

"Gutenberg’s",

"Alice’s",

"Adventures",

"in",

"Wonderland",

"Project",

"Gutenberg’s",

"Adventures",

"in",

"Wonderland",

"Project",

"Gutenberg’s"]

rdd=spark.sparkContext.parallelize(data)

rdd2=rdd.map(lambda x: (x,1))

for element in rdd2.collect():

print(element)

data = [('James','Smith','M',30),

('Anna','Rose','F',41),

('Robert','Williams','M',62),

]

columns = ["firstname","lastname","gender","salary"]

df = spark.createDataFrame(data=data, schema = columns)

df.show()

rdd2=df.rdd.map(lambda x:

(x[0]+","+x[1],x[2],x[3]\*2)

)

df2=rdd2.toDF(["name","gender","new\_salary"] )

df2.show()

#Referring Column Names

rdd2=df.rdd.map(lambda x:

(x["firstname"]+","+x["lastname"],x["gender"],x["salary"]\*2)

)

#Referring Column Names

rdd2=df.rdd.map(lambda x:

(x.firstname+","+x.lastname,x.gender,x.salary\*2)

)

def func1(x):

firstName=x.firstname

lastName=x.lastname

name=firstName+","+lastName

gender=x.gender.lower()

salary=x.salary\*2

return (name,gender,salary)

rdd2=df.rdd.map(lambda x: func1(x))

In conclusion, you have learned how to apply a map() transformation on every element of PySpark RDD and learned it returns the same number of elements as input RDD. This is one of the differences between map() and <a href="https://sparkbyexamples.com/pyspark/pyspark-rdd-flatmap-transformation/">flatMap()</a> transformations. And you have also learned how to use map() on DataFrame by converting DataFrame to RDD.

Reference: <https://spark.apache.org/docs/latest/api/python/pyspark.sql.html>

# PySpark flatMap() Transformation

PySpark flatMap() is a transformation operation that flattens the RDD/DataFrame (array/map DataFrame columns) after applying the function on every element and returns a new PySpark RDD/DataFrame. In this article, you will learn the syntax and usage of the PySpark flatMap() with an example.

First, let’s create an RDD from the list.

data = ["Project Gutenberg’s",

"Alice’s Adventures in Wonderland",

"Project Gutenberg’s",

"Adventures in Wonderland",

"Project Gutenberg’s"]

rdd=spark.sparkContext.parallelize(data)

for element in rdd.collect():

print(element)

This yields the below output

![rdd output](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAACXCAMAAAD6WnhqAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAJcEhZcwAADsMAAA7DAcdvqGQAAABjUExURf///2YAAP/bkAA6kP+2ZgBmtrZmAAAAAAAAZrb/////tjqQ2+Tk5JDb/9uQOpA6AGa2/zoAOjoAAAAAOpCQOmZmOmZmAGYAOjpmtpDbtjqQkDoAZgBmZgA6Ojo6OpCQZjo6APP50eQAAAgsSURBVHja7Z0Lm5sqEIZNVNxNWk3Tc+259Pz/X3mUizIjILpJXOGbp0+3ySoDvAzg5esUX74UsJRtA+DzvUa/ATAsdcDnb1831SjyvLZprlsb3Z/79p4R4MupUfbQyAyCqgZ35eV0+8DA6DYDFk1zyyuCdad2jxzXIVDKUevs5+cD7gd0WWQJuBDXlwAWpn+7XQCf7/kEMAPclmoC6wOsn0TLccUy613fNWQul5+/fy3Ixz+HiVfoWd/6rRthH05DOFfaBz/P9iD6I6vJew94ONrMOqQurA1yEbppV32DSjZh60pnArjv7bd30XeFkD3ZldPfpktqs5LW9qZLyO418eGPxJZOkJVCdDld5/iph+rtl/7Yy0l96n6c1Hi8OepC2nC+34byf2iIwg7giywk3aCmgPWsV739JvvlDwtmW88AGyR6r9TqWNIf/YBFHQuYeahU6ElefWV1KEu/7EjSBvNdpyF2tct7DoBNmFbTfnrs7svvXzkhQ1SHJFsTHwGYeaBHjlvCwTE7krShGr+6uXZc1yJl04DV2nqlXU6nU4ufJjSCkkw40EcAph444NqqIzuStMH8Tkf+bLNmNz3xKXol4MbeEa0FLPt1iKkQYOKBA77agBu2O3MADk3DXQnA/gh2Ao3YZKkej4lgV6y7I9jRhoUILuYLc0aAQ2twRe6L8MXMD/j813skYOohtAZX/B6N9UVwDfZs7bMBPA5/Md9Fj0GtQmPc56j7GIEJkc6Z2lvVXOcTKfXAADf2OKNHkjboEvvL4Jv/donINILN3CVKJ6DS3rCq6+DK3HoQ8qdw7V/0iqdDSvbx9PDAPo96YIDVdXCrFl1WF9IGfR38t2vI6WHSpvr0wXrYoJto7laNt4jE7DnENNpb+0D1CGG6dSX8DzBa24P0X053iMl5kwd1mPJSqgEhmma6K2XVhbfB3MlyRrB0l+zN6U1vdBx0Okv2ZsbjAR/zqnHrE+rsAB81EqpsnvJ/ELA45oJVZfSQcCtgtR07Ht/W8+ASgGEADANgGADDABj2LMB5SRkSay0A5wdYXuzWW5r8EUnI+b76+vo5tx6fBDimfbOef0CZ1tOkm/X1tscJkZIQhz85PD4H4NiWShTsxfDw8I9q37qeb8vYCBY1KXkT4DWSEObvaICtDoq+w70r4MvpRrprE+AVb49zf4cDPFW2KosDAB6Gof1e8+SGrwuWPIXPUCskIdRfJ12ML0fWRn1YhKQrROTCBDBcusJmUn/NSGuZVGbes91QpO5jS+AzO29qXxGW2DDA3bSShctcBizfHS9948j6ROQpXLoSLwmx/Z3vUpT0/dfS9qVmvpB0hYlc6Kt7RLpCS1kSq9izL/HHR+j523/XwiXwoefR9oUkNsy7pG6egYXKXAY8e3PdB5jIU7hcJF4SYvszR2hdilnSumuxIF1ZAmxJV2gpC2IV3sXO120H332fl/rtByrwIefR9oUkNu4pWpTFQpkRgGfaEx9gIk+ZyUXoZHddWjpUYePJevirbxW8oHRlAXBTe+q5JFaZ7Z9cJwy+RW1WGvZyMTmPti8ksXEDNi+d+suMAMy62guYbms8X5MVxN2Xtj9xpRuG1pqpg9KVxSnaW8+wWCUKcB9D45+ZPICcR9sXktjEA+Z9tgTYvIRobUOiADcBEXBoiBF/Hausnv1vDg9bATvr6R38UYD7aqsgXgRM2xeS2PCeb+03QwNlLgM2h00T8LoIDplLEkL8zUbjUKz+d7xMLSqCl2u2BvBQx7aUldgQwb7LaGs5VEPgERHczTrFA5g2NeoS31UF4m+2ngxdNgqV3x8A2FNPX+fEARa1Wnx/DsfEr8EhiQ31blbrB6zBU/XGjeXSLlrt7bhcxAXRET7U33xH2F0rW3Y0eWAdTvbBTABDOo6WsiRWiQPc/iO9d/8qHQYR+JDzWPsCEhsG2ExzDsArd9FTixxXY87r4MpoDUrXRlBvZLySEOZvdk2nrxyKIixdYeIYJoCxO46WsiRWiQTcaOelNd+L0nEebV9IYkOXw7tukAPwqutgueNR/wuCXPpH2Yf8kn4quDyFSldoBHskIdyf3tWWE5zLydoM+aQr5J7/eBNKC2Bm8hu7ngGxCmmtw589tTYU1FSV+Xm0fV6JDetr3VHVUOxSmcsPG2CJGgADMAyAYQAMA2AYAMMAGAbAAAzLGTCScgAwLAPAyLryaQAj60ryEYysK3kARtaV1AEj60oOgJF1JV3AyLqS+CYLWVdSBYysK3lsslYCRtaVxAEj68rxASPrSuKAkXUldcDIunJ8wMi6gqwrweucoxiyrkQDRtaVpAEj60rigJF1JVnAyLqSxxoMA2AYAMMAGAbAsKMDhpACgGEbACMLynOyoOwBGFlQQiU/OIfCXhGMLChpA0YWlMQBIwvKWJMnZ0HZCTCyoLwqC8o+gJEF5WVZUPYBjCwoL8uCsg9gZEF5WRaUXQAjC8rrsqDsAhhZUGb1dnh/TBaUXQAjC0oE4AdlQdkDMLKgFK/LgrIHYGRBeWEWlNcDRhaUl2ZB2ethAyxRA2AAhgEwDIBhAAwDYBgAwwAYgGE5A4bUAIBhGQBG1pVPAxhZV5KPYGRdyQMwsq6kDhhZV3IAjKwr6QJG1pXEN1nIupIqYGRdyWOTtRIwsq4kDhhZV44PGFlXEgeMrCupA0bWleMDRtYVZF0JXuccxZB1JRowsq4kDRhZVxIHjKwryQJG1pU81mAYAMMAGAbAMACGATAAwwAYBsAwAIYBMAyAYQAMA2AAhgEwDIBhAAwDYBgAw1z2P9P76XpdoC0qAAAAAElFTkSuQmCC)

## flatMap() Syntax

flatMap(f, preservesPartitioning=False)

## flatMap() Example

Now, let’s see with an example of how to apply a flatMap() transformation on RDD. On the below example, first, it splits each record by space in an RDD and finally flattens it. Resulting RDD consists of a single word on each record.

rdd2=rdd.flatMap(lambda x: x.split(" "))

for element in rdd2.collect():

print(element)

This yields below output.

Project

Gutenberg’s

Alice’s

Adventures

in

Wonderland

Project

Gutenberg’s

Adventures

in

Wonderland

Project

Gutenberg’s

## Complete PySpark flatMap() example

Below is the complete example of flatMap() function that works with RDD.

from pyspark.sql import SparkSession

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

data = ["Project Gutenberg’s",

"Alice’s Adventures in Wonderland",

"Project Gutenberg’s",

"Adventures in Wonderland",

"Project Gutenberg’s"]

rdd=spark.sparkContext.parallelize(data)

for element in rdd.collect():

print(element)

#Flatmap

rdd2=rdd.flatMap(lambda x: x.split(" "))

for element in rdd2.collect():

print(element)

## Using flatMap() transformation on DataFrame

Unfortunately, PySpark DataFame doesn’t have flatMap() transformation however, DataFrame has [explode() SQL function that is used to flatten the column](https://sparkbyexamples.com/pyspark/pyspark-explode-array-and-map-columns-to-rows/). Below is a complete example.

import pyspark

from pyspark.sql import SparkSession

spark = SparkSession.builder.appName('pyspark-by-examples').getOrCreate()

arrayData = [

('James',['Java','Scala'],{'hair':'black','eye':'brown'}),

('Michael',['Spark','Java',None],{'hair':'brown','eye':None}),

('Robert',['CSharp',''],{'hair':'red','eye':''}),

('Washington',None,None),

('Jefferson',['1','2'],{})

df = spark.createDataFrame(data=arrayData, schema = ['name','knownLanguages','properties'])

from pyspark.sql.functions import explode

df2 = df.select(df.name,explode(df.knownLanguages))

df2.printSchema()

df2.show()

This example flattens the array column “knownLanguages” and yields below output

root

|-- name: string (nullable = true)

|-- col: string (nullable = true)

+---------+------+

| name| col|

+---------+------+

| James| Java|

| James| Scala|

| Michael| Spark|

| Michael| Java|

| Michael| null|

| Robert|CSharp|

| Robert| |

|Jefferson| 1|

|Jefferson| 2|

+---------+------+

#### Conclusion

In conclusion, you have learned how to apply a PySpark flatMap() transformation to flattens the array or map columns and also learned how to use alternatives for DataFrame.

Reference

* <https://docs.azuredatabricks.net/_static/notebooks/flat-map-transformer-example.html>

# PySpark – Loop/Iterate Through Rows in DataFrame

PySpark provides map(), mapPartitions() to loop/iterate through rows in RDD/DataFrame to perform the complex transformations, and these two returns the same number of records as in the original DataFrame but the number of columns could be different (after add/update).

PySpark also provides foreach() & foreachPartitions() actions to loop/iterate through each Row in a DataFrame but these two returns nothing, In this article, I will explain how to use these methods to get DataFrame column values and process.

## PySpark Loop Through Rows in DataFrame Examples

In order to explain with examples, let’s create a DataFrame

from pyspark.sql import SparkSession

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

data = [('James','Smith','M',30),('Anna','Rose','F',41),

('Robert','Williams','M',62),

]

columns = ["firstname","lastname","gender","salary"]

df = spark.createDataFrame(data=data, schema = columns)

df.show()

+---------+--------+------+------+

|firstname|lastname|gender|salary|

+---------+--------+------+------+

| James| Smith| M| 30|

| Anna| Rose| F| 41|

| Robert|Williams| M| 62|

+---------+--------+------+------+

Mostly for simple computations, instead of iterating through using map() and foreach(), you should use either [DataFrame select()](https://sparkbyexamples.com/pyspark/select-columns-from-pyspark-dataframe/) or [DataFrame withColumn()](https://sparkbyexamples.com/pyspark/pyspark-withcolumn/) in conjunction with PySpark SQL functions.

from pyspark.sql.functions import concat\_ws,col,lit

df.select(concat\_ws(",",df.firstname,df.lastname).alias("name"), \

df.gender,lit(df.salary\*2).alias("new\_salary")).show()

+---------------+------+----------+

| name|gender|new\_salary|

+---------------+------+----------+

| James,Smith| M| 60|

| Anna,Rose| F| 82|

|Robert,Williams| M| 124|

+---------------+------+----------+

Below I have map() example to achieve same output as above.

## Using map() to Loop Through Rows in DataFrame

[PySpark map() Transformation](https://sparkbyexamples.com/pyspark/pyspark-map-transformation/) is used to loop/iterate through the PySpark DataFrame/RDD by applying the transformation function (lambda) on every element (Rows and Columns) of RDD/DataFrame. PySpark doesn’t have a map() in DataFrame instead it’s in RDD hence we need to convert DataFrame to RDD first and then use the map(). It returns an RDD and you should [Convert RDD to PySpark DataFrame](https://sparkbyexamples.com/pyspark/convert-pyspark-rdd-to-dataframe/) if needed.

If you have a heavy initialization use PySpark mapPartitions() transformation instead of map(), as with mapPartitions() heavy initialization executes only once for each partition instead of every record.

# Refering columns by index.

rdd=df.rdd.map(lambda x:

(x[0]+","+x[1],x[2],x[3]\*2)

)

df2=rdd.toDF(["name","gender","new\_salary"])

df2.show()

The above example iterates through every row in a DataFrame by applying transformations to the data, since I need a DataFrame back, I have converted the result of RDD to DataFrame with new column names. Note that here I have used index to get the column values, alternatively, you can also refer to the DataFrame column names while iterating.

# Referring Column Names

rdd2=df.rdd.map(lambda x:

(x["firstname"]+","+x["lastname"],x["gender"],x["salary"]\*2)

)

Another alternative

# Referring Column Names

rdd2=df.rdd.map(lambda x:

(x.firstname+","+x.lastname,x.gender,x.salary\*2)

)

You can also create a custom function to perform an operation. Below func1() function executes for every DataFrame row from the lambda function.

# By Calling function

def func1(x):

firstName=x.firstname

lastName=x.lastName

name=firstName+","+lastName

gender=x.gender.lower()

salary=x.salary\*2

return (name,gender,salary)

rdd2=df.rdd.map(lambda x: func1(x))

## Using foreach() to Loop Through Rows in DataFrame

Similar to map(), foreach() also applied to every row of DataFrame, the difference being foreach() is an action and it returns nothing. Below are some examples to iterate through DataFrame using for each.

# Foreach example

def f(x): print(x)

df.foreach(f)

# Another example

df.foreach(lambda x:

print("Data ==>"+x["firstname"]+","+x["lastname"]+","+x["gender"]+","+str(x["salary"]\*2))

)

## Using pandas() to Iterate

If you have a small dataset, you can also [Convert PySpark DataFrame to Pandas](https://sparkbyexamples.com/pyspark/convert-pyspark-dataframe-to-pandas/) and use pandas to iterate through. Use spark.sql.execution.arrow.enabled config to enable Apache Arrow with Spark. Apache Spark uses Apache Arrow which is an in-memory columnar format to transfer the data between Python and JVM.

# Using pandas

import pandas as pd

spark.conf.set("spark.sql.execution.arrow.enabled", "true")

pandasDF = df.toPandas()

for index, row in pandasDF.iterrows():

print(row['firstname'], row['gender'])

## Collect Data As List and Loop Through

You can also [Collect the PySpark DataFrame to Driver](https://sparkbyexamples.com/pyspark/pyspark-collect/) and iterate through Python, you can also use toLocalIterator().

# Collect the data to Python List

dataCollect = df.collect()

for row in dataCollect:

print(row['firstname'] + "," +row['lastname'])

#Using toLocalIterator()

dataCollect=df.rdd.toLocalIterator()

for row in dataCollect:

print(row['firstname'] + "," +row['lastname'])

### Conclusion

In this article, you have learned iterating/loop through Rows of PySpark DataFrame could be done using map(), foreach(), converting to Pandas, and finally converting DataFrame to Python List. If you want to do simile computations, use either select or withColumn().

### References

* <https://spark.apache.org/docs/2.2.0/api/python/pyspark.sql.html#pyspark.sql.DataFrame.foreach>

# PySpark Random Sample with Example

PySpark provides a pyspark.sql.DataFrame.sample(), pyspark.sql.DataFrame.sampleBy(), RDD.sample(), and RDD.takeSample() methods to get the random sampling subset from the large dataset, In this article I will explain with Python examples .

If you are working as a Data Scientist or Data analyst you often required to analyze a large dataset/file with billions or trillions of records, processing these large datasets takes some time hence during the analysis phase it is recommended to use a random subset sample from the large files.

**Related:** [Spark SQL Sampling with Scala Examples](https://sparkbyexamples.com/spark/spark-sampling-with-examples/)

## 1. PySpark SQL sample() Usage & Examples

PySpark sampling (pyspark.sql.DataFrame.sample()) is a mechanism to get random sample records from the dataset, this is helpful when you have a larger dataset and wanted to analyze/test a subset of the data for example 10% of the original file.

Below is syntax of the sample() function.

sample(withReplacement, fraction, seed=None)

fraction – Fraction of rows to generate, range [0.0, 1.0]. Note that it doesn’t guarantee to provide the exact number of the fraction of records.

seed – Seed for sampling (default a random seed). Used to reproduce the same random sampling.

withReplacement – Sample with replacement or not (default False).

Let’s see some examples.

### 1.1 ****Using****fraction****to get a random sample in PySpark****

By using fraction between 0 to 1, it returns the approximate number of the fraction of the dataset. For example, 0.1 returns 10% of the rows. However, this does not guarantee it returns the exact 10% of the records.

**Note:** If you run these examples on your system, you may see different results.

from pyspark.sql import SparkSession

spark = SparkSession.builder \

.master("local[1]") \

.appName("SparkByExamples.com") \

.getOrCreate()

df=spark.range(100)

print(df.sample(0.06).collect())

//Output: [Row(id=0), Row(id=2), Row(id=17), Row(id=25), Row(id=26), Row(id=44), Row(id=80)]

My DataFrame has 100 records and I wanted to get 6% sample records which are 6 but the sample() function returned 7 records. This proves the sample function doesn’t return the exact fraction specified.

### 1.2 Using seed to reproduce the same Samples in PySpark

Every time you run a sample() function it returns a different set of sampling records, however sometimes during the development and testing phase you may need to regenerate the same sample every time as you need to compare the results from your previous run. To get consistent same random sampling uses the same slice value for every run. Change slice value to get different results.

print(df.sample(0.1,123).collect())

//Output: 36,37,41,43,56,66,69,75,83

print(df.sample(0.1,123).collect())

//Output: 36,37,41,43,56,66,69,75,83

print(df.sample(0.1,456).collect())

//Output: 19,21,42,48,49,50,75,80

On above examples, first 2 I have used slice 123 hence the sampling results are same and for last I have used 456 as slice hence it has returned different sampling records

### 1.3 Sample withReplacement (May contain duplicates)

some times you may need to get a random sample with repeated values. By using the value true, results in repeated values.

print(df.sample(True,0.3,123).collect()) //with Duplicates

//Output: 0,5,9,11,14,14,16,17,21,29,33,41,42,52,52,54,58,65,65,71,76,79,85,96

print(df.sample(0.3,123).collect()) // No duplicates

//Output: 0,4,17,19,24,25,26,36,37,41,43,44,53,56,66,68,69,70,71,75,76,78,83,84,88,94,96,97,98

On first example, values 14, 52 and 65 are repeated values.

### 1.4 Stratified sampling in PySpark

You can get Stratified sampling in PySpark without replacement by using sampleBy() method. It returns a sampling fraction for each stratum. If a stratum is not specified, it takes zero as the default.

**sampleBy() Syntax**

sampleBy(col, fractions, seed=None)

col – column name from DataFrame

fractions – It’s Dictionary type takes key and value.

**sampleBy() Example**

df2=df.select((df.id % 3).alias("key"))

print(df2.sampleBy("key", {0: 0.1, 1: 0.2},0).collect())

//Output: [Row(key=0), Row(key=1), Row(key=1), Row(key=1), Row(key=0), Row(key=1), Row(key=1), Row(key=0), Row(key=1), Row(key=1), Row(key=1)]

## 2. PySpark RDD Sample

PySpark RDD also provides sample() function to get a random sampling, it also has another signature takeSample() that returns an Array[T].

**RDD sample() Syntax & Example**

PySpark RDD sample() function returns the random sampling similar to DataFrame and takes a similar types of parameters but in a different order. Since I’ve already covered the explanation of these parameters on DataFrame, I will not be repeating the explanation on RDD, If not already read I recommend reading the DataFrame section above.

sample() of RDD returns a new RDD by selecting random sampling. Below is a syntax.

sample(self, withReplacement, fraction, seed=None)

Below is an example of RDD sample() function

rdd = spark.sparkContext.range(0,100)

print(rdd.sample(False,0.1,0).collect())

//Output: [24, 29, 41, 64, 86]

print(rdd.sample(True,0.3,123).collect())

//Output: [0, 11, 13, 14, 16, 18, 21, 23, 27, 31, 32, 32, 48, 49, 49, 53, 54, 72, 74, 77, 77, 83, 88, 91, 93, 98, 99]

**RDD takeSample() Syntax & Example**

RDD takeSample() is an action hence you need to careful when you use this function as it returns the selected sample records to driver memory. Returning too much data results in an out-of-memory error similar to [collect()](https://sparkbyexamples.com/spark/spark-dataframe-collect/).

Syntax of RDD takeSample() .

takeSample(self, withReplacement, num, seed=None)

Example of RDD takeSample()

print(rdd.takeSample(False,10,0))

//Output: [58, 1, 96, 74, 29, 24, 32, 37, 94, 91]

print(rdd.takeSample(True,30,123))

//Output: [43, 65, 39, 18, 84, 86, 25, 13, 40, 21, 79, 63, 7, 32, 26, 71, 23, 61, 83, 60, 22, 35, 84, 22, 0, 88, 16, 40, 65, 84]

### Conclusion

In summary, PySpark sampling can be done on RDD and DataFrame. In order to do sampling, you need to know how much data you wanted to retrieve by specifying fractions.

Use seed to regenerate the same sampling multiple times. and

Use withReplacement if you are okay to repeat the random records.

# PySpark fillna() & fill() – Replace NULL/None Values

In PySpark, DataFrame.fillna() or DataFrameNaFunctions.fill() is used to replace NULL/None values on all or selected multiple DataFrame columns with either **zero(0), empty string, space, or any constant literal** values.

While working on PySpark DataFrame we often need to replace null values since certain operations on null value return error hence, we need to graciously handle nulls as the first step before processing. Also, while writing to a file, it’s always best practice to replace null values, not doing this result nulls on the output file.

As part of the cleanup, sometimes you may need to [Drop Rows with NULL/None Values in PySpark DataFrame](https://sparkbyexamples.com/pyspark/pyspark-drop-rows-with-null-values/) and [Filter Rows by checking IS NULL/NOT NULL](https://sparkbyexamples.com/pyspark/pyspark-filter-rows-with-null-values/) conditions.

In this article, I will use both fill() and fillna() to replace null/none values with an empty string, constant value, and zero(0) on Dataframe columns integer, string with Python examples.

Before we start, Let’s [read a CSV into PySpark DataFrame](https://sparkbyexamples.com/pyspark/pyspark-read-csv-file-into-dataframe/) file, where we have no values on certain rows of String and Integer columns, PySpark assigns null values to these no value columns.

The file we are using here is available at GitHub [small\_zipcode.csv](https://github.com/spark-examples/spark-scala-examples/blob/master/src/main/resources/small_zipcode.csv)

from pyspark.sql import SparkSession

spark = SparkSession.builder \

.master("local[1]") \

.appName("SparkByExamples.com") \

.getOrCreate()

filePath="resources/small\_zipcode.csv"

df = spark.read.options(header='true', inferSchema='true') \

.csv(filePath)

df.printSchema()

df.show(truncate=False)

This yields the below output. As you see columns type, city and population columns have null values.

+---+-------+--------+-------------------+-----+----------+

|id |zipcode|type |city |state|population|

+---+-------+--------+-------------------+-----+----------+

|1 |704 |STANDARD|null |PR |30100 |

|2 |704 |null |PASEO COSTA DEL SUR|PR |null |

|3 |709 |null |BDA SAN LUIS |PR |3700 |

|4 |76166 |UNIQUE |CINGULAR WIRELESS |TX |84000 |

|5 |76177 |STANDARD|null |TX |null |

+---+-------+--------+-------------------+-----+----------+

Now, let’s see how to replace these null values.

## PySpark fillna() & fill() Syntax

PySpark provides [DataFrame.fillna()](https://spark.apache.org/docs/2.1.0/api/python/pyspark.sql.html#pyspark.sql.DataFrame.fillna) and [DataFrameNaFunctions.fill()](https://spark.apache.org/docs/2.1.0/api/python/pyspark.sql.html#pyspark.sql.DataFrameNaFunctions.fill) to replace NULL/None values. These two are aliases of each other and returns the same results.

fillna(value, subset=None)

fill(value, subset=None)

* **value** – Value should be the data type of int, long, float, string, or dict. Value specified here will be replaced for NULL/None values.
* **subset** – This is optional, when used it should be the subset of the column names where you wanted to replace NULL/None values.

## PySpark Replace NULL/None Values with Zero (0)

PySpark fill(value:Long) signatures that are available in DataFrameNaFunctions is used to replace NULL/None values with numeric values either zero(0) or any constant value for all integer and long datatype columns of PySpark DataFrame or Dataset.

#Replace 0 for null for all integer columns

df.na.fill(value=0).show()

#Replace Replace 0 for null on only population column

df.na.fill(value=0,subset=["population"]).show()

Above both statements yields the same output, since we have just an integer column population with null values Note that it replaces only Integer columns since our value is 0.

+---+-------+--------+-------------------+-----+----------+

|id |zipcode|type |city |state|population|

+---+-------+--------+-------------------+-----+----------+

|1 |704 |STANDARD|null |PR |30100 |

|2 |704 |null |PASEO COSTA DEL SUR|PR |0 |

|3 |709 |null |BDA SAN LUIS |PR |3700 |

|4 |76166 |UNIQUE |CINGULAR WIRELESS |TX |84000 |

|5 |76177 |STANDARD|null |TX |0 |

+---+-------+--------+-------------------+-----+----------+

## PySpark Replace Null/None Value with Empty String

Now let’s see how to replace NULL/None values with an empty string or any constant values String on all DataFrame String columns.

df.na.fill("").show(false)

Yields below output. This replaces all String type columns with empty/blank string for all NULL values.

+---+-------+--------+-------------------+-----+----------+

|id |zipcode|type |city |state|population|

+---+-------+--------+-------------------+-----+----------+

|1 |704 |STANDARD| |PR |30100 |

|2 |704 | |PASEO COSTA DEL SUR|PR |null |

|3 |709 | |BDA SAN LUIS |PR |3700 |

|4 |76166 |UNIQUE |CINGULAR WIRELESS |TX |84000 |

|5 |76177 |STANDARD| |TX |null |

+---+-------+--------+-------------------+-----+----------+

Now, let’s replace NULL’s on specific columns, below example replace column type with empty string and column city with value “unknown”.

df.na.fill("unknown",["city"]) \

.na.fill("",["type"]).show()

Yields below output. This replaces null values with an empty string for type column and replaces with a constant value “unknown” for city column.

+---+-------+--------+-------------------+-----+----------+

|id |zipcode|type |city |state|population|

+---+-------+--------+-------------------+-----+----------+

|1 |704 |STANDARD|unknown |PR |30100 |

|2 |704 | |PASEO COSTA DEL SUR|PR |null |

|3 |709 | |BDA SAN LUIS |PR |3700 |

|4 |76166 |UNIQUE |CINGULAR WIRELESS |TX |84000 |

|5 |76177 |STANDARD|unknown |TX |null |

+---+-------+--------+-------------------+-----+----------+

Alternatively you can also write the above statement as

df.na.fill({"city": "unknown", "type": ""}) \

.show()

## Complete Code

Below is complete code with Scala example. You can use it by copying it from here or use the GitHub to download the source code.

from pyspark.sql import SparkSession

spark = SparkSession.builder \

.master("local[1]") \

.appName("SparkByExamples.com") \

.getOrCreate()

filePath="resources/small\_zipcode.csv"

df = spark.read.options(header='true', inferSchema='true') \

.csv(filePath)

df.printSchema()

df.show(truncate=False)

df.fillna(value=0).show()

df.fillna(value=0,subset=["population"]).show()

df.na.fill(value=0).show()

df.na.fill(value=0,subset=["population"]).show()

df.fillna(value="").show()

df.na.fill(value="").show()

df.fillna("unknown",["city"]) \

.fillna("",["type"]).show()

df.fillna({"city": "unknown", "type": ""}) \

.show()

df.na.fill("unknown",["city"]) \

.na.fill("",["type"]).show()

df.na.fill({"city": "unknown", "type": ""}) \

.show()

## Conclusion

In this PySpark article, you have learned how to replace null/None values with zero or an empty string on integer and string columns respectively using fill() and fillna() transformation functions.

Thanks for reading. If you recognize my effort or like articles here please do comment or provide any suggestions for improvements in the comments sections!

## Reference:

* <https://spark.apache.org/docs/3.0.0/api/python/pyspark.sql.html>

# PySpark Pivot and Unpivot DataFrame

* Post author:[NNK](https://sparkbyexamples.com/author/admin/)
* Post category:[PySpark](https://sparkbyexamples.com/category/pyspark/)

PySpark pivot() function is used to rotate/transpose the data from one column into multiple Dataframe columns and back using unpivot(). Pivot() It is an aggregation where one of the grouping columns values transposed into individual columns with distinct data.

This tutorial describes and provides a PySpark example on how to create a Pivot table on DataFrame and Unpivot back.

Let’s create a [PySpark DataFrame](https://sparkbyexamples.com/pyspark/different-ways-to-create-dataframe-in-pyspark/) to work with.

data = [("Banana",1000,"USA"), ("Carrots",1500,"USA"), ("Beans",1600,"USA"), \

("Orange",2000,"USA"),("Orange",2000,"USA"),("Banana",400,"China"), \

("Carrots",1200,"China"),("Beans",1500,"China"),("Orange",4000,"China"), \

("Banana",2000,"Canada"),("Carrots",2000,"Canada"),("Beans",2000,"Mexico")]

columns= ["Product","Amount","Country"]

df = spark.createDataFrame(data = data, schema = columns)

df.printSchema()

df.show(truncate=False)

DataFrame ‘df’ consists of 3 columns Product, Amount and Country as shown below.

root

|-- Product: string (nullable = true)

|-- Amount: long (nullable = true)

|-- Country: string (nullable = true)

+-------+------+-------+

|Product|Amount|Country|

+-------+------+-------+

|Banana |1000 |USA |

|Carrots|1500 |USA |

|Beans |1600 |USA |

|Orange |2000 |USA |

|Orange |2000 |USA |

|Banana |400 |China |

|Carrots|1200 |China |

|Beans |1500 |China |

|Orange |4000 |China |

|Banana |2000 |Canada |

|Carrots|2000 |Canada |

|Beans |2000 |Mexico |

+-------+------+-------+

## Pivot PySpark DataFrame

PySpark SQL provides pivot() function to rotate the data from one column into multiple columns. It is an aggregation where one of the grouping columns values transposed into individual columns with distinct data. To get the total amount exported to each country of each product, will do group by Product, pivot by Country, and the sum of Amount.

df.groupBy("Product").pivot("Country").sum("Amount")

pivotDF.printSchema()

pivotDF.show(truncate=False)

This will transpose the countries from DataFrame rows into columns and produces below output. where ever data is not present, it represents as null by default.

root

|-- Product: string (nullable = true)

|-- Canada: long (nullable = true)

|-- China: long (nullable = true)

|-- Mexico: long (nullable = true)

|-- USA: long (nullable = true)

+-------+------+-----+------+----+

|Product|Canada|China|Mexico|USA |

+-------+------+-----+------+----+

|Orange |null |4000 |null |4000|

|Beans |null |1500 |2000 |1600|

|Banana |2000 |400 |null |1000|

|Carrots|2000 |1200 |null |1500|

+-------+------+-----+------+----+

## Pivot Performance improvement in PySpark 2.0

version 2.0 on-wards performance has been improved on Pivot, however, if you are using the lower version; note that pivot is a very expensive operation hence, it is recommended to provide column data (if known) as an argument to function as shown below.

countries = ["USA","China","Canada","Mexico"]

pivotDF = df.groupBy("Product").pivot("Country", countries).sum("Amount")

pivotDF.show(truncate=False)

Another approach is to do two-phase aggregation. PySpark 2.0 uses this implementation in order to improve the performance [Spark-13749](https://issues.apache.org/jira/browse/SPARK-13749)

pivotDF = df.groupBy("Product","Country") \

.sum("Amount") \

.groupBy("Product") \

.pivot("Country") \

.sum("sum(Amount)") \

pivotDF.show(truncate=False)

Above two examples returns the same output but with better performance.

## Unpivot PySpark DataFrame

Unpivot is a reverse operation, we can achieve by rotating column values into rows values. PySpark SQL doesn’t have unpivot function hence will use the stack() function. Below code converts column countries to row.

from pyspark.sql.functions import expr

unpivotExpr = "stack(3, 'Canada', Canada, 'China', China, 'Mexico', Mexico) as (Country,Total)"

unPivotDF = pivotDF.select("Product", expr(unpivotExpr)) \

.where("Total is not null")

unPivotDF.show(truncate=False)

unPivotDF.show()

It converts pivoted column “country” to rows.

+-------+-------+-----+

|Product|Country|Total|

+-------+-------+-----+

| Orange| China| 4000|

| Beans| China| 1500|

| Beans| Mexico| 2000|

| Banana| Canada| 2000|

| Banana| China| 400|

|Carrots| Canada| 2000|

|Carrots| China| 1200|

+-------+-------+-----+

## Transpose or Pivot without aggregation

**Can we do PySpark DataFrame transpose or pivot without aggregation?**

off course you can, but unfortunately, you can’t achieve using Pivot function. However, pivoting or transposing DataFrame structure without aggregation from rows to columns and columns to rows can be easily done using PySpark and Scala hack. please refer to [this](https://stackoverflow.com/questions/49392683/transpose-dataframe-without-aggregation-in-spark-with-scala) example.

## Complete Example

The complete code can be downloaded from [GitHub](https://github.com/spark-examples/pyspark-examples/blob/master/pyspark-pivot.py)

import pyspark

from pyspark.sql import SparkSession

from pyspark.sql.functions import expr

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

data = [("Banana",1000,"USA"), ("Carrots",1500,"USA"), ("Beans",1600,"USA"), \

("Orange",2000,"USA"),("Orange",2000,"USA"),("Banana",400,"China"), \

("Carrots",1200,"China"),("Beans",1500,"China"),("Orange",4000,"China"), \

("Banana",2000,"Canada"),("Carrots",2000,"Canada"),("Beans",2000,"Mexico")]

columns= ["Product","Amount","Country"]

df = spark.createDataFrame(data = data, schema = columns)

df.printSchema()

df.show(truncate=False)

pivotDF = df.groupBy("Product").pivot("Country").sum("Amount")

pivotDF.printSchema()

pivotDF.show(truncate=False)

pivotDF = df.groupBy("Product","Country") \

.sum("Amount") \

.groupBy("Product") \

.pivot("Country") \

.sum("sum(Amount)")

pivotDF.printSchema()

pivotDF.show(truncate=False)

""" unpivot """

unpivotExpr = "stack(3, 'Canada', Canada, 'China', China, 'Mexico', Mexico) as (Country,Total)"

unPivotDF = pivotDF.select("Product", expr(unpivotExpr)) \

.where("Total is not null")

unPivotDF.show(truncate=False)

#### Conclusion:

We have seen how to Pivot DataFrame with PySpark example and Unpivot it back using SQL functions. And also have seen how PySpark 2.0 changes have improved performance by doing two-phase aggregation.

# PySpark partitionBy() – Write to Disk Example

PySpark partitionBy() is a function of pyspark.sql.DataFrameWriter class which is used to partition the large dataset (DataFrame) into smaller files based on one or multiple columns while writing to disk, let’s see how to use this with Python examples.

Partitioning the data on the file system is a way to improve the performance of the query when dealing with a large dataset in the Data lake. A Data Lake is a centralized repository of structured, semi-structured, unstructured, and binary data that allows you to store a large amount of data as-is in its original raw format.

By following the concepts in this article, it will help you to create an efficient [Data Lake](https://sparkbyexamples.com/data-lake/data-lake-vs-data-warehouse/) for production size data.

## 1. What is PySpark Partition?

PySpark partition is a way to split a large dataset into smaller datasets based on one or more partition keys. When you create a DataFrame from a file/table, based on certain parameters PySpark creates the DataFrame with a certain number of partitions in memory. This is one of the main advantages of PySpark DataFrame over Pandas DataFrame. Transformations on partitioned data run faster as they execute transformations parallelly for each partition.

PySpark supports partition in two ways; partition in memory (DataFrame) and partition on the disk (File system).

**Partition in memory:** You can partition or repartition the DataFrame by calling [repartition() or coalesce()](https://sparkbyexamples.com/pyspark/pyspark-repartition-vs-coalesce/) transformations.

**Partition on disk:** While writing the PySpark DataFrame back to disk, you can choose how to partition the data based on columns using partitionBy() of pyspark.sql.DataFrameWriter. This is similar to [Hives partitions scheme](https://sparkbyexamples.com/apache-hive/hive-partitions-explained-with-examples/).

## 2. Partition Advantages

As you are aware PySpark is designed to process large datasets with 100x faster than the tradition processing, this wouldn’t have been possible with out partition. Below are some of the advantages using PySpark partitions on memory or on disk.

* Fast accessed to the data
* Provides the ability to perform an operation on a smaller dataset

Partition at rest (disk) is a feature of many databases and data processing frameworks and it is key to make jobs work at scale.

## 3. Create DataFrame

Let’s [Create a DataFrame by reading a CSV file](https://sparkbyexamples.com/pyspark/pyspark-read-csv-file-into-dataframe/). You can find the dataset explained in this article at [Github zipcodes.csv file](https://github.com/spark-examples/pyspark-examples/blob/master/resources/simple-zipcodes.csv)

df=spark.read.option("header",True) \

.csv("/tmp/resources/simple-zipcodes.csv")

df.printSchema()

#Display below schema

root

|-- RecordNumber: string (nullable = true)

|-- Country: string (nullable = true)

|-- City: string (nullable = true)

|-- Zipcode: string (nullable = true)

|-- state: string (nullable = true)

From above DataFrame, I will be using state as a partition key for our examples below.

## 4. PySpark partitionBy()

PySpark partitionBy() is a function of pyspark.sql.DataFrameWriter class which is used to partition based on column values while writing DataFrame to Disk/File system.

Syntax: partitionBy(self, \*cols)

When you write PySpark DataFrame to disk by calling partitionBy(), PySpark splits the records based on the partition column and stores each partition data into a sub-directory.

#partitionBy()

df.write.option("header",True) \

.partitionBy("state") \

.mode("overwrite") \

.csv("/tmp/zipcodes-state")

On our DataFrame, we have a total of 6 different states hence, it creates 6 directories as shown below. The name of the sub-directory would be the partition column and its value (partition column=value).

**Note:** While writing the data as partitions, PySpark eliminates the partition column on the data file and adds partition column & value to the folder name, hence it saves some space on storage.To validate this, open any partition file in a text editor and check.
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On each directory, you may see one or more part files (since our dataset is small, all records for each state are kept in a single part file). You can change this behavior by repartition() the data in memory first. Specify the number of partitions (part files) you would want for each state as an argument to the repartition() method.

## 5. PySpark partitionBy() Multiple Columns

You can also create partitions on multiple columns using PySpark partitionBy(). Just pass columns you want to partition as arguments to this method.

#partitionBy() multiple columns

df.write.option("header",True) \

.partitionBy("state","city") \

.mode("overwrite") \

.csv("/tmp/zipcodes-state")

It creates a folder hierarchy for each partition; we have mentioned the first partition as state followed by city hence, it creates a city folder inside the state folder (one folder for each city in a state).
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## 6. Using repartition() and partitionBy() together

For each partition column, if you wanted to further divide into several partitions, use repartition() and partitionBy() together as explained in the below example.

repartition() creates specified number of partitions in memory. The partitionBy()  will write files to disk for each memory partition and partition column.

#Use repartition() and partitionBy() together

dfRepart.repartition(2)

.write.option("header",True) \

.partitionBy("state") \

.mode("overwrite") \

.csv("c:/tmp/zipcodes-state-more")

If you look at the folder, you should see only 2 part files for each state. Dataset has 6 unique states and 2 memory partitions for each state, hence the above code creates a maximum total of 6 x 2 = 12 part files.
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**Note:** Since total zipcodes for each US state differ in large, California and Texas have many whereas Delaware has very few, hence it creates a Data Skew (Total rows per each part file differs in large).

## 7. Data Skew – Control Number of Records per Partition File

Use option maxRecordsPerFile if you want to control the number of records for each partition. This is particularly helpful when your data is skewed (Having some partitions with very low records and other partitions with high number of records).

#partitionBy() control number of partitions

df.write.option("header",True) \

.option("maxRecordsPerFile", 2) \

.partitionBy("state") \

.mode("overwrite") \

.csv("/tmp/zipcodes-state")

The above example creates multiple part files for each state and each part file contains just 2 records.

## 8. Read a Specific Partition

Reads are much faster on partitioned data. This code snippet retrieves the data from a specific partition "state=AL and city=SPRINGVILLE". Here, It just reads the data from that specific folder instead of scanning a whole file (when not partitioned).

dfSinglePart=spark.read.option("header",True) \

.csv("c:/tmp/zipcodes-state/state=AL/city=SPRINGVILLE")

dfSinglePart.printSchema()

dfSinglePart.show()

#Displays

root

|-- RecordNumber: string (nullable = true)

|-- Country: string (nullable = true)

|-- Zipcode: string (nullable = true)

+------------+-------+-------+

|RecordNumber|Country|Zipcode|

+------------+-------+-------+

| 54355| US| 35146|

+------------+-------+-------+

While reading specific Partition data into DataFrame, it does not keep the partitions columns on DataFrame hence, you printSchema() and DataFrame is missing state and city columns.

## 9. PySpark SQL – Read Partition Data

This is an example of how to write a Spark DataFrame by preserving the partition columns on DataFrame.

parqDF = spark.read.option("header",True) \

.csv("/tmp/zipcodes-state")

parqDF.createOrReplaceTempView("ZIPCODE")

spark.sql("select \* from ZIPCODE where state='AL' and city = 'SPRINGVILLE'") \

.show()

#Display

+------------+-------+-------+-----+-----------+

|RecordNumber|Country|Zipcode|state| city|

+------------+-------+-------+-----+-----------+

| 54355| US| 35146| AL|SPRINGVILLE|

+------------+-------+-------+-----+-----------+

The execution of this query is also [significantly faster than the query without partition](https://sparkbyexamples.com/spark/spark-performance-tuning/). It filters the data first on state and then applies filters on the city column without scanning the entire dataset.

## 10. How to Choose a Partition Column When Writing to File system?

When creating partitions you have to be very cautious with the number of partitions you would create, as having too many partitions creates too many sub-directories on HDFS which brings unnecessarily and overhead to NameNode (if you are using Hadoop) since it must keep all metadata for the file system in memory.

Let’s assume you have a US census table that contains zip code, city, state, and other columns. Creating a partition on the state, splits the table into around 50 partitions, when searching for a zipcode within a state (state=’CA’ and zipCode =’92704′) results in faster as it needs to scan only in a **state=CA** partition directory.

Partition on zipcode may not be a good option as you might end up with too many partitions.

Another good example of partition is on the Date column. Ideally, you should partition on Year/Month but not on a date.

### Conclusion

While you are create Data Lake out of Azure, HDFS or AWS you need to understand how to partition your data at rest (File system/disk), PySpark partitionBy() and repartition() help you partition the data and eliminating the Data Skew on your large datasets.

Hope this give you better idea on partitions in PySpark.

Happy Learning !!

### References

* <https://spark.apache.org/docs/2.4.0/api/python/pyspark.sql.html?highlight=partition>

# PySpark ArrayType Column With Examples

PySpark pyspark.sql.types.ArrayType (ArrayType extends DataType class) is used to define an array data type column on DataFrame that holds the same type of elements, In this article, I will explain how to create a DataFrame ArrayType column using [org.apache.spark.sql.types.ArrayType](https://github.com/apache/spark/blob/master/sql/catalyst/src/main/scala/org/apache/spark/sql/types/ArrayType.scala) class and applying some SQL functions on the array columns with examples.

While working with structured files ([Avro](https://sparkbyexamples.com/spark/read-write-avro-file-spark-dataframe/), [Parquet](https://sparkbyexamples.com/pyspark/pyspark-read-and-write-parquet-file/) e.t.c) or semi-structured ([JSON](https://sparkbyexamples.com/pyspark/pyspark-read-json-file-into-dataframe/)) files, we often get data with complex structures like [MapType](https://sparkbyexamples.com/spark/spark-dataframe-map-maptype-column/), ArrayType, StructType e.t.c. I will try my best to cover some mostly used functions on ArrayType columns.

## What is PySpark ArrayType

PySpark ArrayType is a collection data type that extends the [DataType](https://github.com/apache/spark/blob/master/sql/catalyst/src/main/scala/org/apache/spark/sql/types/DataType.scala)class which is a superclass of all types in PySpark. All elements of ArrayType should have the same type of elements.

## Create PySpark ArrayType

You can create an instance of an ArrayType using ArraType() class, This takes arguments valueType and one optional argument valueContainsNull to specify if a value can accept null, by default it takes True. valueType should be a PySpark type that extends DataType class.

from pyspark.sql.types import StringType, ArrayType

arrayCol = ArrayType(StringType(),False)

Above example creates string array and doesn’t not accept null values.

## Create PySpark ArrayType Column Using StructType

Let’s create a DataFrame with few array columns by using [PySpark StructType & StructField classes](https://sparkbyexamples.com/pyspark/pyspark-structtype-and-structfield/).

data = [

("James,,Smith",["Java","Scala","C++"],["Spark","Java"],"OH","CA"),

("Michael,Rose,",["Spark","Java","C++"],["Spark","Java"],"NY","NJ"),

("Robert,,Williams",["CSharp","VB"],["Spark","Python"],"UT","NV")

]

from pyspark.sql.types import StringType, ArrayType,StructType,StructField

schema = StructType([

StructField("name",StringType(),True),

StructField("languagesAtSchool",ArrayType(StringType()),True),

StructField("languagesAtWork",ArrayType(StringType()),True),

StructField("currentState", StringType(), True),

StructField("previousState", StringType(), True)

])

df = spark.createDataFrame(data=data,schema=schema)

df.printSchema()

df.show()

This snippet creates two Array columns languagesAtSchool and languagesAtWork which defines languages learned at School and languages using at work. For the rest of the article, I will use these array columns of DataFrame and provide examples of PySpark SQL array functions. printSchema() and show() from above snippet display below output.

root

|-- name: string (nullable = true)

|-- languagesAtSchool: array (nullable = true)

| |-- element: string (containsNull = true)

|-- languagesAtWork: array (nullable = true)

| |-- element: string (containsNull = true)

|-- currentState: string (nullable = true)

|-- previousState: string (nullable = true)

+----------------+------------------+---------------+------------+-------------+

| name| languagesAtSchool|languagesAtWork|currentState|previousState|

+----------------+------------------+---------------+------------+-------------+

| James,,Smith|[Java, Scala, C++]| [Spark, Java]| OH| CA|

| Michael,Rose,|[Spark, Java, C++]| [Spark, Java]| NY| NJ|

|Robert,,Williams| [CSharp, VB]|[Spark, Python]| UT| NV|

+----------------+------------------+---------------+------------+-------------+

## PySpark ArrayType (Array) Functions

[PySpark SQL provides several Array functions](https://sparkbyexamples.com/spark/spark-sql-array-functions/) to work with the ArrayType column, In this section, we will see some of the most commonly used SQL functions.

## explode()

Use explode() function to create a new row for each element in the given array column. There are various [PySpark SQL explode functions](https://sparkbyexamples.com/pyspark/pyspark-explode-array-and-map-columns-to-rows/) available to work with Array columns.

from pyspark.sql.functions import explode

df.select(df.name,explode(df.languagesAtSchool)).show()

+----------------+------+

| name| col|

+----------------+------+

| James,,Smith| Java|

| James,,Smith| Scala|

| James,,Smith| C++|

| Michael,Rose,| Spark|

| Michael,Rose,| Java|

| Michael,Rose,| C++|

|Robert,,Williams|CSharp|

|Robert,,Williams| VB|

+----------------+------+

## Split()

split() sql function returns an array type after splitting the string column by delimiter. Below example split the name column by comma delimiter.

from pyspark.sql.functions import split

df.select(split(df.name,",").alias("nameAsArray")).show()

+--------------------+

| nameAsArray|

+--------------------+

| [James, , Smith]|

| [Michael, Rose, ]|

|[Robert, , Williams]|

+--------------------+

## array()

Use array() function to create a new array column by merging the data from multiple columns. All input columns must have the same data type. The below example combines the data from currentState and previousState and creates a new column states.

from pyspark.sql.functions import array

df.select(df.name,array(df.currentState,df.previousState).alias("States")).show()

+----------------+--------+

| name| States|

+----------------+--------+

| James,,Smith|[OH, CA]|

| Michael,Rose,|[NY, NJ]|

|Robert,,Williams|[UT, NV]|

+----------------+--------+

## array\_contains()

array\_contains() sql function is used to check if array column contains a value. Returns null if the array is null, true if the array contains the value, and false otherwise.

from pyspark.sql.functions import array\_contains

df.select(df.name,array\_contains(df.languagesAtSchool,"Java")

.alias("array\_contains")).show()

+----------------+--------------+

| name|array\_contains|

+----------------+--------------+

| James,,Smith| true|

| Michael,Rose,| true|

|Robert,,Williams| false|

+----------------+--------------+

## Conclusion

You have learned PySpark ArrayType is a collection type similar to an array in other languages that are used to store the same type of elements. ArrayType extends the DataType class (super class of all types) and also learned how to use some commonly used ArrayType functions.

# PySpark MapType (Dict) Usage with Examples

PySpark MapType (also called map type) is a data type to represent Python Dictionary (dict) to store key-value pair, a MapType object comprises three fields, keyType (a DataType), valueType (a DataType) and valueContainsNull (a BooleanType).

**What is PySpark MapType**

PySpark MapType is used to represent map key-value pair similar to python Dictionary (Dict), it extends [DataType](https://github.com/apache/spark/blob/master/sql/catalyst/src/main/scala/org/apache/spark/sql/types/DataType.scala) class which is a superclass of all types in PySpark and takes two mandatory arguments keyType and valueType of type DataType and one optional boolean argument valueContainsNull. keyType and valueType can be any type that extends the DataType class. for e.g StringType, IntegerType, ArrayType, MapType, StructType (struct) e.t.c.

## 1. Create PySpark MapType

In order to use MapType data type first, you need to import it from pyspark.sql.types.MapType and use MapType() constructor to create a map object.

from pyspark.sql.types import StringType, MapType

mapCol = MapType(StringType(),StringType(),False)

**MapType Key Points:**

* The First param keyType is used to specify the type of the key in the map.
* The Second param valueType is used to specify the type of the value in the map.
* Third parm valueContainsNull is an optional boolean type that is used to specify if the value of the second param can accept Null/None values.
* The key of the map won’t accept None/Null values.
* PySpark provides several SQL functions to work with MapType.

## 2. Create MapType From StructType

Let’s see how to create a MapType by using [PySpark StructType & StructField](https://sparkbyexamples.com/pyspark/pyspark-structtype-and-structfield/), StructType() constructor takes list of StructField, StructField takes a fieldname and type of the value.

from pyspark.sql.types import StructField, StructType, StringType, MapType

schema = StructType([

StructField('name', StringType(), True),

StructField('properties', MapType(StringType(),StringType()),True)

])

Now let’s create a DataFrame by using above StructType schema.

from pyspark.sql import SparkSession

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

dataDictionary = [

('James',{'hair':'black','eye':'brown'}),

('Michael',{'hair':'brown','eye':None}),

('Robert',{'hair':'red','eye':'black'}),

('Washington',{'hair':'grey','eye':'grey'}),

('Jefferson',{'hair':'brown','eye':''})

]

df = spark.createDataFrame(data=dataDictionary, schema = schema)

df.printSchema()

df.show(truncate=False)

Yields below output.

root

|-- Name: string (nullable = true)

|-- properties: map (nullable = true)

| |-- key: string

| |-- value: string (valueContainsNull = true)

+----------+-----------------------------+

|Name |properties |

+----------+-----------------------------+

|James |[eye -> brown, hair -> black]|

|Michael |[eye ->, hair -> brown] |

|Robert |[eye -> black, hair -> red] |

|Washington|[eye -> grey, hair -> grey] |

|Jefferson |[eye -> , hair -> brown] |

+----------+-----------------------------+

## 3. Access PySpark MapType Elements

Let’s see how to extract the key and values from the PySpark DataFrame Dictionary column. Here I have used PySpark map transformation to read the values of properties (MapType column)

df3=df.rdd.map(lambda x: \

(x.name,x.properties["hair"],x.properties["eye"])) \

.toDF(["name","hair","eye"])

df3.printSchema()

df3.show()

root

|-- name: string (nullable = true)

|-- hair: string (nullable = true)

|-- eye: string (nullable = true)

+----------+-----+-----+

| name| hair| eye|

+----------+-----+-----+

| James|black|brown|

| Michael|brown| null|

| Robert| red|black|

|Washington| grey| grey|

| Jefferson|brown| |

+----------+-----+-----+

Let’s use another way to get the value of a key from Map using getItem() of Column type, this method takes a key as an argument and returns a value.

df.withColumn("hair",df.properties.getItem("hair")) \

.withColumn("eye",df.properties.getItem("eye")) \

.drop("properties") \

.show()

df.withColumn("hair",df.properties["hair"]) \

.withColumn("eye",df.properties["eye"]) \

.drop("properties") \

.show()

## 4. Functions

Below are some of the MapType Functions with examples.

### 4.1 – explode

from pyspark.sql.functions import explode

df.select(df.name,explode(df.properties)).show()

+----------+----+-----+

| name| key|value|

+----------+----+-----+

| James| eye|brown|

| James|hair|black|

| Michael| eye| null|

| Michael|hair|brown|

| Robert| eye|black|

| Robert|hair| red|

|Washington| eye| grey|

|Washington|hair| grey|

| Jefferson| eye| |

| Jefferson|hair|brown|

+----------+----+-----+

### 4.2 map\_keys() – Get All Map Keys

from pyspark.sql.functions import map\_keys

df.select(df.name,map\_keys(df.properties)).show()

+----------+--------------------+

| name|map\_keys(properties)|

+----------+--------------------+

| James| [eye, hair]|

| Michael| [eye, hair]|

| Robert| [eye, hair]|

|Washington| [eye, hair]|

| Jefferson| [eye, hair]|

+----------+--------------------+

In case if you wanted to get all map keys as Python List. **WARNING**: **This runs very slow**.

from pyspark.sql.functions import explode,map\_keys

keysDF = df.select(explode(map\_keys(df.properties))).distinct()

keysList = keysDF.rdd.map(lambda x:x[0]).collect()

print(keysList)

#['eye', 'hair']

### 4.3 map\_values() – Get All map Values

from pyspark.sql.functions import map\_values

df.select(df.name,map\_values(df.properties)).show()

+----------+----------------------+

| name|map\_values(properties)|

+----------+----------------------+

| James| [brown, black]|

| Michael| [, brown]|

| Robert| [black, red]|

|Washington| [grey, grey]|

| Jefferson| [, brown]|

+----------+----------------------+

### Conclusion

MapType is a map data structure that is used to store key key-value pairs similar to Python Dictionary (Dic), keys and values type of map should be of a type that extends DataType. Key won’t accept null/None values whereas map of the key can have None/Null value.

# PySpark Aggregate Functions with Examples

PySpark provides built-in standard Aggregate functions defines in DataFrame API, these come in handy when we need to make aggregate operations on DataFrame columns. Aggregate functions operate on a group of rows and calculate a single return value for every group.

All these aggregate functions accept input as, Column type or column name in a string and several other arguments based on the function and return Column type.

When possible try to leverage standard library as they are little bit more compile-time safety, handles null and perform better when compared to UDF’s. If your application is critical on performance try to avoid using custom UDF at all costs as these are not guarantee on performance.

## PySpark Aggregate Functions

PySpark SQL Aggregate functions are grouped as “agg\_funcs” in Pyspark. Below is a list of functions defined under this group. Click on each link to learn with example.

## PySpark Aggregate Functions Examples

First, let’s [create a DataFrame](https://sparkbyexamples.com/pyspark/different-ways-to-create-dataframe-in-pyspark/) to work with PySpark aggregate functions. All examples provided here are also available at [PySpark Examples GitHub](https://github.com/spark-examples/pyspark-examples/blob/master/pyspark-aggregate.py)project.

simpleData = [("James", "Sales", 3000),

("Michael", "Sales", 4600),

("Robert", "Sales", 4100),

("Maria", "Finance", 3000),

("James", "Sales", 3000),

("Scott", "Finance", 3300),

("Jen", "Finance", 3900),

("Jeff", "Marketing", 3000),

("Kumar", "Marketing", 2000),

("Saif", "Sales", 4100)

]

schema = ["employee\_name", "department", "salary"]

df = spark.createDataFrame(data=simpleData, schema = schema)

df.printSchema()

df.show(truncate=False)

Yields below output.

+-------------+----------+------+

|employee\_name|department|salary|

+-------------+----------+------+

| James| Sales| 3000|

| Michael| Sales| 4600|

| Robert| Sales| 4100|

| Maria| Finance| 3000|

| James| Sales| 3000|

| Scott| Finance| 3300|

| Jen| Finance| 3900|

| Jeff| Marketing| 3000|

| Kumar| Marketing| 2000|

| Saif| Sales| 4100|

+-------------+----------+------+

Now let’s see how to aggregate data in PySpark.

## approx\_count\_distinct Aggregate Function

In PySpark approx\_count\_distinct() function returns the count of distinct items in a group.

//approx\_count\_distinct()

print("approx\_count\_distinct: " + \

str(df.select(approx\_count\_distinct("salary")).collect()[0][0]))

//Prints approx\_count\_distinct: 6

## avg (average) Aggregate Function

avg() function returns the average of values in the input column.

//avg

print("avg: " + str(df.select(avg("salary")).collect()[0][0]))

//Prints avg: 3400.0

## collect\_list Aggregate Function

collect\_list() function returns all values from an input column with duplicates.

//collect\_list

df.select(collect\_list("salary")).show(truncate=False)

+------------------------------------------------------------+

|collect\_list(salary) |

+------------------------------------------------------------+

|[3000, 4600, 4100, 3000, 3000, 3300, 3900, 3000, 2000, 4100]|

+------------------------------------------------------------+

## collect\_set Aggregate Function

collect\_set() function returns all values from an input column with duplicate values eliminated.

//collect\_set

df.select(collect\_set("salary")).show(truncate=False)

+------------------------------------+

|collect\_set(salary) |

+------------------------------------+

|[4600, 3000, 3900, 4100, 3300, 2000]|

+------------------------------------+

## countDistinct Aggregate Function

countDistinct() function returns the number of distinct elements in a columns

//countDistinct

df2 = df.select(countDistinct("department", "salary"))

df2.show(truncate=False)

print("Distinct Count of Department & Salary: "+str(df2.collect()[0][0]))

## count function

count() function returns number of elements in a column.

print("count: "+str(df.select(count("salary")).collect()[0]))

Prints county: 10

## grouping function

grouping() Indicates whether a given input column is aggregated or not. returns 1 for aggregated or 0 for not aggregated in the result. If you try grouping directly on the salary column you will get below error.

Exception in thread "main" org.apache.spark.sql.AnalysisException:

// grouping() can only be used with GroupingSets/Cube/Rollup

## first function

first() function returns the first element in a column when ignoreNulls is set to true, it returns the first non-null element.

//first

df.select(first("salary")).show(truncate=False)

+--------------------+

|first(salary, false)|

+--------------------+

|3000 |

+--------------------+

## last function

last() function returns the last element in a column. when ignoreNulls is set to true, it returns the last non-null element.

//last

df.select(last("salary")).show(truncate=False)

+-------------------+

|last(salary, false)|

+-------------------+

|4100 |

+-------------------+

## kurtosis function

kurtosis() function returns the kurtosis of the values in a group.

df.select(kurtosis("salary")).show(truncate=False)

+-------------------+

|kurtosis(salary) |

+-------------------+

|-0.6467803030303032|

+-------------------+

## max function

max() function returns the maximum value in a column.

df.select(max("salary")).show(truncate=False)

+-----------+

|max(salary)|

+-----------+

|4600 |

+-----------+

## min function

min() function

df.select(min("salary")).show(truncate=False)

+-----------+

|min(salary)|

+-----------+

|2000 |

+-----------+

## mean function

mean() function returns the average of the values in a column. Alias for Avg

df.select(mean("salary")).show(truncate=False)

+-----------+

|avg(salary)|

+-----------+

|3400.0 |

+-----------+

## skewness function

skewness() function returns the skewness of the values in a group.

df.select(skewness("salary")).show(truncate=False)

+--------------------+

|skewness(salary) |

+--------------------+

|-0.12041791181069571|

+--------------------+

## stddev(), stddev\_samp() and stddev\_pop()

stddev() alias for stddev\_samp.

stddev\_samp() function returns the sample standard deviation of values in a column.

stddev\_pop() function returns the population standard deviation of the values in a column.

df.select(stddev("salary"), stddev\_samp("salary"), \

stddev\_pop("salary")).show(truncate=False)

+-------------------+-------------------+------------------+

|stddev\_samp(salary)|stddev\_samp(salary)|stddev\_pop(salary)|

+-------------------+-------------------+------------------+

|765.9416862050705 |765.9416862050705 |726.636084983398 |

+-------------------+-------------------+------------------+

## sum function

sum() function Returns the sum of all values in a column.

df.select(sum("salary")).show(truncate=False)

+-----------+

|sum(salary)|

+-----------+

|34000 |

+-----------+

## sumDistinct function

sumDistinct() function returns the sum of all distinct values in a column.

df.select(sumDistinct("salary")).show(truncate=False)

+--------------------+

|sum(DISTINCT salary)|

+--------------------+

|20900 |

+--------------------+

## variance(), var\_samp(), var\_pop()

variance() alias for var\_samp

var\_samp() function returns the unbiased variance of the values in a column.

var\_pop() function returns the population variance of the values in a column.

df.select(variance("salary"),var\_samp("salary"),var\_pop("salary")) \

.show(truncate=False)

+-----------------+-----------------+---------------+

|var\_samp(salary) |var\_samp(salary) |var\_pop(salary)|

+-----------------+-----------------+---------------+

|586666.6666666666|586666.6666666666|528000.0 |

+-----------------+-----------------+---------------+

## Source code of PySpark Aggregate examples

import pyspark

from pyspark.sql import SparkSession

from pyspark.sql.functions import approx\_count\_distinct,collect\_list

from pyspark.sql.functions import collect\_set,sum,avg,max,countDistinct,count

from pyspark.sql.functions import first, last, kurtosis, min, mean, skewness

from pyspark.sql.functions import stddev, stddev\_samp, stddev\_pop, sumDistinct

from pyspark.sql.functions import variance,var\_samp, var\_pop

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

simpleData = [("James", "Sales", 3000),

("Michael", "Sales", 4600),

("Robert", "Sales", 4100),

("Maria", "Finance", 3000),

("James", "Sales", 3000),

("Scott", "Finance", 3300),

("Jen", "Finance", 3900),

("Jeff", "Marketing", 3000),

("Kumar", "Marketing", 2000),

("Saif", "Sales", 4100)

]

schema = ["employee\_name", "department", "salary"]

df = spark.createDataFrame(data=simpleData, schema = schema)

df.printSchema()

df.show(truncate=False)

print("approx\_count\_distinct: " + \

str(df.select(approx\_count\_distinct("salary")).collect()[0][0]))

print("avg: " + str(df.select(avg("salary")).collect()[0][0]))

df.select(collect\_list("salary")).show(truncate=False)

df.select(collect\_set("salary")).show(truncate=False)

df2 = df.select(countDistinct("department", "salary"))

df2.show(truncate=False)

print("Distinct Count of Department & Salary: "+str(df2.collect()[0][0]))

print("count: "+str(df.select(count("salary")).collect()[0]))

df.select(first("salary")).show(truncate=False)

df.select(last("salary")).show(truncate=False)

df.select(kurtosis("salary")).show(truncate=False)

df.select(max("salary")).show(truncate=False)

df.select(min("salary")).show(truncate=False)

df.select(mean("salary")).show(truncate=False)

df.select(skewness("salary")).show(truncate=False)

df.select(stddev("salary"), stddev\_samp("salary"), \

stddev\_pop("salary")).show(truncate=False)

df.select(sum("salary")).show(truncate=False)

df.select(sumDistinct("salary")).show(truncate=False)

df.select(variance("salary"),var\_samp("salary"),var\_pop("salary")) \

.show(truncate=False)

## Conclusion

In this article, I’ve consolidated and listed all PySpark Aggregate functions with scala examples and also learned the benefits of using PySpark SQL functions.

# PySpark Window Functions

PySpark Window functions are used to calculate results such as the rank, row number e.t.c over a range of input rows. In this article, I’ve explained the concept of window functions, syntax, and finally how to use them with PySpark SQL and PySpark DataFrame API. These come in handy when we need to make aggregate operations in a specific window frame on DataFrame columns.

When possible try to leverage standard library as they are little bit more compile-time safety, handles null and perform better when compared to UDF’s. If your application is critical on performance try to avoid using custom UDF at all costs as these are not guarantee on performance.

## 1. Window Functions

PySpark Window functions operate on a group of rows (like frame, partition) and return a single value for every input row. PySpark SQL supports three kinds of window functions:

* [ranking functions](https://sparkbyexamples.com/pyspark/pyspark-window-functions/#ranking-functions)
* [analytic functions](https://sparkbyexamples.com/pyspark/pyspark-window-functions/#analytic-functions)
* [aggregate functions](https://sparkbyexamples.com/pyspark/pyspark-window-functions/#aggregate-functions)
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The below table defines Ranking and Analytic functions and for aggregate functions, we can use any existing [aggregate functions](https://sparkbyexamples.com/pyspark/pyspark-aggregate-functions/) as a window function.

To perform an operation on a group first, we need to partition the data using Window.partitionBy() , and for row number and rank function we need to additionally order by on partition data using orderBy clause.

Click on each link to know more about these functions along with the Scala examples.

| **WINDOW FUNCTIONS USAGE & SYNTAX** | **PYSPARK WINDOW FUNCTIONS DESCRIPTION** |
| --- | --- |
| row\_number(): Column | Returns a sequential number starting from 1 within a window partition |
| rank(): Column | Returns the rank of rows within a window partition, with gaps. |
| percent\_rank(): Column | Returns the percentile rank of rows within a window partition. |
| dense\_rank(): Column | Returns the rank of rows within a window partition without any gaps. Where as Rank() returns rank with gaps. |
| ntile(n: Int): Column | Returns the ntile id in a window partition |
| cume\_dist(): Column | Returns the cumulative distribution of values within a window partition |
| lag(e: Column, offset: Int): Column lag(columnName: String, offset: Int): Column lag(columnName: String, offset: Int, defaultValue: Any): Column | returns the value that is `offset` rows before the current row, and `null` if there is less than `offset` rows before the current row. |
| lead(columnName: String, offset: Int): Column lead(columnName: String, offset: Int): Column lead(columnName: String, offset: Int, defaultValue: Any): Column | returns the value that is `offset` rows after the current row, and `null` if there is less than `offset` rows after the current row. |

Before we start with an example, first let’s [create a PySpark DataFrame](https://sparkbyexamples.com/pyspark/different-ways-to-create-dataframe-in-pyspark/) to work with.

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

simpleData = (("James", "Sales", 3000), \

("Michael", "Sales", 4600), \

("Robert", "Sales", 4100), \

("Maria", "Finance", 3000), \

("James", "Sales", 3000), \

("Scott", "Finance", 3300), \

("Jen", "Finance", 3900), \

("Jeff", "Marketing", 3000), \

("Kumar", "Marketing", 2000),\

("Saif", "Sales", 4100) \

)

columns= ["employee\_name", "department", "salary"]

df = spark.createDataFrame(data = simpleData, schema = columns)

df.printSchema()

df.show(truncate=False)

Yields below output

root

|-- employee\_name: string (nullable = true)

|-- department: string (nullable = true)

|-- salary: long (nullable = true)

+-------------+----------+------+

|employee\_name|department|salary|

+-------------+----------+------+

|James |Sales |3000 |

|Michael |Sales |4600 |

|Robert |Sales |4100 |

|Maria |Finance |3000 |

|James |Sales |3000 |

|Scott |Finance |3300 |

|Jen |Finance |3900 |

|Jeff |Marketing |3000 |

|Kumar |Marketing |2000 |

|Saif |Sales |4100 |

+-------------+----------+------+

## 2. PySpark Window ****Ranking functions****

### 2.1 row\_number Window Function

row\_number() window function is used to give the sequential row number starting from 1 to the result of each window partition.

from pyspark.sql.window import Window

from pyspark.sql.functions import row\_number

windowSpec = Window.partitionBy("department").orderBy("salary")

df.withColumn("row\_number",row\_number().over(windowSpec)) \

.show(truncate=False)

Yields below output.

+-------------+----------+------+----------+

|employee\_name|department|salary|row\_number|

+-------------+----------+------+----------+

|James |Sales |3000 |1 |

|James |Sales |3000 |2 |

|Robert |Sales |4100 |3 |

|Saif |Sales |4100 |4 |

|Michael |Sales |4600 |5 |

|Maria |Finance |3000 |1 |

|Scott |Finance |3300 |2 |

|Jen |Finance |3900 |3 |

|Kumar |Marketing |2000 |1 |

|Jeff |Marketing |3000 |2 |

+-------------+----------+------+----------+

### 2.2 rank Window Function

rank() window function is used to provide a rank to the result within a window partition. This function leaves gaps in rank when there are ties.

"""rank"""

from pyspark.sql.functions import rank

df.withColumn("rank",rank().over(windowSpec)) \

.show()

Yields below output.

+-------------+----------+------+----+

|employee\_name|department|salary|rank|

+-------------+----------+------+----+

| James| Sales| 3000| 1|

| James| Sales| 3000| 1|

| Robert| Sales| 4100| 3|

| Saif| Sales| 4100| 3|

| Michael| Sales| 4600| 5|

| Maria| Finance| 3000| 1|

| Scott| Finance| 3300| 2|

| Jen| Finance| 3900| 3|

| Kumar| Marketing| 2000| 1|

| Jeff| Marketing| 3000| 2|

+-------------+----------+------+----+

This is the same as the RANK function in SQL.

### 2.3 dense\_rank Window Function

dense\_rank() window function is used to get the result with rank of rows within a window partition without any gaps. This is similar to rank() function difference being rank function leaves gaps in rank when there are ties.

"""dens\_rank"""

from pyspark.sql.functions import dense\_rank

df.withColumn("dense\_rank",dense\_rank().over(windowSpec)) \

.show()

Yields below output.

+-------------+----------+------+----------+

|employee\_name|department|salary|dense\_rank|

+-------------+----------+------+----------+

| James| Sales| 3000| 1|

| James| Sales| 3000| 1|

| Robert| Sales| 4100| 2|

| Saif| Sales| 4100| 2|

| Michael| Sales| 4600| 3|

| Maria| Finance| 3000| 1|

| Scott| Finance| 3300| 2|

| Jen| Finance| 3900| 3|

| Kumar| Marketing| 2000| 1|

| Jeff| Marketing| 3000| 2|

+-------------+----------+------+----------+

This is the same as the DENSE\_RANK function in SQL.

### 2.4 percent\_rank Window Function

""" percent\_rank """

from pyspark.sql.functions import percent\_rank

df.withColumn("percent\_rank",percent\_rank().over(windowSpec)) \

.show()

Yields below output.

+-------------+----------+------+------------+

|employee\_name|department|salary|percent\_rank|

+-------------+----------+------+------------+

| James| Sales| 3000| 0.0|

| James| Sales| 3000| 0.0|

| Robert| Sales| 4100| 0.5|

| Saif| Sales| 4100| 0.5|

| Michael| Sales| 4600| 1.0|

| Maria| Finance| 3000| 0.0|

| Scott| Finance| 3300| 0.5|

| Jen| Finance| 3900| 1.0|

| Kumar| Marketing| 2000| 0.0|

| Jeff| Marketing| 3000| 1.0|

+-------------+----------+------+------------+

This is the same as the PERCENT\_RANK function in SQL.

### 2.5 ntile Window Function

ntile() window function returns the relative rank of result rows within a window partition. In below example we have used 2 as an argument to ntile hence it returns ranking between 2 values (1 and 2)

"""ntile"""

from pyspark.sql.functions import ntile

df.withColumn("ntile",ntile(2).over(windowSpec)) \

.show()

Yields below output.

+-------------+----------+------+-----+

|employee\_name|department|salary|ntile|

+-------------+----------+------+-----+

| James| Sales| 3000| 1|

| James| Sales| 3000| 1|

| Robert| Sales| 4100| 1|

| Saif| Sales| 4100| 2|

| Michael| Sales| 4600| 2|

| Maria| Finance| 3000| 1|

| Scott| Finance| 3300| 1|

| Jen| Finance| 3900| 2|

| Kumar| Marketing| 2000| 1|

| Jeff| Marketing| 3000| 2|

+-------------+----------+------+-----+

This is the same as the NTILE function in SQL.

## 3. PySpark Window Analytic functions

### 3.1 cume\_dist Window Function

cume\_dist() window function is used to get the cumulative distribution of values within a window partition.

This is the same as the DENSE\_RANK function in SQL.

""" cume\_dist """

from pyspark.sql.functions import cume\_dist

df.withColumn("cume\_dist",cume\_dist().over(windowSpec)) \

.show()

+-------------+----------+------+------------------+

|employee\_name|department|salary| cume\_dist|

+-------------+----------+------+------------------+

| James| Sales| 3000| 0.4|

| James| Sales| 3000| 0.4|

| Robert| Sales| 4100| 0.8|

| Saif| Sales| 4100| 0.8|

| Michael| Sales| 4600| 1.0|

| Maria| Finance| 3000|0.3333333333333333|

| Scott| Finance| 3300|0.6666666666666666|

| Jen| Finance| 3900| 1.0|

| Kumar| Marketing| 2000| 0.5|

| Jeff| Marketing| 3000| 1.0|

+-------------+----------+------+------------------+

### 3.2 lag Window Function

This is the same as the LAG function in SQL.

"""lag"""

from pyspark.sql.functions import lag

df.withColumn("lag",lag("salary",2).over(windowSpec)) \

.show()

+-------------+----------+------+----+

|employee\_name|department|salary| lag|

+-------------+----------+------+----+

| James| Sales| 3000|null|

| James| Sales| 3000|null|

| Robert| Sales| 4100|3000|

| Saif| Sales| 4100|3000|

| Michael| Sales| 4600|4100|

| Maria| Finance| 3000|null|

| Scott| Finance| 3300|null|

| Jen| Finance| 3900|3000|

| Kumar| Marketing| 2000|null|

| Jeff| Marketing| 3000|null|

+-------------+----------+------+----+

### 3.3 lead Window Function

This is the same as the LEAD function in SQL.

"""lead"""

from pyspark.sql.functions import lead

df.withColumn("lead",lead("salary",2).over(windowSpec)) \

.show()

+-------------+----------+------+----+

|employee\_name|department|salary|lead|

+-------------+----------+------+----+

| James| Sales| 3000|4100|

| James| Sales| 3000|4100|

| Robert| Sales| 4100|4600|

| Saif| Sales| 4100|null|

| Michael| Sales| 4600|null|

| Maria| Finance| 3000|3900|

| Scott| Finance| 3300|null|

| Jen| Finance| 3900|null|

| Kumar| Marketing| 2000|null|

| Jeff| Marketing| 3000|null|

+-------------+----------+------+----+

## 4. PySpark Window Aggregate Functions

In this section, I will explain how to calculate sum, min, max for each department using PySpark SQL Aggregate window functions and WindowSpec. When working with Aggregate functions, we don’t need to use order by clause.

windowSpecAgg = Window.partitionBy("department")

from pyspark.sql.functions import col,avg,sum,min,max,row\_number

df.withColumn("row",row\_number().over(windowSpec)) \

.withColumn("avg", avg(col("salary")).over(windowSpecAgg)) \

.withColumn("sum", sum(col("salary")).over(windowSpecAgg)) \

.withColumn("min", min(col("salary")).over(windowSpecAgg)) \

.withColumn("max", max(col("salary")).over(windowSpecAgg)) \

.where(col("row")==1).select("department","avg","sum","min","max") \

.show()

This yields below output

+----------+------+-----+----+----+

|department| avg| sum| min| max|

+----------+------+-----+----+----+

| Sales|3760.0|18800|3000|4600|

| Finance|3400.0|10200|3000|3900|

| Marketing|2500.0| 5000|2000|3000|

+----------+------+-----+----+----+

Please refer for more [Aggregate Functions](https://sparkbyexamples.com/spark/spark-sql-aggregate-functions/)

## Source Code of Window Functions Example

import pyspark

from pyspark.sql import SparkSession

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

simpleData = (("James", "Sales", 3000), \

("Michael", "Sales", 4600), \

("Robert", "Sales", 4100), \

("Maria", "Finance", 3000), \

("James", "Sales", 3000), \

("Scott", "Finance", 3300), \

("Jen", "Finance", 3900), \

("Jeff", "Marketing", 3000), \

("Kumar", "Marketing", 2000),\

("Saif", "Sales", 4100) \

)

columns= ["employee\_name", "department", "salary"]

df = spark.createDataFrame(data = simpleData, schema = columns)

df.printSchema()

df.show(truncate=False)

from pyspark.sql.window import Window

from pyspark.sql.functions import row\_number

windowSpec = Window.partitionBy("department").orderBy("salary")

df.withColumn("row\_number",row\_number().over(windowSpec)) \

.show(truncate=False)

from pyspark.sql.functions import rank

df.withColumn("rank",rank().over(windowSpec)) \

.show()

from pyspark.sql.functions import dense\_rank

df.withColumn("dense\_rank",dense\_rank().over(windowSpec)) \

.show()

from pyspark.sql.functions import percent\_rank

df.withColumn("percent\_rank",percent\_rank().over(windowSpec)) \

.show()

from pyspark.sql.functions import ntile

df.withColumn("ntile",ntile(2).over(windowSpec)) \

.show()

from pyspark.sql.functions import cume\_dist

df.withColumn("cume\_dist",cume\_dist().over(windowSpec)) \

.show()

from pyspark.sql.functions import lag

df.withColumn("lag",lag("salary",2).over(windowSpec)) \

.show()

from pyspark.sql.functions import lead

df.withColumn("lead",lead("salary",2).over(windowSpec)) \

.show()

windowSpecAgg = Window.partitionBy("department")

from pyspark.sql.functions import col,avg,sum,min,max,row\_number

df.withColumn("row",row\_number().over(windowSpec)) \

.withColumn("avg", avg(col("salary")).over(windowSpecAgg)) \

.withColumn("sum", sum(col("salary")).over(windowSpecAgg)) \

.withColumn("min", min(col("salary")).over(windowSpecAgg)) \

.withColumn("max", max(col("salary")).over(windowSpecAgg)) \

.where(col("row")==1).select("department","avg","sum","min","max") \

.show()

The complete source code is available at [PySpark Examples GitHub](https://github.com/spark-examples/pyspark-examples/blob/master/pyspark-window-functions.py) for reference.

## Conclusion

In this tutorial, you have learned what are PySpark SQL Window functions their syntax and how to use them with aggregate function along with several examples in Scala.

References

I would recommend reading [Window Functions Introduction](https://databricks.com/blog/2015/07/15/introducing-window-functions-in-spark-sql.html) and [SQL Window Functions API](https://github.com/apache/spark/blob/master/sql/core/src/main/scala/org/apache/spark/sql/functions.scala) blogs for a further understanding of Windows functions. Also, refer to [SQL Window functions](http://www.sqlservertutorial.net/sql-server-window-functions/) to know window functions from native SQL.

# PySpark SQL Date and Timestamp Functions

**PySpark Date and Timestamp Functions** are supported on DataFrame and SQL queries and they work similarly to traditional SQL, Date and Time are very important if you are using PySpark for ETL. Most of all these functions accept input as, Date type, Timestamp type, or String. If a String used, it should be in a default format that can be cast to date.

* DateType default format is yyyy-MM-dd
* TimestampType default format is yyyy-MM-dd HH:mm:ss.SSSS
* Returns null if the input is a string that can not be cast to Date or Timestamp.

PySpark SQL provides several Date & Timestamp functions hence keep an eye on and understand these. Always you should choose these functions instead of writing your own functions (UDF) as these functions are compile-time safe, handles null, and perform better when compared to [PySpark UDF](https://sparkbyexamples.com/pyspark/pyspark-udf-user-defined-function/). If your [PySpark application is critical on performance](https://sparkbyexamples.com/spark/spark-performance-tuning/) try to avoid using custom UDF at all costs as these are not guarantee performance.

For readable purposes, I’ve grouped these functions into the following groups.

* [Date Functions](https://sparkbyexamples.com/pyspark/pyspark-sql-date-and-timestamp-functions/#pyspark-sql-date-functions)
* [Timestamp Functions](https://sparkbyexamples.com/pyspark/pyspark-sql-date-and-timestamp-functions/#pyspark-sql-timestamp-functions)
* [Date and Timestamp Window Functions](https://sparkbyexamples.com/pyspark/pyspark-sql-date-and-timestamp-functions/#sql-date-time)

Before you use any examples below, make sure you [Create PySpark Sparksession](https://sparkbyexamples.com/pyspark/pyspark-what-is-sparksession/) and import SQL functions.

from pyspark.sql.functions import \*

## PySpark SQL Date Functions

Below are some of the PySpark SQL Date functions, these functions operate on the just Date.

The default format of the PySpark Date is yyyy-MM-dd.

| **PYSPARK DATE FUNCTION** | **DATE FUNCTION DESCRIPTION** |
| --- | --- |
| [current\_date()](https://sparkbyexamples.com/pyspark/pyspark-sql-date-and-timestamp-functions/#current_date) | Returns the current date as a date column. |
| [date\_format(dateExpr,format)](https://sparkbyexamples.com/pyspark/pyspark-sql-date-and-timestamp-functions/#date_format) | Converts a date/timestamp/string to a value of string in the format specified by the date format given by the second argument. |
| [to\_date()](https://sparkbyexamples.com/pyspark/pyspark-sql-date-and-timestamp-functions/#to_date) | Converts the column into `DateType` by casting rules to `DateType`. |
| [to\_date(column, fmt)](https://sparkbyexamples.com/pyspark/pyspark-sql-date-and-timestamp-functions/#to_date) | Converts the column into a `DateType` with a specified format |
| [add\_months(Column, numMonths)](https://sparkbyexamples.com/pyspark/pyspark-sql-date-and-timestamp-functions/#add_months) | Returns the date that is `numMonths` after `startDate`. |
| [date\_add(column, days)](https://sparkbyexamples.com/pyspark/pyspark-sql-date-and-timestamp-functions/#add_months) [date\_sub(column, days)](https://sparkbyexamples.com/pyspark/pyspark-sql-date-and-timestamp-functions/#add_months) | Returns the date that is `days` days after `start` |
| [datediff(end, start)](https://sparkbyexamples.com/pyspark/pyspark-sql-date-and-timestamp-functions/#datediff) | Returns the number of days from `start` to `end`. |
| [months\_between(end, start)](https://sparkbyexamples.com/pyspark/pyspark-sql-date-and-timestamp-functions/#months_between) | Returns number of months between dates `start` and `end`. A whole number is returned if both inputs have the same day of month or both are the last day of their respective months. Otherwise, the difference is calculated assuming 31 days per month. |
| [months\_between(end, start, roundOff)](https://sparkbyexamples.com/pyspark/pyspark-sql-date-and-timestamp-functions/#months_between) | Returns number of months between dates `end` and `start`. If `roundOff` is set to true, the result is rounded off to 8 digits; it is not rounded otherwise. |
| [next\_day(column, dayOfWeek)](https://sparkbyexamples.com/pyspark/pyspark-sql-date-and-timestamp-functions/#year) | Returns the first date which is later than the value of the `date` column that is on the specified day of the week. For example, `next\_day('2015-07-27', "Sunday")` returns 2015-08-02 because that is the first Sunday after 2015-07-27. |
| [trunc(column, format)](https://sparkbyexamples.com/pyspark/pyspark-sql-date-and-timestamp-functions/#trunc) | Returns date truncated to the unit specified by the format. For example, `trunc("2018-11-19 12:01:19", "year")` returns 2018-01-01 format: 'year', 'yyyy', 'yy' to truncate by year, 'month', 'mon', 'mm' to truncate by month |
| [date\_trunc(format, timestamp)](https://sparkbyexamples.com/pyspark/pyspark-sql-date-and-timestamp-functions/#trunc) | Returns timestamp truncated to the unit specified by the format. For example, `date\_trunc("year", "2018-11-19 12:01:19")` returns 2018-01-01 00:00:00 format: 'year', 'yyyy', 'yy' to truncate by year, 'month', 'mon', 'mm' to truncate by month, 'day', 'dd' to truncate by day, Other options are: 'second', 'minute', 'hour', 'week', 'month', 'quarter' |
| [year(column)](https://sparkbyexamples.com/pyspark/pyspark-sql-date-and-timestamp-functions/#year) | Extracts the year as an integer from a given date/timestamp/string |
| [quarter(column)](https://sparkbyexamples.com/pyspark/pyspark-sql-date-and-timestamp-functions/#year) | Extracts the quarter as an integer from a given date/timestamp/string. |
| [month(column)](https://sparkbyexamples.com/pyspark/pyspark-sql-date-and-timestamp-functions/#year) | Extracts the month as an integer from a given date/timestamp/string |
| [dayofweek(column)](https://sparkbyexamples.com/pyspark/pyspark-sql-date-and-timestamp-functions/#year) | Extracts the day of the week as an integer from a given date/timestamp/string. Ranges from 1 for a Sunday through to 7 for a Saturday |
| [dayofmonth(column)](https://sparkbyexamples.com/pyspark/pyspark-sql-date-and-timestamp-functions/#year) | Extracts the day of the month as an integer from a given date/timestamp/string. |
| [dayofyear(column)](https://sparkbyexamples.com/pyspark/pyspark-sql-date-and-timestamp-functions/#year) | Extracts the day of the year as an integer from a given date/timestamp/string. |
| [weekofyear(column)](https://sparkbyexamples.com/pyspark/pyspark-sql-date-and-timestamp-functions/#year) | Extracts the week number as an integer from a given date/timestamp/string. A week is considered to start on a Monday and week 1 is the first week with more than 3 days, as defined by ISO 8601 |
| [last\_day(column)](https://sparkbyexamples.com/pyspark/pyspark-sql-date-and-timestamp-functions/#year) | Returns the last day of the month which the given date belongs to. For example, input "2015-07-27" returns "2015-07-31" since July 31 is the last day of the month in July 2015. |
| from\_unixtime(column) | Converts the number of seconds from unix epoch (1970-01-01 00:00:00 UTC) to a string representing the timestamp of that moment in the current system time zone in the yyyy-MM-dd HH:mm:ss format. |
| from\_unixtime(column, f) | Converts the number of seconds from unix epoch (1970-01-01 00:00:00 UTC) to a string representing the timestamp of that moment in the current system time zone in the given format. |
| unix\_timestamp() | Returns the current Unix timestamp (in seconds) as a long |
| unix\_timestamp(column) | Converts time string in format yyyy-MM-dd HH:mm:ss to Unix timestamp (in seconds), using the default timezone and the default locale. |
| unix\_timestamp(column, p) | Converts time string with given pattern to Unix timestamp (in seconds). |

## PySpark SQL Timestamp Functions

Below are some of the PySpark SQL Timestamp functions, these functions operate on both date and timestamp values.

The default format of the Spark Timestamp is yyyy-MM-dd HH:mm:ss.SSSS

| **PYSPARK TIMESTAMP FUNCTION SIGNATURE** | **TIMESTAMP FUNCTION DESCRIPTION** |
| --- | --- |
| [current\_timestamp ()](https://sparkbyexamples.com/pyspark/pyspark-sql-date-and-timestamp-functions/#current_timestamp) | Returns the current timestamp as a timestamp column |
| [hour(column)](https://sparkbyexamples.com/pyspark/pyspark-sql-date-and-timestamp-functions/#hour-minute-second) | Extracts the hours as an integer from a given date/timestamp/string. |
| [minute(column)](https://sparkbyexamples.com/pyspark/pyspark-sql-date-and-timestamp-functions/#hour-minute-second) | Extracts the minutes as an integer from a given date/timestamp/string. |
| [second(column)](https://sparkbyexamples.com/pyspark/pyspark-sql-date-and-timestamp-functions/#hour-minute-second) | Extracts the seconds as an integer from a given date/timestamp/string. |
| [to\_timestamp(column)](https://sparkbyexamples.com/pyspark/pyspark-sql-date-and-timestamp-functions/#to_timestamp) | Converts to a timestamp by casting rules to `TimestampType`. |
| [to\_timestamp(column, fmt)](https://sparkbyexamples.com/pyspark/pyspark-sql-date-and-timestamp-functions/#to_timestamp) | Converts time string with the given pattern to timestamp. |

## Date and Timestamp Window Functions

Below are PySpark Data and Timestamp window functions.

Search:

| **DATE & TIME WINDOW FUNCTION SYNTAX** | **DATE & TIME WINDOW FUNCTION DESCRIPTION** |
| --- | --- |
| window(timeColumn: Column, windowDuration: String, slideDuration: String, startTime: String): Column | Bucketize rows into one or more time windows given a timestamp specifying column. Window starts are inclusive but the window ends are exclusive, e.g. 12:05 will be in the window [12:05,12:10) but not in [12:00,12:05). Windows can support microsecond precision. Windows in the order of months are not supported. |
| window(timeColumn: Column, windowDuration: String, slideDuration: String): Column | Bucketize rows into one or more time windows given a timestamp specifying column. Window starts are inclusive but the window ends are exclusive, e.g. 12:05 will be in the window [12:05,12:10) but not in [12:00,12:05). Windows can support microsecond precision. Windows in the order of months are not supported. The windows start beginning at 1970-01-01 00:00:00 UTC |
| window(timeColumn: Column, windowDuration: String): Column | Generates tumbling time windows given a timestamp specifying column. Window starts are inclusive but the window ends are exclusive, e.g. 12:05 will be in the window [12:05,12:10) but not in [12:00,12:05). Windows can support microsecond precision. Windows in the order of months are not supported. The windows start beginning at 1970-01-01 00:00:00 UTC. |

## PySpark SQL Date and Timestamp Functions Examples

Following are the most used **PySpark S**QL **Date and Timestamp Functions** with examples, you can use these on DataFrame and SQL expressions.

from pyspark.sql import SparkSession

from pyspark.sql.functions import \*

# Create SparkSession

spark = SparkSession.builder \

.appName('SparkByExamples.com') \

.getOrCreate()

data=[["1","2020-02-01"],["2","2019-03-01"],["3","2021-03-01"]]

df=spark.createDataFrame(data,["id","input"])

df.show()

#Result

+---+----------+

| id|input |

+---+----------+

| 1|2020-02-01|

| 2|2019-03-01|

| 3|2021-03-01|

+---+----------+

### current\_date()

Use current\_date() to get the current system date. By default, the data will be returned in yyyy-dd-mm format.

#current\_date()

df.select(current\_date().alias("current\_date")

).show(1)

#Result

+------------+

|current\_date|

+------------+

| 2021-02-22|

+------------+

### date\_format()

The below example uses date\_format() to parses the date and converts from yyyy-dd-mm to MM-dd-yyyy format.

#date\_format()

df.select(col("input"),

date\_format(col("input"), "MM-dd-yyyy").alias("date\_format")

).show()

#Result

+----------+-----------+

|input |date\_format|

+----------+-----------+

|2020-02-01| 02-01-2020|

|2019-03-01| 03-01-2019|

|2021-03-01| 03-01-2021|

+----------+-----------+

### to\_date()

Below example converts string in date format yyyy-MM-dd to a DateType yyyy-MM-dd using to\_date(). You can also use this to convert into any specific format. PySpark supports all patterns supports on Java [DateTimeFormatter](https://docs.oracle.com/en/java/javase/11/docs/api/java.base/java/time/format/DateTimeFormatter.html).

#to\_date()

df.select(col("input"),

to\_date(col("input"), "yyy-MM-dd").alias("to\_date")

).show()

#Result

+----------+----------+

| input| to\_date|

+----------+----------+

|2020-02-01|2020-02-01|

|2019-03-01|2019-03-01|

|2021-03-01|2021-03-01|

+----------+----------+

### datediff()

The below example returns the difference between two dates using datediff().

#datediff()

df.select(col("input"),

datediff(current\_date(),col("input")).alias("datediff")

).show()

#Result

+----------+--------+

| input|datediff|

+----------+--------+

|2020-02-01| 387|

|2019-03-01| 724|

|2021-03-01| -7|

+----------+--------+

### months\_between()

The below example returns the months between two dates using months\_between().

#months\_between()

df.select(col("input"),

months\_between(current\_date(),col("input")).alias("months\_between")

).show()

#Result

+----------+--------------+

| input|months\_between|

+----------+--------------+

|2020-02-01| 12.67741935|

|2019-03-01| 23.67741935|

|2021-03-01| -0.32258065|

+----------+--------------+

### trunc()

The below example truncates the date at a specified unit using trunc().

#trunc()

df.select(col("input"),

trunc(col("input"),"Month").alias("Month\_Trunc"),

trunc(col("input"),"Year").alias("Month\_Year"),

trunc(col("input"),"Month").alias("Month\_Trunc")

).show()

#Result

+----------+-----------+----------+-----------+

| input|Month\_Trunc|Month\_Year|Month\_Trunc|

+----------+-----------+----------+-----------+

|2020-02-01| 2020-02-01|2020-01-01| 2020-02-01|

|2019-03-01| 2019-03-01|2019-01-01| 2019-03-01|

|2021-03-01| 2021-03-01|2021-01-01| 2021-03-01|

+----------+-----------+----------+-----------+

### add\_months() , date\_add(), date\_sub()

Here we are adding and subtracting date and month from a given input.

#add\_months() , date\_add(), date\_sub()

df.select(col("input"),

add\_months(col("input"),3).alias("add\_months"),

add\_months(col("input"),-3).alias("sub\_months"),

date\_add(col("input"),4).alias("date\_add"),

date\_sub(col("input"),4).alias("date\_sub")

).show()

#Result

+----------+----------+----------+----------+----------+

| input|add\_months|sub\_months| date\_add| date\_sub|

+----------+----------+----------+----------+----------+

|2020-02-01|2020-05-01|2019-11-01|2020-02-05|2020-01-28|

|2019-03-01|2019-06-01|2018-12-01|2019-03-05|2019-02-25|

|2021-03-01|2021-06-01|2020-12-01|2021-03-05|2021-02-25|

+----------+----------+----------+----------+----------+

### year(), month(), month(),next\_day(), weekofyear()

df.select(col("input"),

year(col("input")).alias("year"),

month(col("input")).alias("month"),

next\_day(col("input"),"Sunday").alias("next\_day"),

weekofyear(col("input")).alias("weekofyear")

).show()

#Result

+----------+----+-----+----------+----------+

| input|year|month| next\_day|weekofyear|

+----------+----+-----+----------+----------+

|2020-02-01|2020| 2|2020-02-02| 5|

|2019-03-01|2019| 3|2019-03-03| 9|

|2021-03-01|2021| 3|2021-03-07| 9|

+----------+----+-----+----------+----------+

### dayofweek(), dayofmonth(), dayofyear()

df.select(col("input"),

dayofweek(col("input")).alias("dayofweek"),

dayofmonth(col("input")).alias("dayofmonth"),

dayofyear(col("input")).alias("dayofyear"),

).show()

#Result

+----------+---------+----------+---------+

| input|dayofweek|dayofmonth|dayofyear|

+----------+---------+----------+---------+

|2020-02-01| 7| 1| 32|

|2019-03-01| 6| 1| 60|

|2021-03-01| 2| 1| 60|

+----------+---------+----------+---------+

### current\_timestamp()

Following are the Timestamp Functions that you can use on SQL and on DataFrame. Let’s learn these with examples.

Let’s create a test data.

data=[["1","02-01-2020 11 01 19 06"],["2","03-01-2019 12 01 19 406"],["3","03-01-2021 12 01 19 406"]]

df2=spark.createDataFrame(data,["id","input"])

df2.show(truncate=False)

#Result

+---+-----------------------+

|id |input |

+---+-----------------------+

|1 |02-01-2020 11 01 19 06 |

|2 |03-01-2019 12 01 19 406|

|3 |03-01-2021 12 01 19 406|

+---+-----------------------+

Below example returns the current timestamp in spark default format **yyyy-MM-dd HH:mm:ss**

#current\_timestamp()

df2.select(current\_timestamp().alias("current\_timestamp")

).show(1,truncate=False)

#Result

+-----------------------+

|current\_timestamp |

+-----------------------+

|2021-02-22 20:13:29.673|

+-----------------------+

### to\_timestamp()

Converts string timestamp to Timestamp type format.

#to\_timestamp()

df2.select(col("input"),

to\_timestamp(col("input"), "MM-dd-yyyy HH mm ss SSS").alias("to\_timestamp")

).show(truncate=False)

#Result

+-----------------------+-----------------------+

|input |to\_timestamp |

+-----------------------+-----------------------+

|02-01-2020 11 01 19 06 |2020-02-01 11:01:19.06 |

|03-01-2019 12 01 19 406|2019-03-01 12:01:19.406|

|03-01-2021 12 01 19 406|2021-03-01 12:01:19.406|

+-----------------------+-----------------------+

## hour(), Minute() and second()

#hour, minute,second

data=[["1","2020-02-01 11:01:19.06"],["2","2019-03-01 12:01:19.406"],["3","2021-03-01 12:01:19.406"]]

df3=spark.createDataFrame(data,["id","input"])

df3.select(col("input"),

hour(col("input")).alias("hour"),

minute(col("input")).alias("minute"),

second(col("input")).alias("second")

).show(truncate=False)

#Result

+-----------------------+----+------+------+

|input |hour|minute|second|

+-----------------------+----+------+------+

|2020-02-01 11:01:19.06 |11 |1 |19 |

|2019-03-01 12:01:19.406|12 |1 |19 |

|2021-03-01 12:01:19.406|12 |1 |19 |

+-----------------------+----+------+------+

### Conclusion:

In this post, I’ve consolidated the complete list of Date and Timestamp Functions with a description and example of some commonly used. You can find the complete list on the [following blog](https://databricks.com/blog/2015/09/16/apache-spark-1-5-dataframe-api-highlights.html).

# PySpark JSON Functions with Examples

PySpark JSON functions are used to query or extract the elements from JSON string of DataFrame column by path, convert it to struct, mapt type e.t.c, In this article, I will explain the most used JSON SQL functions with Python examples.

## 1. PySpark JSON Functions

[from\_json()](https://sparkbyexamples.com/pyspark/pyspark-json-functions-with-examples/#from_json) – Converts JSON string into Struct type or Map type.

[to\_json()](https://sparkbyexamples.com/pyspark/pyspark-json-functions-with-examples/#to_json) – Converts MapType or Struct type to JSON string.

[json\_tuple()](https://sparkbyexamples.com/pyspark/pyspark-json-functions-with-examples/#json_tuple) – Extract the Data from JSON and create them as a new columns.

[get\_json\_object()](https://sparkbyexamples.com/pyspark/pyspark-json-functions-with-examples/#get_json_object) – Extracts JSON element from a JSON string based on json path specified.

[schema\_of\_json()](https://sparkbyexamples.com/pyspark/pyspark-json-functions-with-examples/#schema_of_json) – Create schema string from JSON string

### 1.1. Create DataFrame with Column contains JSON String

In order to explain these JSON functions first, let’s create DataFrame with a column contains JSON string.

from pyspark.sql import SparkSession,Row

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

jsonString="""{"Zipcode":704,"ZipCodeType":"STANDARD","City":"PARC PARQUE","State":"PR"}"""

df=spark.createDataFrame([(1, jsonString)],["id","value"])

df.show(truncate=False)

//+---+--------------------------------------------------------------------------+

//|id |value |

//+---+--------------------------------------------------------------------------+

//|1 |{"Zipcode":704,"ZipCodeType":"STANDARD","City":"PARC PARQUE","State":"PR"}|

//+---+--------------------------------------------------------------------------+

## 2. PySpark JSON Functions Examples

## 2.1. from\_json()

PySpark from\_json() function is used to convert JSON string into Struct type or Map type. The below example converts JSON string to Map key-value pair. I will leave it to you to convert to struct type. Refer, [Convert JSON string to Struct type column](https://sparkbyexamples.com/spark/spark-from_json-convert-json-column-to-struct-map-or-multiple-columns/).

#Convert JSON string column to Map type

from pyspark.sql.types import MapType,StringType

from pyspark.sql.functions import from\_json

df2=df.withColumn("value",from\_json(df.value,MapType(StringType(),StringType())))

df2.printSchema()

df2.show(truncate=False)

//root

// |-- id: integer (nullable = false)

// |-- value: map (nullable = true)

// | |-- key: string

// | |-- value: string (valueContainsNull = true)

//+---+---------------------------------------------------------------------------+

//|id |value |

//+---+---------------------------------------------------------------------------+

//|1 |[Zipcode -> 704, ZipCodeType -> STANDARD, City -> PARC PARQUE, State -> PR]|

//+---+---------------------------------------------------------------------------+

## 2.2. to\_json()

to\_json() function is used to convert DataFrame columns MapType or Struct type to JSON string. Here, I am using df2 that created from above from\_json() example.

from pyspark.sql.functions import to\_json,col

df2.withColumn("value",to\_json(col("value"))) \

.show(truncate=False)

//+---+----------------------------------------------------------------------------+

//|id |value |

//+---+----------------------------------------------------------------------------+

//|1 |{"Zipcode":"704","ZipCodeType":"STANDARD","City":"PARC PARQUE","State":"PR"}|

//+---+----------------------------------------------------------------------------+

## 2.3. json\_tuple()

Function json\_tuple() is used the query or extract the elements from JSON column and create the result as a new columns.

from pyspark.sql.functions import json\_tuple

df.select(col("id"),json\_tuple(col("value"),"Zipcode","ZipCodeType","City")) \

.toDF("id","Zipcode","ZipCodeType","City") \

.show(truncate=False)

//+---+-------+-----------+-----------+

//|id |Zipcode|ZipCodeType|City |

//+---+-------+-----------+-----------+

//|1 |704 |STANDARD |PARC PARQUE|

//+---+-------+-----------+-----------+

## 2.4. get\_json\_object()

get\_json\_object() is used to extract the JSON string based on path from the JSON column.

from pyspark.sql.functions import get\_json\_object

df.select(col("id"),get\_json\_object(col("value"),"$.ZipCodeType").alias("ZipCodeType")) \

.show(truncate=False)

//+---+-----------+

//|id |ZipCodeType|

//+---+-----------+

//|1 |STANDARD |

//+---+-----------+

## 2.5. schema\_of\_json()

Use schema\_of\_json() to create schema string from JSON string column.

from pyspark.sql.functions import schema\_of\_json,lit

schemaStr=spark.range(1) \

.select(schema\_of\_json(lit("""{"Zipcode":704,"ZipCodeType":"STANDARD","City":"PARC PARQUE","State":"PR"}"""))) \

.collect()[0][0]

print(schemaStr)

//struct<City:string,State:string,ZipCodeType:string,Zipcode:bigint>

## 3. Complete Example of PySpark JSON Functions

from pyspark.sql import SparkSession,Row

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

jsonString="""{"Zipcode":704,"ZipCodeType":"STANDARD","City":"PARC PARQUE","State":"PR"}"""

df=spark.createDataFrame([(1, jsonString)],["id","value"])

df.show(truncate=False)

#Convert JSON string column to Map type

from pyspark.sql.types import MapType,StringType

from pyspark.sql.functions import from\_json

df2=df.withColumn("value",from\_json(df.value,MapType(StringType(),StringType())))

df2.printSchema()

df2.show(truncate=False)

from pyspark.sql.functions import to\_json,col

df2.withColumn("value",to\_json(col("value"))) \

.show(truncate=False)

from pyspark.sql.functions import json\_tuple

df.select(col("id"),json\_tuple(col("value"),"Zipcode","ZipCodeType","City")) \

.toDF("id","Zipcode","ZipCodeType","City") \

.show(truncate=False)

from pyspark.sql.functions import get\_json\_object

df.select(col("id"),get\_json\_object(col("value"),"$.ZipCodeType").alias("ZipCodeType")) \

.show(truncate=False)

from pyspark.sql.functions import schema\_of\_json,lit

schemaStr=spark.range(1) \

.select(schema\_of\_json(lit("""{"Zipcode":704,"ZipCodeType":"STANDARD","City":"PARC PARQUE","State":"PR"}"""))) \

.collect()[0][0]

print(schemaStr)

### References

* <https://spark.apache.org/docs/latest/api/java/org/apache/spark/sql/functions.html>

# PySpark Read CSV file into DataFrame

PySpark provides csv("path") on DataFrameReader to read a CSV file into PySpark DataFrame and dataframeObj.write.csv("path") to save or write to the CSV file. In this tutorial, you will learn how to read a single file, multiple files, all files from a local directory into DataFrame, applying some transformations, and finally writing DataFrame back to CSV file using PySpark example.

PySpark supports reading a CSV file with a pipe, comma, tab, space, or any other delimiter/separator files.

**Note:** PySpark out of the box supports reading files in CSV, JSON, and many more file formats into PySpark DataFrame.

## 1. PySpark Read CSV File into DataFrame

Using csv("path") or format("csv").load("path") of DataFrameReader, you can read a CSV file into a PySpark DataFrame, These methods take a file path to read from as an argument. When you use format("csv") method, you can also specify the Data sources by their fully qualified name, but for built-in sources, you can simply use their short names (csv,json, parquet, jdbc, text e.t.c).

Refer dataset [zipcodes.csv at GitHub](https://github.com/spark-examples/pyspark-examples/blob/master/resources/zipcodes.csv)

val spark = SparkSession.builder().master("local[1]")

.appName("SparkByExamples.com")

.getOrCreate()

df = spark.read.csv("/tmp/resources/zipcodes.csv")

df.printSchema()

Using fully qualified data source name, you can alternatively do the following.

df = spark.read.format("csv")

.load("/tmp/resources/zipcodes.csv")

// or

df = spark.read.format("org.apache.spark.sql.csv")

.load("/tmp/resources/zipcodes.csv")

df.printSchema()

This example reads the data into DataFrame columns "\_c0" for the first column and "\_c1" for the second and so on. and by default data type for all these columns is treated as String.

root

|-- \_c0: string (nullable = true)

|-- \_c1: string (nullable = true)

|-- \_c2: string (nullable = true)

### 1.1 Using Header Record For Column Names

If you have a header with column names on your input file, you need to explicitly specify True for header option using <a href="#header">option("header",True)</a> not mentioning this, the API treats header as a data record.

df2 = spark.read.option("header",True) \

.csv("/tmp/resources/zipcodes.csv")

As mentioned earlier, PySpark reads all columns as a string (StringType) by default. I will explain in later sections on how to read the schema (inferschema) from the header record and derive the column type based on the data.

### 1.2 Read Multiple CSV Files

Using the read.csv() method you can also read multiple csv files, just pass all file names by separating comma as a path, for example :

df = spark.read.csv("path1,path2,path3")

#### 1.3 Read all CSV Files in a Directory

 We can read all CSV files from a directory into DataFrame just by passing directory as a path to the csv() method.

df = spark.read.csv("Folder path")

## 2. Options While Reading CSV File

PySpark CSV dataset provides multiple options to work with CSV files. Below are some of the most important options explained with examples.

You can either use chaining option(self, key, value) to use multiple options or use alternate options(self, \*\*options) method.

### 2.1 delimiter

delimiter option is used to specify the column delimiter of the CSV file. By default, it is **comma (,)** character, but can be set to any character like **pipe(|)**, **tab (\t)**, **space** using this option.

df3 = spark.read.options(delimiter=',') \

.csv("C:/apps/sparkbyexamples/src/pyspark-examples/resources/zipcodes.csv")

### 2.2 inferSchema

The default value set to this option is False when setting to true it automatically infers column types based on the data. Note that, it requires reading the data one more time to infer the schema.

df4 = spark.read.options(inferSchema='True',delimiter=',') \

.csv("src/main/resources/zipcodes.csv")

Alternatively you can also write this by chaining option() method.

df4 = spark.read.option("inferSchema",True) \

.option("delimiter",",") \

.csv("src/main/resources/zipcodes.csv")

### 2.3 header

This option is used to read the first line of the CSV file as column names. By default the value of this option is False , and all column types are assumed to be a string.

df3 = spark.read.options(header='True', inferSchema='True', delimiter=',') \

.csv("/tmp/resources/zipcodes.csv")

### 2.4 quotes

When you have a column with a delimiter that used to split the columns, use quotes option to specify the quote character, by default it is ” and delimiters inside quotes are ignored. but using this option you can set any character.

### 2.5 nullValues

Using nullValues option you can specify the string in a CSV to consider as null. For example, if you want to consider a date column with a value **"1900-01-01"** set null on DataFrame.

### 2.6 dateFormat

dateFormat option to used to set the format of the input [DateType](https://sparkbyexamples.com/pyspark/pyspark-sql-date-and-timestamp-functions/#pyspark-sql-date-functions) and [TimestampType](https://sparkbyexamples.com/pyspark/pyspark-sql-date-and-timestamp-functions/#pyspark-sql-timestamp-functions) columns. Supports all java.text.SimpleDateFormat formats.

**Note:** Besides the above options, PySpark CSV API also supports many other options, [please refer to this article for details](https://docs.databricks.com/data/data-sources/read-csv.html).

## 3. Reading CSV files with a user-specified custom schema

If you know the schema of the file ahead and do not want to use the inferSchema option for column names and types, use [user-defined custom column names and type](https://sparkbyexamples.com/pyspark/pyspark-structtype-and-structfield/) using schema option.

schema = StructType() \

.add("RecordNumber",IntegerType(),True) \

.add("Zipcode",IntegerType(),True) \

.add("ZipCodeType",StringType(),True) \

.add("City",StringType(),True) \

.add("State",StringType(),True) \

.add("LocationType",StringType(),True) \

.add("Lat",DoubleType(),True) \

.add("Long",DoubleType(),True) \

.add("Xaxis",IntegerType(),True) \

.add("Yaxis",DoubleType(),True) \

.add("Zaxis",DoubleType(),True) \

.add("WorldRegion",StringType(),True) \

.add("Country",StringType(),True) \

.add("LocationText",StringType(),True) \

.add("Location",StringType(),True) \

.add("Decommisioned",BooleanType(),True) \

.add("TaxReturnsFiled",StringType(),True) \

.add("EstimatedPopulation",IntegerType(),True) \

.add("TotalWages",IntegerType(),True) \

.add("Notes",StringType(),True)

df\_with\_schema = spark.read.format("csv") \

.option("header", True) \

.schema(schema) \

.load("/tmp/resources/zipcodes.csv")

## 4. Applying DataFrame transformations

Once you have created DataFrame from the CSV file, you can apply all transformation and actions DataFrame support. Please refer to the link for more details.

## 5. Write PySpark DataFrame to CSV file

Use the write() method of the PySpark DataFrameWriter object to write PySpark DataFrame to a CSV file.

df.write.option("header",True) \

.csv("/tmp/spark\_output/zipcodes")

### 5.1 Options

While writing a CSV file you can use several options. for example, header to output the DataFrame column names as header record and delimiter to specify the delimiter on the CSV output file.

df2.write.options(header='True', delimiter=',') \

.csv("/tmp/spark\_output/zipcodes")

Other options available quote,escape,nullValue,dateFormat,quoteMode .

### 5.2 Saving modes

PySpark DataFrameWriter also has a method mode() to specify saving mode.

overwrite – mode is used to overwrite the existing file.

append – To add the data to the existing file.

ignore – Ignores write operation when the file already exists.

error – This is a default option when the file already exists, it returns an error.

df2.write.mode('overwrite').csv("/tmp/spark\_output/zipcodes")

//you can also use this

df2.write.format("csv").mode('overwrite').save("/tmp/spark\_output/zipcodes")

## 6. PySpark Read CSV Complete Example

import pyspark

from pyspark.sql import SparkSession

from pyspark.sql.types import StructType,StructField, StringType, IntegerType

from pyspark.sql.types import ArrayType, DoubleType, BooleanType

from pyspark.sql.functions import col,array\_contains

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

df = spark.read.csv("/tmp/resources/zipcodes.csv")

df.printSchema()

df2 = spark.read.option("header",True) \

.csv("/tmp/resources/zipcodes.csv")

df2.printSchema()

df3 = spark.read.options(header='True', delimiter=',') \

.csv("/tmp/resources/zipcodes.csv")

df3.printSchema()

schema = StructType() \

.add("RecordNumber",IntegerType(),True) \

.add("Zipcode",IntegerType(),True) \

.add("ZipCodeType",StringType(),True) \

.add("City",StringType(),True) \

.add("State",StringType(),True) \

.add("LocationType",StringType(),True) \

.add("Lat",DoubleType(),True) \

.add("Long",DoubleType(),True) \

.add("Xaxis",IntegerType(),True) \

.add("Yaxis",DoubleType(),True) \

.add("Zaxis",DoubleType(),True) \

.add("WorldRegion",StringType(),True) \

.add("Country",StringType(),True) \

.add("LocationText",StringType(),True) \

.add("Location",StringType(),True) \

.add("Decommisioned",BooleanType(),True) \

.add("TaxReturnsFiled",StringType(),True) \

.add("EstimatedPopulation",IntegerType(),True) \

.add("TotalWages",IntegerType(),True) \

.add("Notes",StringType(),True)

df\_with\_schema = spark.read.format("csv") \

.option("header", True) \

.schema(schema) \

.load(/tmp/resources/zipcodes.csv")

df\_with\_schema.printSchema()

df2.write.option("header",True) \

.csv("/tmp/spark\_output/zipcodes123")

## 7. Conclusion:

In this tutorial, you have learned how to read a CSV file, multiple CSV files and all files from a local folder into PySpark DataFrame, using multiple options to change the default behavior and write CSV files back to DataFrame using different save options.

# PySpark Read and Write Parquet File

Pyspark SQL provides methods to read Parquet file into DataFrame and write DataFrame to Parquet files, parquet() function from DataFrameReader and DataFrameWriter are used to read from and write/create a Parquet file respectively. Parquet files maintain the schema along with the data hence it is used to process a structured file.

In this article, I will explain how to read from and write a parquet file and also will explain how to partition the data and retrieve the partitioned data with the help of SQL.

Below are the simple statements on how to write and read parquet files in PySpark which I will explain in detail later sections.

df.write.parquet("/tmp/out/people.parquet")

parDF1=spark.read.parquet("/temp/out/people.parquet")

Before, I explain in detail, first let’s understand What is Parquet file and its advantages over CSV, JSON and other text file formats.

## What is Parquet File?

[Apache Parquet](https://parquet.apache.org/) file is a columnar storage format available to any project in the Hadoop ecosystem, regardless of the choice of data processing framework, data model, or programming language.

### Advantages:

While querying columnar storage, it skips the nonrelevant data very quickly, making faster query execution. As a result aggregation queries consume less time compared to row-oriented databases.

It is able to support advanced [nested data structures](https://sparkbyexamples.com/pyspark/pyspark-structtype-and-structfield/).

Parquet supports efficient compression options and encoding schemes.

Pyspark SQL provides support for both reading and writing Parquet files that automatically capture the schema of the original data, It also reduces data storage by 75% on average. Pyspark by default supports Parquet in its library hence we don’t need to add any dependency libraries.

## Apache Parquet Pyspark Example

Since we don’t have the parquet file, let’s work with writing parquet from a DataFrame. First, create a Pyspark DataFrame from a list of data using spark.createDataFrame() method.

data =[("James ","","Smith","36636","M",3000),

("Michael ","Rose","","40288","M",4000),

("Robert ","","Williams","42114","M",4000),

("Maria ","Anne","Jones","39192","F",4000),

("Jen","Mary","Brown","","F",-1)]

columns=["firstname","middlename","lastname","dob","gender","salary"]

df=spark.createDataFrame(data,columns)

above example, it creates a DataFrame with columns firstname, middlename, lastname, dob, gender, salary.

## Pyspark Write DataFrame to Parquet file format

Now let’s create a parquet file from PySpark DataFrame by calling the parquet() function of DataFrameWriter class. When you write a DataFrame to parquet file, it automatically preserves column names and their data types. Each part file Pyspark creates has the .parquet file extension. Below is the example,

df.write.parquet("/tmp/output/people.parquet")
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## Pyspark Read Parquet file into DataFrame

Pyspark provides a parquet() method in DataFrameReader class to read the parquet file into dataframe. Below is an example of a reading parquet file to data frame.

parDF=spark.read.parquet("/tmp/output/people.parquet")

## Append or Overwrite an existing Parquet file

Using append save mode, you can append a dataframe to an existing parquet file. Incase to overwrite use overwrite save mode.

df.write.mode('append').parquet("/tmp/output/people.parquet")

df.write.mode('overwrite').parquet("/tmp/output/people.parquet")

## Executing SQL queries DataFrame

Pyspark Sql provides to create temporary views on parquet files for executing sql queries. These views are available until your program exists.

parqDF.createOrReplaceTempView("ParquetTable")

parkSQL = spark.sql("select \* from ParquetTable where salary >= 4000 ")

## Creating a table on Parquet file

Now let’s walk through executing SQL queries on parquet file. In order to execute sql queries, create a temporary view or table directly on the parquet file instead of creating from DataFrame.

spark.sql("CREATE TEMPORARY VIEW PERSON USING parquet OPTIONS (path \"/tmp/output/people.parquet\")")

spark.sql("SELECT \* FROM PERSON").show()

Here, we created a temporary view PERSON from “people.parquet” file. This gives the following results.

+---------+----------+--------+-----+------+------+

|firstname|middlename|lastname| dob|gender|salary|

+---------+----------+--------+-----+------+------+

| Robert | |Williams|42114| M| 4000|

| Maria | Anne| Jones|39192| F| 4000|

| Michael | Rose| |40288| M| 4000|

| James | | Smith|36636| M| 3000|

| Jen| Mary| Brown| | F| -1|

+---------+----------+--------+-----+------+------+

## Create Parquet partition file

When we execute a particular query on the PERSON table, it scan’s through all the rows and returns the results back. This is similar to the traditional database query execution. In PySpark, we can improve query execution in an optimized way by doing partitions on the data using[pyspark partitionBy()](https://sparkbyexamples.com/pyspark/pyspark-partitionby-example/) method. Following is the example of partitionBy().

df.write.partitionBy("gender","salary").mode("overwrite").parquet("/tmp/output/people2.parquet")

When you check the people2.parquet file, it has two partitions “gender” followed by “salary” inside.
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## Retrieving from a partitioned Parquet file

The example below explains of reading partitioned parquet file into DataFrame with gender=M.

parDF2=spark.read.parquet("/tmp/output/people2.parquet/gender=M")

parDF2.show(truncate=False)

Output for the above example is shown below.

+---------+----------+--------+-----+------+

|firstname|middlename|lastname|dob |salary|

+---------+----------+--------+-----+------+

|Robert | |Williams|42114|4000 |

|Michael |Rose | |40288|4000 |

|James | |Smith |36636|3000 |

+---------+----------+--------+-----+------+

## Creating a table on Partitioned Parquet file

Here, I am creating a table on partitioned parquet file and executing a query that executes faster than the table without partition, hence improving the performance.

spark.sql("CREATE TEMPORARY VIEW PERSON2 USING parquet OPTIONS (path \"/tmp/output/people2.parquet/gender=F\")")

spark.sql("SELECT \* FROM PERSON2" ).show()

Below is the output .

+---------+----------+--------+-----+------+

|firstname|middlename|lastname| dob|salary|

+---------+----------+--------+-----+------+

| Maria | Anne| Jones|39192| 4000|

| Jen| Mary| Brown| | -1|

+---------+----------+--------+-----+------+

## Complete Example of PySpark read and write Parquet file

import pyspark

from pyspark.sql import SparkSession

spark=SparkSession.builder.appName("parquetFile").getOrCreate()

data =[("James ","","Smith","36636","M",3000),

("Michael ","Rose","","40288","M",4000),

("Robert ","","Williams","42114","M",4000),

("Maria ","Anne","Jones","39192","F",4000),

("Jen","Mary","Brown","","F",-1)]

columns=["firstname","middlename","lastname","dob","gender","salary"]

df=spark.createDataFrame(data,columns)

df.write.mode("overwrite").parquet("/tmp/output/people.parquet")

parDF1=spark.read.parquet("/tmp/output/people.parquet")

parDF1.createOrReplaceTempView("parquetTable")

parDF1.printSchema()

parDF1.show(truncate=False)

parkSQL = spark.sql("select \* from ParquetTable where salary >= 4000 ")

parkSQL.show(truncate=False)

spark.sql("CREATE TEMPORARY VIEW PERSON USING parquet OPTIONS (path \"/tmp/output/people.parquet\")")

spark.sql("SELECT \* FROM PERSON").show()

df.write.partitionBy("gender","salary").mode("overwrite").parquet("/tmp/output/people2.parquet")

parDF2=spark.read.parquet("/tmp/output/people2.parquet/gender=M")

parDF2.show(truncate=False)

spark.sql("CREATE TEMPORARY VIEW PERSON2 USING parquet OPTIONS (path \"/tmp/output/people2.parquet/gender=F\")")

spark.sql("SELECT \* FROM PERSON2" ).show()

#### Conclusion:

We have learned how to write a Parquet file from a PySpark DataFrame and reading parquet file to DataFrame and created view/tables to execute SQL queries. Also explained how to do partitions on parquet files to [improve performance](https://sparkbyexamples.com/spark/spark-performance-tuning/).

# PySpark Read JSON file into DataFrame

PySpark SQL provides read.json("path") to read a single line or multiline (multiple lines) JSON file into PySpark DataFrame and write.json("path") to save or write to JSON file, In this tutorial, you will learn how to read a single file, multiple files, all files from a directory into DataFrame and writing DataFrame back to JSON file using Python example.

**Related:**

* [PySpark Parse JSON from String Column | TEXT File](https://sparkbyexamples.com/pyspark/pyspark-parse-json-from-string-column-text-file/)
* [Convert JSON Column to Struct, Map or Multiple Columns in PySpark](https://sparkbyexamples.com/spark/spark-from_json-convert-json-column-to-struct-map-or-multiple-columns/)
* [Most used PySpark JSON Functions with Examples](https://sparkbyexamples.com/pyspark/pyspark-json-functions-with-examples/)

**Note:** PySpark API out of the box supports to read JSON files and many more file formats into PySpark DataFrame.

## PySpark Read JSON file into DataFrame

Using read.json("path") or read.format("json").load("path") you can read a JSON file into a PySpark DataFrame, these methods take a file path as an argument.

Unlike [reading a CSV](https://sparkbyexamples.com/pyspark/pyspark-read-csv-file-into-dataframe/), By default JSON data source inferschema from an input file.

[zipcodes.json](https://github.com/spark-examples/pyspark-examples/blob/master/resources/zipcodes.json) file used here can be downloaded from GitHub project.

# Read JSON file into dataframe

df = spark.read.json("resources/zipcodes.json")

df.printSchema()

df.show()

When you use format("json") method, you can also specify the Data sources by their fully qualified name as below.

# Read JSON file into dataframe

df = spark.read.format('org.apache.spark.sql.json') \

.load("resources/zipcodes.json")

## Read JSON file from multiline

PySpark JSON data source provides multiple options to read files in different options, use multiline option to read JSON files scattered across multiple lines. By default multiline option, is set to false.

Below is the input file we going to read, this same file is also available at [Github](https://github.com/spark-examples/pyspark-examples/blob/master/resources/multiline-zipcode.json).

[{

"RecordNumber": 2,

"Zipcode": 704,

"ZipCodeType": "STANDARD",

"City": "PASEO COSTA DEL SUR",

"State": "PR"

},

{

"RecordNumber": 10,

"Zipcode": 709,

"ZipCodeType": "STANDARD",

"City": "BDA SAN LUIS",

"State": "PR"

}]

Using read.option("multiline","true")

# Read multiline json file

multiline\_df = spark.read.option("multiline","true") \

.json("resources/multiline-zipcode.json")

multiline\_df.show()

## Reading multiple files at a time

Using the read.json() method you can also read multiple JSON files from different paths, just pass all file names with fully qualified paths by separating comma, for example

# Read multiple files

df2 = spark.read.json(

['resources/zipcode1.json','resources/zipcode2.json'])

df2.show()

## Reading all files in a directory

We can read all JSON files from a directory into DataFrame just by passing directory as a path to the json() method.

# Read all JSON files from a folder

df3 = spark.read.json("resources/\*.json")

df3.show()

## Reading files with a user-specified custom schema

PySpark Schema defines the structure of the data, in other words, it is the structure of the DataFrame. PySpark SQL provides StructType & StructField classes to programmatically specify the structure to the DataFrame.

If you know the schema of the file ahead and do not want to use the default inferSchema option, use schema option to specify user-defined custom column names and data types.

Use the [PySpark StructType class to create a custom schema](https://sparkbyexamples.com/pyspark/pyspark-structtype-and-structfield/), below we initiate this class and use add a method to add columns to it by providing the column name, data type and nullable option.

# Define custom schema

schema = StructType([

StructField("RecordNumber",IntegerType(),True),

StructField("Zipcode",IntegerType(),True),

StructField("ZipCodeType",StringType(),True),

StructField("City",StringType(),True),

StructField("State",StringType(),True),

StructField("LocationType",StringType(),True),

StructField("Lat",DoubleType(),True),

StructField("Long",DoubleType(),True),

StructField("Xaxis",IntegerType(),True),

StructField("Yaxis",DoubleType(),True),

StructField("Zaxis",DoubleType(),True),

StructField("WorldRegion",StringType(),True),

StructField("Country",StringType(),True),

StructField("LocationText",StringType(),True),

StructField("Location",StringType(),True),

StructField("Decommisioned",BooleanType(),True),

StructField("TaxReturnsFiled",StringType(),True),

StructField("EstimatedPopulation",IntegerType(),True),

StructField("TotalWages",IntegerType(),True),

StructField("Notes",StringType(),True)

])

df\_with\_schema = spark.read.schema(schema) \

.json("resources/zipcodes.json")

df\_with\_schema.printSchema()

df\_with\_schema.show()

## Read JSON file using PySpark SQL

PySpark SQL also provides a way to read a JSON file by creating a temporary view directly from the reading file using spark.sqlContext.sql(“load JSON to temporary view”)

spark.sql("CREATE OR REPLACE TEMPORARY VIEW zipcode USING json OPTIONS" +

" (path 'resources/zipcodes.json')")

spark.sql("select \* from zipcode").show()

## Options while reading JSON file

### nullValues

Using nullValues option you can specify the string in a JSON to consider as null. For example, if you want to consider a date column with a value “1900-01-01” set null on DataFrame.

### dateFormat

dateFormat option to used to set the format of the input DateType and TimestampType columns. Supports all [java.text.SimpleDateFormat](https://docs.oracle.com/javase/10/docs/api/java/time/format/DateTimeFormatter.html) formats.

**Note:** Besides the above options, PySpark JSON dataset also supports many other options.

## Applying DataFrame transformations

Once you have [create PySpark DataFrame](https://sparkbyexamples.com/pyspark/different-ways-to-create-dataframe-in-pyspark/) from the JSON file, you can apply all transformation and actions DataFrame support. Please refer to the link for more details.

## Write PySpark DataFrame to JSON file

Use the PySpark DataFrameWriter object “write” method on DataFrame to write a JSON file.

df2.write.json("/tmp/spark\_output/zipcodes.json")

### PySpark Options while writing JSON files

While writing a JSON file you can use several options.

Other options available nullValue,dateFormat

### PySpark Saving modes

PySpark DataFrameWriter also has a method mode() to specify SaveMode; the argument to this method either takes overwrite, append, ignore, errorifexists.

overwrite – mode is used to overwrite the existing file

append – To add the data to the existing file

ignore – Ignores write operation when the file already exists

errorifexists or error – This is a default option when the file already exists, it returns an error

df2.write.mode('Overwrite').json("/tmp/spark\_output/zipcodes.json")

## Source code for reference

This example is also available at [GitHub PySpark Example Project](https://github.com/spark-examples/pyspark-examples/blob/master/pyspark-read-json.py) for reference.

from pyspark.sql import SparkSession

from pyspark.sql.types import StructType,StructField, StringType, IntegerType,BooleanType,DoubleType

spark = SparkSession.builder \

.master("local[1]") \

.appName("SparkByExamples.com") \

.getOrCreate()

# Read JSON file into dataframe

df = spark.read.json("resources/zipcodes.json")

df.printSchema()

df.show()

# Read multiline json file

multiline\_df = spark.read.option("multiline","true") \

.json("resources/multiline-zipcode.json")

multiline\_df.show()

#Read multiple files

df2 = spark.read.json(

['resources/zipcode2.json','resources/zipcode1.json'])

df2.show()

#Read All JSON files from a directory

df3 = spark.read.json("resources/\*.json")

df3.show()

# Define custom schema

schema = StructType([

StructField("RecordNumber",IntegerType(),True),

StructField("Zipcode",IntegerType(),True),

StructField("ZipCodeType",StringType(),True),

StructField("City",StringType(),True),

StructField("State",StringType(),True),

StructField("LocationType",StringType(),True),

StructField("Lat",DoubleType(),True),

StructField("Long",DoubleType(),True),

StructField("Xaxis",IntegerType(),True),

StructField("Yaxis",DoubleType(),True),

StructField("Zaxis",DoubleType(),True),

StructField("WorldRegion",StringType(),True),

StructField("Country",StringType(),True),

StructField("LocationText",StringType(),True),

StructField("Location",StringType(),True),

StructField("Decommisioned",BooleanType(),True),

StructField("TaxReturnsFiled",StringType(),True),

StructField("EstimatedPopulation",IntegerType(),True),

StructField("TotalWages",IntegerType(),True),

StructField("Notes",StringType(),True)

])

df\_with\_schema = spark.read.schema(schema) \

.json("resources/zipcodes.json")

df\_with\_schema.printSchema()

df\_with\_schema.show()

# Create a table from Parquet File

spark.sql("CREATE OR REPLACE TEMPORARY VIEW zipcode3 USING json OPTIONS" +

" (path 'resources/zipcodes.json')")

spark.sql("select \* from zipcode3").show()

# PySpark write Parquet File

df2.write.mode('Overwrite').json("/tmp/spark\_output/zipcodes.json")

## Conclusion:

In this tutorial, you have learned how to read a JSON file with single line record and multiline record into PySpark DataFrame, and also learned reading single and multiple files at a time and writing JSON file back to DataFrame using different save options.

# Spark Read XML file

**Introduction**
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**XML files**

[XML](https://www.w3schools.com/xml/xml_whatis.asp) is designed to store and transport data. XML is self-descriptive which makes it flexibile and extensible to store different kinds of data.

On the other hand, it makes difficult to convert into tabular data because of its nature of semi-structured. For example, in the below XML excerption, the description element can be expanded to multiple lines. The price element can be omitted because it is yet to be determined.

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | <book id="bk119">  <author>Feng, Jason</author>  <title>Playground</title>  <description>This is the place where Jason puts his fun stuff  mainly related with Python, R and GCP.</description>  </book> |

**Solution**
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**Step 1: Read XML files into RDD**

We use spark.read.text to read all the xml files into a DataFrame. The DataFrame is with one column, and the value of each row is the whole content of each xml file. Then we convert it to RDD which we can utilise some low level API to perform the transformation.

|  |  |
| --- | --- |
| 1  2 | *# read each xml file as one row, then convert to RDD*  file\_rdd = spark.read.text("./data/\*.xml", wholetext=True).rdd |

Here is the output of one row in the DataFrame.

|  |  |
| --- | --- |
| 1  2 | [Row(value='<?xml version="1.0"?>\r\n<catalog>\r\n <book id="bk119">\r\n <author>Feng, Jason</author>\r\n <title>Playground</title>\r\n <description>This is the place where Jason puts his fun stuff\r\n mainly related with Python, R and GCP.</description>\r\n </book>\r\n</catalog>')] |

**Step 2: Parse XML files, extract the records, and expand into multiple RDDs**

Now it comes to the key part of the entire process. We need to parse each xml content into records according the pre-defined schema.

First, we define a function using Python standard library [xml.etree.ElementTree](https://docs.python.org/3/library/xml.etree.elementtree.html) to parse and extract the xml elements into a list of records. In this function, we cater for the scenario that some elements are missing which None is returned. It also casts price to float type and publish\_date to date type.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24 | def parse\_xml(rdd):  """  Read the xml string from rdd, parse and extract the elements,  then return a list of list.  """  results = []  root = ET.fromstring(rdd[0])  for b **in** root.findall('book'):  rec = []  rec.append(b.attrib['id'])  for e **in** ELEMENTS\_TO\_EXTRAT:  if b.find(e) **is** None:  rec.append(None)  continue  value = b.find(e).text  if e == 'price':  value = float(value)  elif e == 'publish\_date':  value = datetime.strptime(value, '%Y-%m-%d')  rec.append(value)  results.append(rec)  return results |

Then we use [flatMap](https://spark.apache.org/docs/latest/api/python/pyspark.html#pyspark.RDD.flatMap) function which each input item as the content of an XML file can be mapped to multiple items through the function parse\_xml. flatMap is one of the functions made me “*WoW*” when I first used Spark a few years ago.

|  |  |
| --- | --- |
| 1  2 | *# parse xml tree, extract the records and transform to new RDD*  records\_rdd = file\_rdd.flatMap(parse\_xml) |

**Step 3: Convert RDDs into DataFrame**

We then convert the transformed RDDs to DataFrame with the pre-defined schema.

|  |  |
| --- | --- |
| 1  2 | *# convert RDDs to DataFrame with the pre-defined schema*  book\_df = records\_rdd.toDF(my\_schema) |

The DataFrame looks like below.

|  |  |
| --- | --- |
|  | +-------+--------------------+--------------------+---------------+-----+------------+-------------------+  |book\_id| author| title| genre|price|publish\_date| description|  +-------+--------------------+--------------------+---------------+-----+------------+--------------------+  | bk101|Gambardella, Matthew|XML Developer's G...| Computer|44.95| 2000-10-01|An in-depth look ...|  | bk102| Ralls, Kim| Midnight Rain| Fantasy| 5.95| 2000-12-16|A former architec...|  | bk103| Corets, Eva| Maeve Ascendant| Fantasy| 5.95| 2000-11-17|After the collaps...|  | bk104| Corets, Eva| Oberon's Legacy| Fantasy| 5.95| 2001-03-10|In post-apocalyps...|  | bk105| Corets, Eva| The Sundered Grail| Fantasy| 5.95| 2001-09-10|The two daughters...|  | bk106| Randall, Cynthia| Lover Birds| Romance| 4.95| 2000-09-02|When Carla meets ...| |

**Step 4: Save DataFrame as csv files**

Finally we can save the results as csv files. Spark provides rich set of destination formats, i.e. we can write to JSON, parquet, avro, or even to a table in a database.

|  |  |
| --- | --- |
| 1  2  3 | *# write to csv*  book\_df.write.format("csv").mode("overwrite")\  .save("./output") |

**Conclusion**

This is just one of the showcases of what Spark can help to simplify the data processing especially when dealing with large amount of data. Spark provides both high-level API (DataFrame / DataSet), and low-level API (RDD) which enables us with the flexibility to handle various types of data format. Spark also abstracts the physical parallel computation on the cluster. We just need to focus our codes on the implementation of business logic.

# Read & Write Avro files using Spark

<https://stackoverflow.com/questions/54693110/pyspark-2-4-0-read-avro-from-kafka-with-read-stream-python>

You can include spark-avro package, for example using --packages (adjust versions to match spark installation):

bin/pyspark --packages org.apache.spark:spark-avro\_2.11:2.4.0

and provide your own wrappers:

from pyspark.sql.column import Column, \_to\_java\_column

def from\_avro(col, jsonFormatSchema):

sc = SparkContext.\_active\_spark\_context

avro = sc.\_jvm.org.apache.spark.sql.avro

f = getattr(getattr(avro, "package$"), "MODULE$").from\_avro

return Column(f(\_to\_java\_column(col), jsonFormatSchema))

def to\_avro(col):

sc = SparkContext.\_active\_spark\_context

avro = sc.\_jvm.org.apache.spark.sql.avro

f = getattr(getattr(avro, "package$"), "MODULE$").to\_avro

return Column(f(\_to\_java\_column(col)))

Example usage (adopted from [the official test suite](https://github.com/apache/spark/blob/24e8c27dfe31e6e0a53c89e6ddc36327e537931b/external/avro/src/test/scala/org/apache/spark/sql/avro/AvroFunctionsSuite.scala#L49-L63)):

from pyspark.sql.functions import col, struct

avro\_type\_struct = """

{

"type": "record",

"name": "struct",

"fields": [

{"name": "col1", "type": "long"},

{"name": "col2", "type": "string"}

]

}"""

df = spark.range(10).select(struct(

col("id"),

col("id").cast("string").alias("id2")

).alias("struct"))

avro\_struct\_df = df.select(to\_avro(col("struct")).alias("avro"))

avro\_struct\_df.show(3)

+----------+

| avro|

+----------+

|[00 02 30]|

|[02 02 31]|

|[04 02 32]|

+----------+

only showing top 3 rows

avro\_struct\_df.select(from\_avro("avro", avro\_type\_struct)).show(3)

+------------------------------------------------+

|from\_avro(avro, struct<col1:bigint,col2:string>)|

+------------------------------------------------+

| [0, 0]|

| [1, 1]|

| [2, 2]|

+------------------------------------------------+

only showing top 3 rows

# Hive Tables

<https://spark.apache.org/docs/latest/sql-data-sources-hive-tables.html>

* [Specifying storage format for Hive tables](https://spark.apache.org/docs/latest/sql-data-sources-hive-tables.html#specifying-storage-format-for-hive-tables)
* [Interacting with Different Versions of Hive Metastore](https://spark.apache.org/docs/latest/sql-data-sources-hive-tables.html#interacting-with-different-versions-of-hive-metastore)

Spark SQL also supports reading and writing data stored in [Apache Hive](http://hive.apache.org/). However, since Hive has a large number of dependencies, these dependencies are not included in the default Spark distribution. If Hive dependencies can be found on the classpath, Spark will load them automatically. Note that these Hive dependencies must also be present on all of the worker nodes, as they will need access to the Hive serialization and deserialization libraries (SerDes) in order to access data stored in Hive.

Configuration of Hive is done by placing your hive-site.xml, core-site.xml (for security configuration), and hdfs-site.xml (for HDFS configuration) file in conf/.

When working with Hive, one must instantiate SparkSession with Hive support, including connectivity to a persistent Hive metastore, support for Hive serdes, and Hive user-defined functions. Users who do not have an existing Hive deployment can still enable Hive support. When not configured by the hive-site.xml, the context automatically creates metastore\_db in the current directory and creates a directory configured by spark.sql.warehouse.dir, which defaults to the directory spark-warehouse in the current directory that the Spark application is started. Note that the hive.metastore.warehouse.dir property in hive-site.xml is deprecated since Spark 2.0.0. Instead, use spark.sql.warehouse.dir to specify the default location of database in warehouse. You may need to grant write privilege to the user who starts the Spark application.

**from** **os.path** **import** abspath

**from** **pyspark.sql** **import** SparkSession

**from** **pyspark.sql** **import** Row

*# warehouse\_location points to the default location for managed databases and tables*

warehouse\_location = abspath('spark-warehouse')

spark = SparkSession \

.builder \

.appName("Python Spark SQL Hive integration example") \

.config("spark.sql.warehouse.dir", warehouse\_location) \

.enableHiveSupport() \

.getOrCreate()

*# spark is an existing SparkSession*

spark.sql("CREATE TABLE IF NOT EXISTS src (key INT, value STRING) USING hive")

spark.sql("LOAD DATA LOCAL INPATH 'examples/src/main/resources/kv1.txt' INTO TABLE src")

*# Queries are expressed in HiveQL*

spark.sql("SELECT \* FROM src").show()

*# +---+-------+*

*# |key| value|*

*# +---+-------+*

*# |238|val\_238|*

*# | 86| val\_86|*

*# |311|val\_311|*

*# ...*

*# Aggregation queries are also supported.*

spark.sql("SELECT COUNT(\*) FROM src").show()

*# +--------+*

*# |count(1)|*

*# +--------+*

*# | 500 |*

*# +--------+*

*# The results of SQL queries are themselves DataFrames and support all normal functions.*

sqlDF = spark.sql("SELECT key, value FROM src WHERE key < 10 ORDER BY key")

*# The items in DataFrames are of type Row, which allows you to access each column by ordinal.*

stringsDS = sqlDF.rdd.map(**lambda** row: "Key: %d, Value: %s" % (row.key, row.value))

**for** record **in** stringsDS.collect():

**print**(record)

*# Key: 0, Value: val\_0*

*# Key: 0, Value: val\_0*

*# Key: 0, Value: val\_0*

*# ...*

*# You can also use DataFrames to create temporary views within a SparkSession.*

Record = Row("key", "value")

recordsDF = spark.createDataFrame([Record(i, "val\_" + str(i)) **for** i **in** range(1, 101)])

recordsDF.createOrReplaceTempView("records")

*# Queries can then join DataFrame data with data stored in Hive.*

spark.sql("SELECT \* FROM records r JOIN src s ON r.key = s.key").show()

*# +---+------+---+------+*

*# |key| value|key| value|*

*# +---+------+---+------+*

*# | 2| val\_2| 2| val\_2|*

*# | 4| val\_4| 4| val\_4|*

*# | 5| val\_5| 5| val\_5|*

*# ...*

Find full example code at "examples/src/main/python/sql/hive.py" in the Spark repo.

### Specifying storage format for Hive tables

When you create a Hive table, you need to define how this table should read/write data from/to file system, i.e. the “input format” and “output format”. You also need to define how this table should deserialize the data to rows, or serialize rows to data, i.e. the “serde”. The following options can be used to specify the storage format(“serde”, “input format”, “output format”), e.g. CREATE TABLE src(id int) USING hive OPTIONS(fileFormat 'parquet'). By default, we will read the table files as plain text. Note that, Hive storage handler is not supported yet when creating table, you can create a table using storage handler at Hive side, and use Spark SQL to read it.

|  |  |
| --- | --- |
| **Property Name** | **Meaning** |
| fileFormat | A fileFormat is kind of a package of storage format specifications, including "serde", "input format" and "output format". Currently we support 6 fileFormats: 'sequencefile', 'rcfile', 'orc', 'parquet', 'textfile' and 'avro'. |
| inputFormat, outputFormat | These 2 options specify the name of a corresponding InputFormat and OutputFormat class as a string literal, e.g. org.apache.hadoop.hive.ql.io.orc.OrcInputFormat. These 2 options must be appeared in a pair, and you can not specify them if you already specified the fileFormat option. |
| serde | This option specifies the name of a serde class. When the fileFormat option is specified, do not specify this option if the given fileFormat already include the information of serde. Currently "sequencefile", "textfile" and "rcfile" don't include the serde information and you can use this option with these 3 fileFormats. |
| fieldDelim, escapeDelim, collectionDelim, mapkeyDelim, lineDelim | These options can only be used with "textfile" fileFormat. They define how to read delimited files into rows. |

All other properties defined with OPTIONS will be regarded as Hive serde properties.

### Interacting with Different Versions of Hive Metastore

One of the most important pieces of Spark SQL’s Hive support is interaction with Hive metastore, which enables Spark SQL to access metadata of Hive tables. Starting from Spark 1.4.0, a single binary build of Spark SQL can be used to query different versions of Hive metastores, using the configuration described below. Note that independent of the version of Hive that is being used to talk to the metastore, internally Spark SQL will compile against built-in Hive and use those classes for internal execution (serdes, UDFs, UDAFs, etc).

The following options can be used to configure the version of Hive that is used to retrieve metadata:

|  |  |  |  |
| --- | --- | --- | --- |
| **Property Name** | **Default** | **Meaning** | **Since Version** |
| spark.sql.hive.metastore.version | 2.3.7 | Version of the Hive metastore. Available options are 0.12.0 through 2.3.7 and 3.0.0 through 3.1.2. | 1.4.0 |
| spark.sql.hive.metastore.jars | builtin | Location of the jars that should be used to instantiate the HiveMetastoreClient. This property can be one of four options:   1. builtin   Use Hive 2.3.7, which is bundled with the Spark assembly when -Phive is enabled. When this option is chosen, spark.sql.hive.metastore.version must be either 2.3.7 or not defined.   1. maven   Use Hive jars of specified version downloaded from Maven repositories. This configuration is not generally recommended for production deployments.   1. path   Use Hive jars configured by spark.sql.hive.metastore.jars.path in comma separated format. Support both local or remote paths. The provided jars should be the same version as spark.sql.hive.metastore.version.   1. A classpath in the standard format for the JVM. This classpath must include all of Hive and its dependencies, including the correct version of Hadoop. The provided jars should be the same version as spark.sql.hive.metastore.version. These jars only need to be present on the driver, but if you are running in yarn cluster mode then you must ensure they are packaged with your application. | 1.4.0 |
| spark.sql.hive.metastore.jars.path | (empty) | Comma-separated paths of the jars that used to instantiate the HiveMetastoreClient. This configuration is useful only when spark.sql.hive.metastore.jars is set as path. The paths can be any of the following format:   1. file://path/to/jar/foo.jar 2. hdfs://nameservice/path/to/jar/foo.jar 3. /path/to/jar/(path without URI scheme follow conf fs.defaultFS's URI schema) 4. [http/https/ftp]://path/to/jar/foo.jar   Note that 1, 2, and 3 support wildcard. For example:   1. file://path/to/jar/\*,file://path2/to/jar/\*/\*.jar 2. hdfs://nameservice/path/to/jar/\*,hdfs://nameservice2/path/to/jar/\*/\*.jar | 3.1.0 |
| spark.sql.hive.metastore.sharedPrefixes | com.mysql.jdbc, org.postgresql, com.microsoft.sqlserver, oracle.jdbc | A comma-separated list of class prefixes that should be loaded using the classloader that is shared between Spark SQL and a specific version of Hive. An example of classes that should be shared is JDBC drivers that are needed to talk to the metastore. Other classes that need to be shared are those that interact with classes that are already shared. For example, custom appenders that are used by log4j. | 1.4.0 |
| spark.sql.hive.metastore.barrierPrefixes | (empty) | A comma separated list of class prefixes that should explicitly be reloaded for each version of Hive that Spark SQL is communicating with. For example, Hive UDFs that are declared in a prefix that typically would be shared (i.e. org.apache.spark.\*). | 1.4.0 |

# JDBC To Other Databases

<https://spark.apache.org/docs/latest/sql-data-sources-jdbc.html>

Spark SQL also includes a data source that can read data from other databases using JDBC. This functionality should be preferred over using [JdbcRDD](https://spark.apache.org/docs/latest/api/scala/org/apache/spark/rdd/JdbcRDD.html). This is because the results are returned as a DataFrame and they can easily be processed in Spark SQL or joined with other data sources. The JDBC data source is also easier to use from Java or Python as it does not require the user to provide a ClassTag. (Note that this is different than the Spark SQL JDBC server, which allows other applications to run queries using Spark SQL).

To get started you will need to include the JDBC driver for your particular database on the spark classpath. For example, to connect to postgres from the Spark Shell you would run the following command:

./bin/spark-shell **--driver-class-path** postgresql-9.4.1207.jar **--jars** postgresql-9.4.1207.jar

Tables from the remote database can be loaded as a DataFrame or Spark SQL temporary view using the Data Sources API. Users can specify the JDBC connection properties in the data source options. user and password are normally provided as connection properties for logging into the data sources. In addition to the connection properties, Spark also supports the following case-insensitive options:

|  |  |
| --- | --- |
| **Property Name** | **Meaning** |
| url | The JDBC URL to connect to. The source-specific connection properties may be specified in the URL. e.g., jdbc:postgresql://localhost/test?user=fred&password=secret |
| dbtable | The JDBC table that should be read from or written into. Note that when using it in the read path anything that is valid in a FROM clause of a SQL query can be used. For example, instead of a full table you could also use a subquery in parentheses. It is not allowed to specify dbtable and query options at the same time. |
| query | A query that will be used to read data into Spark. The specified query will be parenthesized and used as a subquery in the FROM clause. Spark will also assign an alias to the subquery clause. As an example, spark will issue a query of the following form to the JDBC Source.  SELECT <columns> FROM (<user\_specified\_query>) spark\_gen\_alias  Below are a couple of restrictions while using this option.   1. It is not allowed to specify dbtable and query options at the same time. 2. It is not allowed to specify query and partitionColumn options at the same time. When specifying partitionColumn option is required, the subquery can be specified using dbtable option instead and partition columns can be qualified using the subquery alias provided as part of dbtable. Example: spark.read.format("jdbc") .option("url", jdbcUrl) .option("query", "select c1, c2 from t1") .load() |
| driver | The class name of the JDBC driver to use to connect to this URL. |
| partitionColumn, lowerBound, upperBound | These options must all be specified if any of them is specified. In addition, numPartitions must be specified. They describe how to partition the table when reading in parallel from multiple workers. partitionColumn must be a numeric, date, or timestamp column from the table in question. Notice that lowerBound and upperBound are just used to decide the partition stride, not for filtering the rows in table. So all rows in the table will be partitioned and returned. This option applies only to reading. |
| numPartitions | The maximum number of partitions that can be used for parallelism in table reading and writing. This also determines the maximum number of concurrent JDBC connections. If the number of partitions to write exceeds this limit, we decrease it to this limit by calling coalesce(numPartitions) before writing. |
| queryTimeout | The number of seconds the driver will wait for a Statement object to execute to the given number of seconds. Zero means there is no limit. In the write path, this option depends on how JDBC drivers implement the API setQueryTimeout, e.g., the h2 JDBC driver checks the timeout of each query instead of an entire JDBC batch. It defaults to 0. |
| fetchsize | The JDBC fetch size, which determines how many rows to fetch per round trip. This can help performance on JDBC drivers which default to low fetch size (e.g. Oracle with 10 rows). This option applies only to reading. |
| batchsize | The JDBC batch size, which determines how many rows to insert per round trip. This can help performance on JDBC drivers. This option applies only to writing. It defaults to 1000. |
| isolationLevel | The transaction isolation level, which applies to current connection. It can be one of NONE, READ\_COMMITTED, READ\_UNCOMMITTED, REPEATABLE\_READ, or SERIALIZABLE, corresponding to standard transaction isolation levels defined by JDBC's Connection object, with default of READ\_UNCOMMITTED. This option applies only to writing. Please refer the documentation in java.sql.Connection. |
| sessionInitStatement | After each database session is opened to the remote DB and before starting to read data, this option executes a custom SQL statement (or a PL/SQL block). Use this to implement session initialization code. Example: option("sessionInitStatement", """BEGIN execute immediate 'alter session set "\_serial\_direct\_read"=true'; END;""") |
| truncate | This is a JDBC writer related option. When SaveMode.Overwrite is enabled, this option causes Spark to truncate an existing table instead of dropping and recreating it. This can be more efficient, and prevents the table metadata (e.g., indices) from being removed. However, it will not work in some cases, such as when the new data has a different schema. It defaults to false. This option applies only to writing. |
| cascadeTruncate | This is a JDBC writer related option. If enabled and supported by the JDBC database (PostgreSQL and Oracle at the moment), this options allows execution of a TRUNCATE TABLE t CASCADE (in the case of PostgreSQL a TRUNCATE TABLE ONLY t CASCADE is executed to prevent inadvertently truncating descendant tables). This will affect other tables, and thus should be used with care. This option applies only to writing. It defaults to the default cascading truncate behaviour of the JDBC database in question, specified in the isCascadeTruncate in each JDBCDialect. |
| createTableOptions | This is a JDBC writer related option. If specified, this option allows setting of database-specific table and partition options when creating a table (e.g., CREATE TABLE t (name string) ENGINE=InnoDB.). This option applies only to writing. |
| createTableColumnTypes | The database column data types to use instead of the defaults, when creating the table. Data type information should be specified in the same format as CREATE TABLE columns syntax (e.g: "name CHAR(64), comments VARCHAR(1024)"). The specified types should be valid spark sql data types. This option applies only to writing. |
| customSchema | The custom schema to use for reading data from JDBC connectors. For example, "id DECIMAL(38, 0), name STRING". You can also specify partial fields, and the others use the default type mapping. For example, "id DECIMAL(38, 0)". The column names should be identical to the corresponding column names of JDBC table. Users can specify the corresponding data types of Spark SQL instead of using the defaults. This option applies only to reading. |
| pushDownPredicate | The option to enable or disable predicate push-down into the JDBC data source. The default value is true, in which case Spark will push down filters to the JDBC data source as much as possible. Otherwise, if set to false, no filter will be pushed down to the JDBC data source and thus all filters will be handled by Spark. Predicate push-down is usually turned off when the predicate filtering is performed faster by Spark than by the JDBC data source. |
| keytab | Location of the kerberos keytab file (which must be pre-uploaded to all nodes either by --files option of spark-submit or manually) for the JDBC client. When path information found then Spark considers the keytab distributed manually, otherwise --files assumed. If both keytab and principal are defined then Spark tries to do kerberos authentication. |
| principal | Specifies kerberos principal name for the JDBC client. If both keytab and principal are defined then Spark tries to do kerberos authentication. |
| refreshKrb5Config | This option controls whether the kerberos configuration is to be refreshed or not for the JDBC client before establishing a new connection. Set to true if you want to refresh the configuration, otherwise set to false. The default value is false. Note that if you set this option to true and try to establish multiple connections, a race condition can occur. One possble situation would be like as follows.   1. refreshKrb5Config flag is set with security context 1 2. A JDBC connection provider is used for the corresponding DBMS 3. The krb5.conf is modified but the JVM not yet realized that it must be reloaded 4. Spark authenticates successfully for security context 1 5. The JVM loads security context 2 from the modified krb5.conf 6. Spark restores the previously saved security context 1 7. The modified krb5.conf content just gone |

*# Note: JDBC loading and saving can be achieved via either the load/save or jdbc methods*

*# Loading data from a JDBC source*

jdbcDF = spark.read \

.format("jdbc") \

.option("url", "jdbc:postgresql:dbserver") \

.option("dbtable", "schema.tablename") \

.option("user", "username") \

.option("password", "password") \

.load()

jdbcDF2 = spark.read \

.jdbc("jdbc:postgresql:dbserver", "schema.tablename",

properties={"user": "username", "password": "password"})

*# Specifying dataframe column data types on read*

jdbcDF3 = spark.read \

.format("jdbc") \

.option("url", "jdbc:postgresql:dbserver") \

.option("dbtable", "schema.tablename") \

.option("user", "username") \

.option("password", "password") \

.option("customSchema", "id DECIMAL(38, 0), name STRING") \

.load()

*# Saving data to a JDBC source*

jdbcDF.write \

.format("jdbc") \

.option("url", "jdbc:postgresql:dbserver") \

.option("dbtable", "schema.tablename") \

.option("user", "username") \

.option("password", "password") \

.save()

jdbcDF2.write \

.jdbc("jdbc:postgresql:dbserver", "schema.tablename",

properties={"user": "username", "password": "password"})

*# Specifying create table column data types on write*

jdbcDF.write \

.option("createTableColumnTypes", "name CHAR(64), comments VARCHAR(1024)") \

.jdbc("jdbc:postgresql:dbserver", "schema.tablename",

properties={"user": "username", "password": "password"})

.

# Spark Streaming with Kafka Example

References

<https://spark.apache.org/docs/latest/structured-streaming-kafka-integration.html>

<https://towardsdatascience.com/connecting-the-dots-python-spark-and-kafka-19e6beba6404>

# Regular expression

Regular Expression is one of the powerful tool to wrangle data.Let us see how we can leverage regular expression to extract data.

Let us see the following in sparksql

1. Regex in pyspark
2. Spark regex function
3. Capture and Non Capture groups

(\b(?:[M|m]ar(?:ch)?)\b [0-9]+,?(?: |)\d{4})

* The outer () creates a capturing group
* \b adds boundaries that allow matching instances of words that are not part of another word — note the placement at both the beginning and end which prevents matching on words like **march**ed or counter**march**.
* ?: specifies that the preceding ( is not the start of a capturing group
* [M|m] matches a single character present in the list [] M or| m
* In (?:ch)? the final ? is a quantifier that makes the ch optional
* whitespace matches on whitespace literally
* [0-9] matches any character in the range present in the list
* + is a greedy quantifier that matches all that precedes it between one and unlimited times
* ,? matches on an optional comma
* (?: |) matches the whitespace (or | nothing) literally
* \d{4} matches a 4-digit number

**Regex in pyspark:**

Spark leverage regular expression in the following functions.

1. Regexp\_extract
2. regexp\_replace
3. rlike

**Escaping Regex expression**

Regex in pyspark internally uses java regex.One of the common issue with regex is escaping backslash as it uses java regex and we will pass raw python string to spark.sql we can see it with a sample example \d represents digit in regex.Let us use spark regexp\_extract to match digit
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As of now we will assume this function will extract digit but since this string will be converted to java column and backslash have a special meaning in java we need to escape it with another backslash as shown below
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Or we can use the below property to automatically escape \ or similar escape sequences by setting

**SET spark.sql.parser.escapedStringLiterals=true**
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Now we can see the first expression itself gives the below result.

![https://miro.medium.com/max/632/1*svw9oEaY9jsbdaD3HS4lXA.png](data:image/png;base64,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)

Let us continue the work with default spark setting and we will add backslash

Before going further I will add some meta characters which are building blocks of regex(will explain in detail below)
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**Regexp\_extract**:

it can be used to extract a part of data by using braces.Regexp\_extract requires 3 arguments

1. data-Column or string from which we want to extract data
2. pattern-regex pattern which we want to extract
3. match group-part of match we need to extract

For example in the example below consider we need to extract digit and words seperately and add as 2 diff column from the word ‘11ss’ which can be extracted as shown below
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here in regexp\_extract ‘11ss’ represent the column

Since we want to extract number first we are adding \\d and + is added to match more than one number like 11 or 12 and so on and 1 is added as we want to match first group matched as highlighted in red

and then we want to extract the word after digit so we use \w+ to match word after digit and since it is second capture group identified by braces highlighted in yellow
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**regexp\_replace:**

It can be used to replace the given pattern with a replacement as the name suggest

It accepts 3 parameters

1. data-column or string
2. pattern -to be replaced
3. Replacement- string with which the pattern to be replaced

For example to replace digit by space we can use below regex
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**Rlike**:

It is use to check if a match is found and can be used with where clauses rather than select clause

For example we want to validate if the amount column contains only integer else we should say as not valid as shown below
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**Capture groups:**

Capture is concept in regex expression where we need to use the captured data in regexp\_replace with replace part.we can access the captured group by using dollar sign($) and it will start from index zero to no of brackets
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For example we have used 2 brackets and when we replace with $0(red) it will use the whole group and $1 indicate first bracket(yellow) and $2 can be used for second group(green)
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for example a common use case is to mock sensitive data like card with x

so we are going to hide the digits alone from below string for security reason
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sssa112ss in this string we will replace digit with x with the above regex

Lot of things in above regex I will try to explain each part

1. pattern part
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In pattern we have [a-z]+ which will match anything in a to z with one or more repetition like ‘s’ or ss etc (yellow)(Capture group 1)

\d+ matches matches digit (red)(Capture group 2)

[a-z]+ which will match anything in a to z with one or more repetition like ‘s’ or ss etc (green)(Capture group 3)

2.Replace Part-

In replace part we want to replace only the capture group 2 and keep the remaining part .So we will be using capture groups which will capture each groups above and can be accessed by $1x$3 in replace part

**PySpark When Otherwise | SQL Case When Usage**

PySpark When Otherwise and SQL Case When on DataFrame with Examples – Similar to SQL and programming languages, PySpark supports a way to check multiple conditions in sequence and returns a value when the first condition met by using **SQL like case when** and **when().otherwise()** expressions, these works similar to “Switch" and "if then else" statements.

**PySpark When Otherwise** – when() is a SQL function that returns a Column type and otherwise() is a function of Column, if otherwise() is not used, it returns a None/NULL value.

**PySpark SQL Case When** – This is similar to SQL expression, Usage: CASE WHEN cond1 THEN result WHEN cond2 THEN result... ELSE result END.

First, let’s [create a DataFrame](https://sparkbyexamples.com/pyspark/different-ways-to-create-dataframe-in-pyspark/)

from pyspark.sql import SparkSession

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

data = [("James","M",60000),("Michael","M",70000),

("Robert",None,400000),("Maria","F",500000),

("Jen","",None)]

columns = ["name","gender","salary"]

df = spark.createDataFrame(data = data, schema = columns)

df.show()

+-------+------+------+

| name|gender|salary|

+-------+------+------+

| James| M| 60000|

|Michael| M| 70000|

| Robert| null|400000|

| Maria| F|500000|

| Jen| | null|

+-------+------+------+

**1. Using when() otherwise() on PySpark DataFrame.**

PySpark when() is SQL function, in order to use this first you should import and this returns a Column type, otherwise() is a function of Column, when otherwise() not used and none of the conditions met it assigns None (Null) value. Usage would be like when(condition).otherwise(default).

when() function take 2 parameters, first param takes a condition and second takes a literal value or Column, if condition evaluates to true then it returns a value from second param.

The below code snippet replaces the value of gender with a new derived value, when conditions not matched, we are assigning “Unknown” as value, for null assigning empty.

from pyspark.sql.functions import when

df2 = df.withColumn("new\_gender", when(df.gender == "M","Male")

.when(df.gender == "F","Female")

.when(df.gender.isNull() ,"")

.otherwise(df.gender))

df2.show()

+-------+------+------+----------+

| name|gender|salary|new\_gender|

+-------+------+------+----------+

| James| M| 60000| Male|

|Michael| M| 70000| Male|

| Robert| null|400000| |

| Maria| F|500000| Female|

| Jen| | null| |

+-------+------+------+----------+

Using with select()

df2=df.select(col("\*"),when(df.gender == "M","Male")

.when(df.gender == "F","Female")

.when(df.gender.isNull() ,"")

.otherwise(df.gender).alias("new\_gender"))

This yields same output as above.

**2. PySpark SQL Case When on DataFrame.**

If you have a SQL background you might have familiar with [Case When statement](https://www.w3schools.com/sql/sql_case.asp) that is used to execute a sequence of conditions and returns a value when the first condition met, similar to SWITH and IF THEN ELSE statements. Similarly, PySpark SQL Case When statement can be used on DataFrame, below are some of the examples of using with withColumn(), select(), selectExpr() utilizing expr() function.

**Syntax of SQL CASE WHEN ELSE END**

CASE

WHEN condition1 THEN result\_value1

WHEN condition2 THEN result\_value2

-----

-----

ELSE result

END;

* **CASE** is the start of the expression
* Clause **WHEN** takes a condition, if condition true it returns a value from **THEN**
* If the condition is false it goes to the next condition and so on.
* If none of the condition matches, it returns a value from the **ELSE** clause.
* **END** is to end the expression

**2.1 Using Case When Else on DataFrame using withColumn() & select()**

Below example uses [PySpark SQL expr() Function](https://sparkbyexamples.com/pyspark/pyspark-sql-expr-expression-function/) to express SQL like expressions.

from pyspark.sql.functions import expr, col

#Using Case When on withColumn()

df3 = df.withColumn("new\_gender", expr("CASE WHEN gender = 'M' THEN 'Male' " +

"WHEN gender = 'F' THEN 'Female' WHEN gender IS NULL THEN ''" +

"ELSE gender END"))

df3.show(truncate=False)

+-------+------+------+----------+

|name |gender|salary|new\_gender|

+-------+------+------+----------+

|James |M |60000 |Male |

|Michael|M |70000 |Male |

|Robert |null |400000| |

|Maria |F |500000|Female |

|Jen | |null | |

+-------+------+------+----------+

#Using Case When on select()

df4 = df.select(col("\*"), expr("CASE WHEN gender = 'M' THEN 'Male' " +

"WHEN gender = 'F' THEN 'Female' WHEN gender IS NULL THEN ''" +

"ELSE gender END").alias("new\_gender"))

**2.2 Using Case When on SQL Expression**

You can also use Case When with SQL statement after creating a temporary view. This returns a similar output as above.

df.createOrReplaceTempView("EMP")

spark.sql("select name, CASE WHEN gender = 'M' THEN 'Male' " +

"WHEN gender = 'F' THEN 'Female' WHEN gender IS NULL THEN ''" +

"ELSE gender END as new\_gender from EMP").show()

**2.3. Multiple Conditions using & and | operator**

We often need to check with multiple conditions, below is an example of using PySpark When Otherwise with multiple conditions by using and (&) or (|) coperators. To explain this I will use a new set of data to make it simple.

df5.withColumn("new\_column", when(col("code") == "a" | col("code") == "d", "A")

.when(col("code") == "b" & col("amt") == "4", "B")

.otherwise("A1")).show()

Output:

+---+----+---+----------+

| id|code|amt|new\_column|

+---+----+---+----------+

| 66| a| 4| A|

| 67| a| 0| A|

| 70| b| 4| B|

| 71| d| 4| A|

+---+----+---+----------+

**Complete Example – PySpark When Otherwise | SQL Case When**

from pyspark.sql import SparkSession

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

data = [("James","M",60000), ("Michael","M",70000),

("Robert",None,400000), ("Maria","F",500000),

("Jen","",None)]

columns = ["name","gender","salary"]

df = spark.createDataFrame(data = data, schema = columns)

df.show()

#Using When otherwise

from pyspark.sql.functions import when,col

df2 = df.withColumn("new\_gender", when(df.gender == "M","Male")

.when(df.gender == "F","Female")

.when(df.gender.isNull() ,"")

.otherwise(df.gender))

df2.show()

df2=df.select(col("\*"),when(df.gender == "M","Male")

.when(df.gender == "F","Female")

.when(df.gender.isNull() ,"")

.otherwise(df.gender).alias("new\_gender"))

df2.show()

# Using SQL Case When

from pyspark.sql.functions import expr

df3 = df.withColumn("new\_gender", expr("CASE WHEN gender = 'M' THEN 'Male' " +

"WHEN gender = 'F' THEN 'Female' WHEN gender IS NULL THEN ''" +

"ELSE gender END"))

df3.show()

df4 = df.select(col("\*"), expr("CASE WHEN gender = 'M' THEN 'Male' " +

"WHEN gender = 'F' THEN 'Female' WHEN gender IS NULL THEN ''" +

"ELSE gender END").alias("new\_gender"))

df.createOrReplaceTempView("EMP")

spark.sql("select name, CASE WHEN gender = 'M' THEN 'Male' " +

"WHEN gender = 'F' THEN 'Female' WHEN gender IS NULL THEN ''" +

"ELSE gender END as new\_gender from EMP").show()

**Conclusion:**

In this article, you have learned how to use Pyspark SQL “case when” and “when otherwise” on Dataframe by leveraging example like checking with NUll/None, applying with multiple conditions using AND (&), OR (|) logical operators. I hope you like this article.

Happy Learning !!

**References**

* <https://spark.apache.org/docs/2.1.0/api/python/pyspark.sql.html>

**PySpark SQL expr() (Expression ) Function**

PySpark expr() is a SQL function to execute SQL-like expressions and to use an existing DataFrame column value as an expression argument to Pyspark built-in functions. Most of the commonly used SQL functions are either part of the [PySpark Column class](https://sparkbyexamples.com/pyspark/pyspark-column-functions/) or built-in pyspark.sql.functions API, besides these PySpark also supports many other SQL functions, so in order to use these, you have to use expr() function.

Below are 2 use cases of **PySpark expr() funcion**.

* First, allowing to use of SQL-like functions that are not present in PySpark Column type & pyspark.sql.functions API. for example CASE WHEN, regr\_count().
* Second, it extends the PySpark SQL Functions by allowing to use DataFrame columns in functions for expression. for example, if you wanted to add a month value from a column to a Date column. I will explain this in the example below.

**1. PySpark expr() Syntax**

Following is syntax of the expr() function.

expr(str)

expr() function takes SQL expression as a string argument, executes the expression, and returns a PySpark Column type. Expressions provided with this function are not a compile-time safety like DataFrame operations.

**2. PySpark SQL expr() Function Examples**

Below are some of the examples of using expr() SQL function.

**2.1 Concatenate Columns using || (similar to SQL)**

If you have SQL background, you pretty much familiar using || to concatenate values from two string columns, you can use expr() expression to do exactly same.

#Concatenate columns using || (sql like)

data=[("James","Bond"),("Scott","Varsa")]

df=spark.createDataFrame(data).toDF("col1","col2")

df.withColumn("Name",expr(" col1 ||','|| col2")).show()

+-----+-----+-----------+

| col1| col2| Name|

+-----+-----+-----------+

|James| Bond| James,Bond|

|Scott|Varsa|Scott,Varsa|

+-----+-----+-----------+

**2.2 Using SQL CASE WHEN with expr()**

[PySpark doesn’t have SQL Like CASE WHEN](https://sparkbyexamples.com/pyspark/pyspark-when-otherwise/) so in order to use this on [PySpark DataFrame withColumn()](https://sparkbyexamples.com/pyspark/pyspark-withcolumn/) or select(), you should use expr() function with expression as shown below.

Here, I have used CASE WHEN expression on withColumn() by using expr(), this example updates an existing column gender with the derived values, **M for male, F for Female,** and unknown**for others**

from pyspark.sql.functions import expr

data = [("James","M"),("Michael","F"),("Jen","")]

columns = ["name","gender"]

df = spark.createDataFrame(data = data, schema = columns)

#Using CASE WHEN similar to SQL.

from pyspark.sql.functions import expr

df2=df.withColumn("gender", expr("CASE WHEN gender = 'M' THEN 'Male' " +

"WHEN gender = 'F' THEN 'Female' ELSE 'unknown' END"))

df2.show()

+-------+-------+

| name| gender|

+-------+-------+

| James| Male|

|Michael| Female|

| Jen|unknown|

+-------+-------+

If you have any errors in the expression you will get the run time error but not during the compile time.

**2.3 Using an Existing Column Value for Expression**

Most of the PySpark function takes constant literal values but sometimes we need to use a value from an existing column instead of a constant and this is not possible without expr() expression. The below example adds a number of months from an existing column instead of a Python constant.

from pyspark.sql.functions import expr

data=[("2019-01-23",1),("2019-06-24",2),("2019-09-20",3)]

df=spark.createDataFrame(data).toDF("date","increment")

#Add Month value from another column

df.select(df.date,df.increment,

expr("add\_months(date,increment)")

.alias("inc\_date")).show()

+----------+---------+----------+

| date|increment| inc\_date|

+----------+---------+----------+

|2019-01-23| 1|2019-02-23|

|2019-06-24| 2|2019-08-24|

|2019-09-20| 3|2019-12-20|

+----------+---------+----------+

Note that Importing SQL functions are not required when using them with expr(). You see above add\_months() is used without importing.

**2.4 Giving Column Alias along with expr()**

You can also use SQL like syntax to provide the [alias name to the column](https://sparkbyexamples.com/pyspark/pyspark-column-alias-after-groupby/) expression.

# Providing alias using 'as'

from pyspark.sql.functions import expr

df.select(df.date,df.increment,

expr("""add\_months(date,increment) as inc\_date""")

).show()

# This yields same output as above

**2.5 Case Function with expr()**

Below example converts long data type to String type.

# Using Cast() Function

df.select("increment",expr("cast(increment as string) as str\_increment")) \

.printSchema()

root

|-- increment: long (nullable = true)

|-- str\_increment: string (nullable = true)

**2.7 Arithmetic operations**

expr() is also used to provide arithmetic operations, below examples add value 5 to increment and creates a new column new\_increment

# Arthemetic operations

df.select(df.date,df.increment,

expr("increment + 5 as new\_increment")

).show()

+----------+---------+-------------+

| date|increment|new\_increment|

+----------+---------+-------------+

|2019-01-23| 1| 6|

|2019-06-24| 2| 7|

|2019-09-20| 3| 8|

+----------+---------+-------------+

**2.8 Using Filter with expr()**

[Filter the DataFrame rows](https://sparkbyexamples.com/pyspark/pyspark-where-filter/) can done using expr() expression.

#Use expr() to filter the rows

from pyspark.sql.functions import expr

data=[(100,2),(200,3000),(500,500)]

df=spark.createDataFrame(data).toDF("col1","col2")

df.filter(expr("col1 == col2")).show()

+----+----+

|col1|col2|

+----+----+

| 500| 500|

+----+----+

**3. Complete Example of PySpark SQL expr() Function**

This example is also available at [GitHub PySpark Examples](https://github.com/spark-examples/pyspark-examples/blob/master/pyspark-expr.py) Project.

from pyspark.sql import SparkSession

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

from pyspark.sql.functions import expr

#Concatenate columns

data=[("James","Bond"),("Scott","Varsa")]

df=spark.createDataFrame(data).toDF("col1","col2")

df.withColumn("Name",expr(" col1 ||','|| col2")).show()

#Using CASE WHEN sql expression

data = [("James","M"),("Michael","F"),("Jen","")]

columns = ["name","gender"]

df = spark.createDataFrame(data = data, schema = columns)

df2 = df.withColumn("gender", expr("CASE WHEN gender = 'M' THEN 'Male' " +

"WHEN gender = 'F' THEN 'Female' ELSE 'unknown' END"))

df2.show()

#Add months from a value of another column

data=[("2019-01-23",1),("2019-06-24",2),("2019-09-20",3)]

df=spark.createDataFrame(data).toDF("date","increment")

df.select(df.date,df.increment,

expr("add\_months(date,increment)")

.alias("inc\_date")).show()

# Providing alias using 'as'

df.select(df.date,df.increment,

expr("""add\_months(date,increment) as inc\_date""")

).show()

# Add

df.select(df.date,df.increment,

expr("increment + 5 as new\_increment")

).show()

# Using cast to convert data types

df.select("increment",expr("cast(increment as string) as str\_increment")) \

.printSchema()

#Use expr() to filter the rows

data=[(100,2),(200,3000),(500,500)]

df=spark.createDataFrame(data).toDF("col1","col2")

df.filter(expr("col1 == col2")).show()

**Conclusion**

PySpark expr() function provides a way to run SQL like expression with DataFrames, here you have learned how to use expression with select(), withColumn() and to filter the DataFrame rows.

**References**

* <https://spark.apache.org/docs/2.3.1/api/python/_modules/pyspark/sql/functions.html>

# PySpark lit() – Add Literal or Constant to DataFrame

PySpark SQL functions [lit()](https://sparkbyexamples.com/pyspark/pyspark-lit-add-literal-constant/#lit)and [typedLit()](https://sparkbyexamples.com/pyspark/pyspark-lit-add-literal-constant/#typedlit) are used to add a new column to DataFrame by assigning a literal or constant value. Both these functions return [Column type](https://sparkbyexamples.com/pyspark/pyspark-column-functions/) as return type.

Both of these are available in PySpark by importing pyspark.sql.functions

First, let’s create a DataFrame.

import pyspark

from pyspark.sql import SparkSession

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

data = [("111",50000),("222",60000),("333",40000)]

columns= ["EmpId","Salary"]

df = spark.createDataFrame(data = data, schema = columns)

## lit() Function to Add Constant Column

PySpark lit() function is used to add constant or literal value as a new column to the DataFrame.

*Creates a [[Column]] of literal value. The passed in object is returned directly if it is already a [[Column]]. If the object is a Scala Symbol, it is converted into a [[Column]] also. Otherwise, a new [[Column]] is created to represent the literal value*

Let’s take a look at some examples.

### Example 1: Simple usage of lit() function

Let’s see an example of how to create a new column with constant value using lit() [Spark SQL function](https://sparkbyexamples.com/spark/spark-sql-functions-understanding/). On the below snippet, we are creating a new column by adding a literal ‘1’ to PySpark DataFrame.

from pyspark.sql.functions import col,lit

df2 = df.select(col("EmpId"),col("Salary"),lit("1").alias("lit\_value1"))

df2.show(truncate=False)

+-----+------+----------+

|EmpId|Salary|lit\_value1|

+-----+------+----------+

| 111| 50000| 1|

| 222| 60000| 1|

| 333| 40000| 1|

+-----+------+----------+

Adding the same constant literal to all records in DataFrame may not be real-time useful so let’s see another example.

### Example 2 : lit() function with withColumn

The following example shows how to use pyspark lit() function using withColumn to derive a new column based on some conditions.

from pyspark.sql.functions import when, lit, col

df3 = df2.withColumn("lit\_value2", when(col("Salary") >=40000 & col("Salary") <= 50000,lit("100")).otherwise(lit("200")))

df3.show(truncate=False)

Below is the output for the above code snippet.

+-----+------+----------+----------+

|EmpId|Salary|lit\_value1|lit\_value2|

+-----+------+----------+----------+

| 111| 50000| 1| 100|

| 222| 60000| 1| 200|

| 333| 40000| 1| 100|

+-----+------+----------+----------+

## typedLit() Function – Syntax

Difference between lit() and typedLit() is that, typedLit function can handle collection types e.g.: Array, Dictionary(map) e.t.c

## Complete Example of How to Add Constant Column

import pyspark

from pyspark.sql import SparkSession

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

data = [("111",50000),("222",60000),("333",40000)]

columns= ["EmpId","Salary"]

df = spark.createDataFrame(data = data, schema = columns)

df.printSchema()

df.show(truncate=False)

from pyspark.sql.functions import col,lit

df2 = df.select(col("EmpId"),col("Salary"),lit("1").alias("lit\_value1"))

df2.show(truncate=False)

from pyspark.sql.functions import when

df3 = df2.withColumn("lit\_value2", when(col("Salary") >=40000 & col("Salary") <= 50000,lit("100")).otherwise(lit("200")))

df3.show(truncate=False)

### Conclusion:

You have learned multiple ways to add a constant literal value to DataFrame using PySpark lit() function and have learned the difference between lit and typedLit functions.

When possible try to use predefined PySpark functions as they are a little bit more compile-time safety and perform better when compared to user-defined functions. If your application is critical on performance try to avoid using custom UDF functions as these are not guarantee on performance.

# PySpark Convert String to Array Column

PySpark SQL provides split() function to convert delimiter separated String to an Array (StringType to ArrayType) column on DataFrame. This can be done by splitting a string column based on a delimiter like space, comma, pipe e.t.c, and converting it into [ArrayType](https://sparkbyexamples.com/spark/spark-array-arraytype-dataframe-column/).

In this article, I will explain converting String to Array column using split() function on DataFrame and SQL query.

## Split() function syntax

PySpark SQL split() is grouped under [Array Functions](https://sparkbyexamples.com/spark/spark-sql-array-functions/) in PySpark [SQL Functions](https://sparkbyexamples.com/spark/spark-sql-functions-understanding/)class with the below syntax.

pyspark.sql.functions.split(str, pattern, limit=-1)

The split() function takes the first argument as the DataFrame column of type String and the second argument string delimiter that you want to split on. You can also use the pattern as a delimiter. This function returns pyspark.sql.Column of type Array.

Before we start with usage, first, let’s create a DataFrame with a string column with text separated with comma delimiter

from pyspark.sql import SparkSession

spark = SparkSession.builder \

.appName('SparkByExamples.com') \

.getOrCreate()

data = [("James, A, Smith","2018","M",3000),

("Michael, Rose, Jones","2010","M",4000),

("Robert,K,Williams","2010","M",4000),

("Maria,Anne,Jones","2005","F",4000),

("Jen,Mary,Brown","2010","",-1)

]

columns=["name","dob\_year","gender","salary"]

df=spark.createDataFrame(data,columns)

df.printSchema()

This yields the below output. As you notice we have a name column with takens firstname, middle and lastname with comma separated.

root

|-- name: string (nullable = true)

|-- dob\_year: string (nullable = true)

|-- gender: string (nullable = true)

|-- salary: integer (nullable = false)

## PySpark Convert String to Array Column

Below PySpark example snippet splits the String column name on comma delimiter and convert it to an Array. If you do not need the original column, use drop() to remove the column.

from pyspark.sql.functions import split, col

df2 = df.select(split(col("name"),",").alias("NameArray")) \

.drop("name")

df2.printSchema()

df2.show()

This yields below output. As you see below schema NameArray is a array type.

root

|-- NameArray: array (nullable = true)

| |-- element: string (containsNull = true)

+------------------------+

|NameArray |

+------------------------+

|[James, A, Smith] |

|[Michael, Rose, Jones]|

|[Robert, K, Williams] |

|[Maria, Anne, Jones] |

|[Jen, Mary, Brown] |

+------------------------+

## Convert String to Array Column using SQL Query

Since PySpark provides a way to execute the raw SQL, let’s learn how to write the same example using Spark SQL expression.

In order to use raw SQL, first, you need to create a table using createOrReplaceTempView(). This creates a temporary view from the Dataframe and this view is available lifetime of the current Spark context.

df.createOrReplaceTempView("PERSON")

spark.sql("select SPLIT(name,',') as NameArray from PERSON") \

.show()

This yields the same output as above example.

## Complete Example

Below is the complete example of splitting an String type column based on a delimiter or patterns and converting into ArrayType column.

This example is also available at [PySpark-Examples GitHub project](https://github.com/spark-examples/pyspark-examples/blob/master/pyspark-string-to-array.py) for reference.

from pyspark.sql import SparkSession

spark = SparkSession.builder \

.appName('SparkByExamples.com') \

.getOrCreate()

data = [("James, A, Smith","2018","M",3000),

("Michael, Rose, Jones","2010","M",4000),

("Robert,K,Williams","2010","M",4000),

("Maria,Anne,Jones","2005","F",4000),

("Jen,Mary,Brown","2010","",-1)

]

columns=["name","dob\_year","gender","salary"]

df=spark.createDataFrame(data,columns)

df.printSchema()

df.show(truncate=False)

from pyspark.sql.functions import split, col

df2 = df.select(split(col("name"),",").alias("NameArray")) \

.drop("name")

df2.printSchema()

df2.show()

df.createOrReplaceTempView("PERSON")

spark.sql("select SPLIT(name,',') as NameArray from PERSON") \

.show()

### Conclusion

In this simple article, you have learned how to Convert the string column into an array column by splitting the string by delimiter and also learned how to use the split function on PySpark SQL expression.

# PySpark – Convert array column to a String

In this PySpark article, I will explain how to convert an array of String column on DataFrame to a String column (separated or concatenated with a comma, space, or any delimiter character) using PySpark function concat\_ws() (translates to concat with separator), and with SQL expression using Scala example.

When curating data on DataFrame we may want to convert the Dataframe with complex [struct datatypes](https://sparkbyexamples.com/spark/spark-sql-structtype-on-dataframe/), [arrays](https://sparkbyexamples.com/spark/spark-array-arraytype-dataframe-column/)and maps to a flat structure. here we will see how to convert array type to string type.

Before we start, first let’s [create a DataFrame](https://sparkbyexamples.com/pyspark/different-ways-to-create-dataframe-in-pyspark/) with array of string column.

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

columns = ["name","languagesAtSchool","currentState"]

data = [("James,,Smith",["Java","Scala","C++"],"CA"), \

("Michael,Rose,",["Spark","Java","C++"],"NJ"), \

("Robert,,Williams",["CSharp","VB"],"NV")]

df = spark.createDataFrame(data=data,schema=columns)

df.printSchema()

df.show(truncate=False)

In this example “languagesAtSchool” is a column of type array. In the next section, we will convert this to a String. This example yields below schema and DataFrame.

root

|-- name: string (nullable = true)

|-- languagesAtSchool: array (nullable = true)

| |-- element: string (containsNull = true)

|-- currentState: string (nullable = true)

+----------------+------------------+------------+

|name |languagesAtSchool |currentState|

+----------------+------------------+------------+

|James,,Smith |[Java, Scala, C++]|CA |

|Michael,Rose, |[Spark, Java, C++]|NJ |

|Robert,,Williams|[CSharp, VB] |NV |

+----------------+------------------+------------+

## Convert an array of String to String column using concat\_ws()

In order to convert array to a string, PySpark SQL provides a built-in function concat\_ws() which takes delimiter of your choice as a first argument and array column (type Column) as the second argument.

**Syntax**

concat\_ws(sep, \*cols)

**Usage**

In order to use concat\_ws() function, you need to import it using pyspark.sql.functions.concat\_ws . Since this function takes the Column type as a second argument, you need to use col().

from pyspark.sql.functions import col, concat\_ws

df2 = df.withColumn("languagesAtSchool",

concat\_ws(",",col("languagesAtSchool")))

df2.printSchema()

df2.show(truncate=False)

This yields below output

root

|-- name: string (nullable = true)

|-- languagesAtSchool: string (nullable = false)

|-- currentState: string (nullable = true)

+----------------+-----------------+------------+

|name |languagesAtSchool|currentState|

+----------------+-----------------+------------+

|James,,Smith |Java,Scala,C++ |CA |

|Michael,Rose, |Spark,Java,C++ |NJ |

|Robert,,Williams|CSharp,VB |NV |

+----------------+-----------------+------------+

## Using PySpark SQL expression

You can also use concat\_ws() function with SQL expression.

df.createOrReplaceTempView("ARRAY\_STRING")

spark.sql("select name, concat\_ws(',',languagesAtSchool) as languagesAtSchool," + \

" currentState from ARRAY\_STRING") \

.show(truncate=False)

## Complete Example

Below is a complete PySpark DataFrame example of converting an array of String column to a String using a Scala example.

import pyspark

from pyspark.sql import SparkSession

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

columns = ["name","languagesAtSchool","currentState"]

data = [("James,,Smith",["Java","Scala","C++"],"CA"), \

("Michael,Rose,",["Spark","Java","C++"],"NJ"), \

("Robert,,Williams",["CSharp","VB"],"NV")]

df = spark.createDataFrame(data=data,schema=columns)

df.printSchema()

df.show(truncate=False)

from pyspark.sql.functions import col, concat\_ws

df2 = df.withColumn("languagesAtSchool",

concat\_ws(",",col("languagesAtSchool")))

df2.printSchema()

df2.show(truncate=False)

df.createOrReplaceTempView("ARRAY\_STRING")

spark.sql("select name, concat\_ws(',',languagesAtSchool) as languagesAtSchool," + \

" currentState from ARRAY\_STRING") \

.show(truncate=False)

This example is also available at the [PySpark Github example project](https://github.com/spark-examples/pyspark-examples/blob/master/pyspark-array-string.py) for reference.

# Pyspark – Get substring() from a column

In PySpark, the substring() function is used to extract the substring from a DataFrame string column by providing the position and length of the string you wanted to extract.

In this tutorial, I have explained with an example of getting substring of a column using substring() from pyspark.sql.functions and using substr() from pyspark.sql.Column type.

## Using SQL function substring()

Using the substring() function of pyspark.sql.functions module we can extract a substring or slice of a string from the DataFrame column by providing the position and length of the string you wanted to slice.

substring(str, pos, len)

Note: Please note that the position is not zero based, but 1 based index.

Below is an example of Pyspark substring() using [withColumn()](https://sparkbyexamples.com/pyspark/pyspark-withcolumn/).

data = [(1,"20200828"),(2,"20180525")]

columns=["id","date"]

df=spark.createDataFrame(data,columns)

df.withColumn('year', substring('date', 1,4))\

.withColumn('month', substring('date', 5,2))\

.withColumn('day', substring('date', 7,2))

df.printSchema()

df.show(truncate=False)

In above example, we have created a DataFrame with two columns, id and date. Here date is in the form “year month day”. HereI have used substring() on date column to return sub strings of date as year, month, day respectively. Below is the output.

+---+--------+----+-----+---+

|id |date |year|month|day|

+---+--------+----+-----+---+

|1 |20200828|2020|08 |28 |

|2 |20180525|2018|05 |25 |

+---+--------+----+-----+---+

## 2. Using substring() with select()

In Pyspark we can get substring() of a column using [select](https://sparkbyexamples.com/pyspark/select-columns-from-pyspark-dataframe/). Above example can bed written as below.

df.select('date', substring('date', 1,4).alias('year'), \

substring('date', 5,2).alias('month'), \

substring('date', 7,2).alias('day'))

## 3.Using substring() with selectExpr()

Sample example using **selectExpr**to get sub string of column(date) as year,month,day. Below is the code that gives same output as above.

df.selectExpr('date', 'substring(date, 1,4) as year', \

'substring(date, 5,2) as month', \

'substring(date, 7,2) as day')

## 4. Using substr() from Column type

Below is the example of getting substring using substr() function from pyspark.sql.Column type in Pyspark.

df3=df.withColumn('year', col('date').substr(1, 4))\

.withColumn('month',col('date').substr(5, 2))\

.withColumn('day', col('date').substr(7, 2))

The above example gives output same as the above mentioned examples.

## Complete Example of PySpark substring()

import pyspark

from pyspark.sql import SparkSession

from pyspark.sql.functions import col, substring

spark=SparkSession.builder.appName("stringoperations").getOrCreate()

data = [(1,"20200828"),(2,"20180525")]

columns=["id","date"]

df=spark.createDataFrame(data,columns)

#Using SQL function substring()

df.withColumn('year', substring('date', 1,4))\

.withColumn('month', substring('date', 5,2))\

.withColumn('day', substring('date', 7,2))

df.printSchema()

df.show(truncate=False)

#Using select

df1=df.select('date', substring('date', 1,4).alias('year'), \

substring('date', 5,2).alias('month'), \

substring('date', 7,2).alias('day'))

#Using with selectExpr

df2=df.selectExpr('date', 'substring(date, 1,4) as year', \

'substring(date, 5,2) as month', \

'substring(date, 7,2) as day')

#Using substr from Column type

df3=df.withColumn('year', col('date').substr(1, 4))\

.withColumn('month',col('date').substr(5, 2))\

.withColumn('day', col('date').substr(7, 2))

df3.show()

### Conclusion

In this session, we have learned different ways of getting substring of a column in PySpark DataFarme. I hope you liked it! Keep practicing. And do comment in the comment section for any kind of questions!!

# PySpark Replace Column Values in DataFrame

You can replace column values of PySpark DataFrame by using SQL string functions regexp\_replace(), translate(), and overlay() with Python examples.

In this article, I will cover examples of how to replace part of a string with another string, replace all columns, change values conditionally, replace values from a python dictionary, replace column value from another DataFrame column e.t.c

First, let’s create a PySpark DataFrame with some addresses and will use this DataFrame to explain how to replace column values.

from pyspark.sql import SparkSession

spark = SparkSession.builder.master("local[1]").appName("SparkByExamples.com").getOrCreate()

address = [(1,"14851 Jeffrey Rd","DE"),

(2,"43421 Margarita St","NY"),

(3,"13111 Siemon Ave","CA")]

df =spark.createDataFrame(address,["id","address","state"])

df.show()

## 1. PySpark Replace String Column Values

By using PySpark SQL function regexp\_replace() you can replace a column value with a string for another string/substring. regexp\_replace() uses **Java regex** for matching, if the regex does not match it returns an empty string, the below example replace the street name Rd value with Road string on address column.

#Replace part of string with another string

from pyspark.sql.functions import regexp\_replace

df.withColumn('address', regexp\_replace('address', 'Rd', 'Road')) \

.show(truncate=False)

#+---+------------------+-----+

#|id |address |state|

#+---+------------------+-----+

#|1 |14851 Jeffrey Road|DE |

#|2 |43421 Margarita St|NY |

#|3 |13111 Siemon Ave |CA |

#+---+------------------+-----+

## 2. Replace Column Values Conditionally

In the above example, we just replaced Rd with Road, but not replaced St and Ave values, let’s see how to replace column values conditionally in PySpark Dataframe by using [when().otherwise() SQL condition function](https://sparkbyexamples.com/pyspark/pyspark-when-otherwise/).

#Replace string column value conditionally

from pyspark.sql.functions import when

df.withColumn('address',

when(df.address.endswith('Rd'),regexp\_replace(df.address,'Rd','Road')) \

.when(df.address.endswith('St'),regexp\_replace(df.address,'St','Street')) \

.when(df.address.endswith('Ave'),regexp\_replace(df.address,'Ave','Avenue')) \

.otherwise(df.address)) \

.show(truncate=False)

#+---+----------------------+-----+

#|id |address |state|

#+---+----------------------+-----+

#|1 |14851 Jeffrey Road |DE |

#|2 |43421 Margarita Street|NY |

#|3 |13111 Siemon Avenue |CA |

#+---+----------------------+-----+

## 3. Replace Column Value with Dictionary (map)

You can also replace column values from the**python dictionary (map)**. In the below example, we replace the string value of the state column with the full abbreviated name from a dictionary **key-value pair**, in order to do so I use [PySpark map() transformation to loop through each row of DataFrame](https://sparkbyexamples.com/pyspark/pyspark-map-transformation/).

#Replace values from Dictionary

stateDic={'CA':'California','NY':'New York','DE':'Delaware'}

df2=df.rdd.map(lambda x:

(x.id,x.address,stateDic[x.state])

).toDF(["id","address","state"])

df2.show()

#+---+------------------+----------+

#| id| address| state|

#+---+------------------+----------+

#| 1| 14851 Jeffrey Rd| Delaware|

#| 2|43421 Margarita St| New York|

#| 3| 13111 Siemon Ave|California|

#+---+------------------+----------+

## 4. Replace Column Value Character by Character

By using translate() string function you can **replace character by character of DataFrame column** value. In the below example, every character of **1** is replaced with **A**, **2** replaced with **B**, and **3** replaced with **C** on the address column.

#Using translate to replace character by character

from pyspark.sql.functions import translate

df.withColumn('address', translate('address', '123', 'ABC')) \

.show(truncate=False)

#+---+------------------+-----+

#|id |address |state|

#+---+------------------+-----+

#|1 |A485A Jeffrey Rd |DE |

#|2 |4C4BA Margarita St|NY |

#|3 |ACAAA Siemon Ave |CA |

#+---+------------------+-----+

## 5. Replace Column with Another Column Value

By using expr() and regexp\_replace() you can **replace column value with a value from another DataFrame column**. In the below example, we match the value from col2 in col1 and replace with col3 to create new\_column. Use [expr() to provide SQL like expressions](https://sparkbyexamples.com/pyspark/pyspark-sql-expr-expression-function/) and is used to refer to another column to perform operations.

#Replace column with another column

from pyspark.sql.functions import expr

df = spark.createDataFrame(

[("ABCDE\_XYZ", "XYZ","FGH")],

("col1", "col2","col3")

)

df.withColumn("new\_column",

expr("regexp\_replace(col1, col2, col3)")

.alias("replaced\_value")

).show()

#+---------+----+----+----------+

#| col1|col2|col3|new\_column|

#+---------+----+----+----------+

#|ABCDE\_XYZ| XYZ| FGH| ABCDE\_FGH|

#+---------+----+----+----------+

## 6. Replace All or Multiple Column Values

If you want to replace values on all or selected DataFrame columns, refer to [How to Replace NULL/None values on all column in PySpark](https://sparkbyexamples.com/pyspark/pyspark-fillna-fill-replace-null-values/) or How to replace [empty string with NULL/None value](https://sparkbyexamples.com/pyspark/pyspark-replace-empty-value-with-none-on-dataframe/)

## 7. Using overlay() Function

Replace column value with a string value from another column.

#Overlay

from pyspark.sql.functions import overlay

df = spark.createDataFrame([("ABCDE\_XYZ", "FGH")], ("col1", "col2"))

df.select(overlay("col1", "col2", 7).alias("overlayed")).show()

#+---------+

#|overlayed|

#+---------+

#|ABCDE\_FGH|

#+---------+

## 8. Complete Example

from pyspark.sql import SparkSession

spark = SparkSession.builder.master("local[1]").appName("SparkByExamples.com").getOrCreate()

address = [(1,"14851 Jeffrey Rd","DE"),

(2,"43421 Margarita St","NY"),

(3,"13111 Siemon Ave","CA")]

df =spark.createDataFrame(address,["id","address","state"])

df.show()

#Replace string

from pyspark.sql.functions import regexp\_replace

df.withColumn('address', regexp\_replace('address', 'Rd', 'Road')) \

.show(truncate=False)

#Replace string

from pyspark.sql.functions import when

df.withColumn('address',

when(df.address.endswith('Rd'),regexp\_replace(df.address,'Rd','Road')) \

.when(df.address.endswith('St'),regexp\_replace(df.address,'St','Street')) \

.when(df.address.endswith('Ave'),regexp\_replace(df.address,'Ave','Avenue')) \

.otherwise(df.address)) \

.show(truncate=False)

#Replace values from Dictionary

stateDic={'CA':'California','NY':'New York','DE':'Delaware'}

df2=df.rdd.map(lambda x:

(x.id,x.address,stateDic[x.state])

).toDF(["id","address","state"])

df2.show()

#Using translate

from pyspark.sql.functions import translate

df.withColumn('address', translate('address', '123', 'ABC')) \

.show(truncate=False)

#Replace column with another column

from pyspark.sql.functions import expr

df = spark.createDataFrame([("ABCDE\_XYZ", "XYZ","FGH")], ("col1", "col2","col3"))

df.withColumn("new\_column",

expr("regexp\_replace(col1, col2, col3)")

.alias("replaced\_value")

).show()

#Overlay

from pyspark.sql.functions import overlay

df = spark.createDataFrame([("ABCDE\_XYZ", "FGH")], ("col1", "col2"))

df.select(overlay("col1", "col2", 7).alias("overlayed")).show()

### Conclusion

In conclusion regexp\_replace() function is used to replace a string in a DataFrame column with another value, translate() function to replace character by character of column values, overlay() function to overlay string with another column string from start position and number of characters. Finally, you have also learned how to replace column values from a dictionary using Python examples.

Happy Learning !!

## References

* <https://kb.databricks.com/data/null-empty-strings.html>

# PySpark to\_timestamp() – Convert String to Timestamp type

Use <em>to\_timestamp</em>() function to convert String to Timestamp (TimestampType) in PySpark. The converted time would be in a default format of MM-dd-yyyy HH:mm:ss.SSS, I will explain how to use this function with a few examples.

### Syntax – to\_timestamp()

Syntax: to\_timestamp(timestampString:Column)

Syntax: to\_timestamp(timestampString:Column,format:String)

This function has above two signatures that defined in [PySpark SQL Date & Timestamp Functions](https://sparkbyexamples.com/pyspark/pyspark-sql-date-and-timestamp-functions/), the first syntax takes just one argument and the argument should be in Timestamp format ‘MM-dd-yyyy HH:mm:ss.SSS‘, when the format is not in this format, it returns null.

The second signature takes an additional String argument to specify the format of the input Timestamp; this support formats specified in [SimeDateFormat](https://docs.oracle.com/en/java/javase/13/docs/api/java.base/java/text/SimpleDateFormat.html). Using this additional argument, you can cast String from any format to Timestamp type in PySpark.

## Convert String to PySpark Timestamp type

In the below example we convert the string pattern which is in PySpark default format to Timestamp type, since the input DataFrame column is in default Timestamp format, we use the first signature for conversion. And the second example uses the cast function to do the same.

from pyspark.sql.functions import \*

df=spark.createDataFrame(

data = [ ("1","2019-06-24 12:01:19.000")],

schema=["id","input\_timestamp"])

df.printSchema()

#Timestamp String to DateType

df.withColumn("timestamp",to\_timestamp("input\_timestamp")) \

.show(truncate=False)

# Using Cast to convert TimestampType to DateType

df.withColumn('timestamp\_string', \

to\_timestamp('timestamp').cast('string')) \

.show(truncate=False)

In this snippet, we just add a new column timestamp by converting the input column from string to Timestamp type.

root

|-- id: string (nullable = true)

|-- timestamp: string (nullable = true)

+---+-----------------------+-------------------+

|id |input\_timestamp |timestamp |

+---+-----------------------+-------------------+

|1 |2019-06-24 12:01:19.000|2019-06-24 12:01:19|

+---+-----------------------+-------------------+

## Custom string format to Timestamp type

This example converts input timestamp string from custom format to PySpark Timestamp type, to do this, we use the second syntax where it takes an additional argument to specify user-defined patterns for date-time formatting,

#when dates are not in Spark TimestampType format 'yyyy-MM-dd HH:mm:ss.SSS'.

#Note that when dates are not in Spark Tiemstamp format, all Spark functions returns null

#Hence, first convert the input dates to Spark DateType using to\_timestamp function

df.select(to\_timestamp(lit('06-24-2019 12:01:19.000'),'MM-dd-yyyy HH:mm:ss.SSSS')) \

.show()

#Displays

+-------------------------------------------------------------------+

|to\_timestamp('06-24-2019 12:01:19.000', 'MM-dd-yyyy HH:mm:ss.SSSS')|

+-------------------------------------------------------------------+

| 2019-06-24 12:01:19|

+-------------------------------------------------------------------+

In case if you want to [convert string to date format](https://sparkbyexamples.com/spark/convert-string-to-date-format-spark-sql/) use to\_date() function. And here is another [example to convert Timestamp to custom string pattern format](https://sparkbyexamples.com/spark/spark-convert-timestamp-to-string/).

## SQL Example

#SQL string to TimestampType

spark.sql("select to\_timestamp('2019-06-24 12:01:19.000') as timestamp")

#SQL CAST timestamp string to TimestampType

spark.sql("select timestamp('2019-06-24 12:01:19.000') as timestamp")

#SQL Custom string to TimestampType

spark.sql("select to\_timestamp('06-24-2019 12:01:19.000','MM-dd-yyyy HH:mm:ss.SSSS') as timestamp")

## Complete Example for quick reference

from pyspark.sql import SparkSession

# Create SparkSession

spark = SparkSession.builder \

.appName('SparkByExamples.com') \

.getOrCreate()

from pyspark.sql.functions import \*

df=spark.createDataFrame(

data = [ ("1","2019-06-24 12:01:19.000")],

schema=["id","input\_timestamp"])

df.printSchema()

#Timestamp String to DateType

df.withColumn("timestamp",to\_timestamp("input\_timestamp")) \

.show(truncate=False)

# Using Cast to convert TimestampType to DateType

df.withColumn('timestamp', \

to\_timestamp('input\_timestamp').cast('string')) \

.show(truncate=False)

df.select(to\_timestamp(lit('06-24-2019 12:01:19.000'),'MM-dd-yyyy HH:mm:ss.SSSS')) \

.show(truncate=False)

#SQL string to TimestampType

spark.sql("select to\_timestamp('2019-06-24 12:01:19.000') as timestamp")

#SQL CAST timestamp string to TimestampType

spark.sql("select timestamp('2019-06-24 12:01:19.000') as timestamp")

#SQL Custom string to TimestampType

spark.sql("select to\_timestamp('06-24-2019 12:01:19.000','MM-dd-yyyy HH:mm:ss.SSSS') as timestamp")

# PySpark to\_date() – Convert Timestamp to Date

PySpark functions provide to\_date() function to convert timestamp to date (DateType), this ideally achieved by just truncating the time part from the Timestamp column. In this tutorial, I will show you a PySpark example of how to convert timestamp to date on DataFrame & SQL.

to\_date() – function formats Timestamp to Date.

Syntax: to\_date(timestamp\_column)

Syntax: to\_date(timestamp\_column,format)

PySpark timestamp (TimestampType) consists of value in the format yyyy-MM-dd HH:mm:ss.SSSS and Date (DateType) format would be yyyy-MM-dd. Use to\_date() function to truncate time from Timestamp or to convert the timestamp to date on DataFrame column.

df=spark.createDataFrame(

data = [ ("1","2019-06-24 12:01:19.000")],

schema=["id","input\_timestamp"])

df.printSchema()

#Displays

root

|-- id: string (nullable = true)

|-- input\_timestamp: string (nullable = true)

## Using to\_date() – Convert Timestamp String to Date

In this example, we will use to\_date() function to convert TimestampType (or string) column to DateType column. The input to this function should be timestamp column or string in TimestampType format and it returns just date in DateType column.

from pyspark.sql.functions import \*

#Timestamp String to DateType

df.withColumn("date\_type",to\_date("input\_timestamp")) \

.show(truncate=False)

#Timestamp Type to DateType

df.withColumn("date\_type",to\_date(current\_timestamp())) \

.show(truncate=False)

#Above Both examples display

+---+-----------------------+----------+

|id |input\_timestamp |date\_type |

+---+-----------------------+----------+

|1 |2019-06-24 12:01:19.000|2019-06-24|

+---+-----------------------+----------+

#Custom Timestamp format to DateType

df.select(to\_date(lit('06-24-2019 12:01:19.000'),'MM-dd-yyyy HH:mm:ss.SSSS')) \

.show()

#Displays

+--------------------------------------------------------------+

|to\_date('06-24-2019 12:01:19.000', 'MM-dd-yyyy HH:mm:ss.SSSS')|

+--------------------------------------------------------------+

| 2019-06-24|

+--------------------------------------------------------------+

## Convert TimestampType (timestamp) to DateType (date)

This example converts the PySpark TimestampType column to DateType.

#Timestamp type to DateType

df.withColumn("ts",to\_timestamp(col("input\_timestamp"))) \

.withColumn("datetype",to\_date(col("ts"))) \

.show(truncate=False)

#Displays

+---+-----------------------+-------------------+----------+

|id |input\_timestamp |ts |datetype |

+---+-----------------------+-------------------+----------+

|1 |2019-06-24 12:01:19.000|2019-06-24 12:01:19|2019-06-24|

+---+-----------------------+-------------------+----------+

## Using Column cast() Function

Here is another way to convert TimestampType (timestamp string) to DateType using cast function.

# Using Cast to convert Timestamp String to DateType

df.withColumn('date\_type', col('input\_timestamp').cast('date')) \

.show(truncate=False)

# Using Cast to convert TimestampType to DateType

df.withColumn('date\_type', to\_timestamp('input\_timestamp').cast('date')) \

.show(truncate=False)

#Displays

+---+-----------------------+----------+

|id |input\_timestamp |date\_type |

+---+-----------------------+----------+

|1 |2019-06-24 12:01:19.000|2019-06-24|

+---+-----------------------+----------+

## PySpark SQL – Convert Timestamp to Date

Following are similar examples using with PySpark SQL. If you are from an SQL background these come in handy.

#SQL TimestampType to DateType

spark.sql("select to\_date(current\_timestamp) as date\_type")

#SQL CAST TimestampType to DateType

spark.sql("select date(to\_timestamp('2019-06-24 12:01:19.000')) as date\_type")

#SQL CAST timestamp string to DateType

spark.sql("select date('2019-06-24 12:01:19.000') as date\_type")

#SQL Timestamp String (default format) to DateType

spark.sql("select to\_date('2019-06-24 12:01:19.000') as date\_type")

#SQL Custom Timeformat to DateType

spark.sql("select to\_date('06-24-2019 12:01:19.000','MM-dd-yyyy HH:mm:ss.SSSS') as date\_type")

## Complete code

from pyspark.sql import SparkSession

# Create SparkSession

spark = SparkSession.builder \

.appName('SparkByExamples.com') \

.getOrCreate()

df=spark.createDataFrame(

data = [ ("1","2019-06-24 12:01:19.000")],

schema=["id","input\_timestamp"])

df.printSchema()

from pyspark.sql.functions import \*

# Using Cast to convert Timestamp String to DateType

df.withColumn('date\_type', col('input\_timestamp').cast('date')) \

.show(truncate=False)

# Using Cast to convert TimestampType to DateType

df.withColumn('date\_type', to\_timestamp('input\_timestamp').cast('date')) \

.show(truncate=False)

df.select(to\_date(lit('06-24-2019 12:01:19.000'),'MM-dd-yyyy HH:mm:ss.SSSS')) \

.show()

#Timestamp String to DateType

df.withColumn("date\_type",to\_date("input\_timestamp")) \

.show(truncate=False)

#Timestamp Type to DateType

df.withColumn("date\_type",to\_date(current\_timestamp())) \

.show(truncate=False)

df.withColumn("ts",to\_timestamp(col("input\_timestamp"))) \

.withColumn("datetype",to\_date(col("ts"))) \

.show(truncate=False)

#SQL TimestampType to DateType

spark.sql("select to\_date(current\_timestamp) as date\_type")

#SQL CAST TimestampType to DateType

spark.sql("select date(to\_timestamp('2019-06-24 12:01:19.000')) as date\_type")

#SQL CAST timestamp string to DateType

spark.sql("select date('2019-06-24 12:01:19.000') as date\_type")

#SQL Timestamp String (default format) to DateType

spark.sql("select to\_date('2019-06-24 12:01:19.000') as date\_type")

#SQL Custom Timeformat to DateType

spark.sql("select to\_date('06-24-2019 12:01:19.000','MM-dd-yyyy HH:mm:ss.SSSS') as date\_type")

# PySpark date\_format() – Convert Date to String format

In PySpark use date\_format() function to convert the DataFrame column from Date to String format. In this tutorial, we will show you a Spark SQL example of how to convert Date to String format using  date\_format() function on DataFrame.

date\_format() – function formats Date to String format. This function supports all Java Date formats specified in [DateTimeFormatter](https://docs.oracle.com/javase/10/docs/api/java/time/format/DateTimeFormatter.html).

**Following are Syntax and Example of date\_format() Function**:

Syntax: date\_format(column,format)

Example: date\_format(current\_timestamp(),"yyyy MM dd").alias("date\_format")

The below code snippet takes the current system date from current\_date() and timestamp from the current\_timestamp() function and converts it to String format on DataFrame.

from pyspark.sql.functions import \*

df=spark.createDataFrame([["1"]],["id"])

df.select(current\_date().alias("current\_date"), \

date\_format(current\_timestamp(),"yyyy MM dd").alias("yyyy MM dd"), \

date\_format(current\_timestamp(),"MM/dd/yyyy hh:mm").alias("MM/dd/yyyy"), \

date\_format(current\_timestamp(),"yyyy MMM dd").alias("yyyy MMMM dd"), \

date\_format(current\_timestamp(),"yyyy MMMM dd E").alias("yyyy MMMM dd E") \

).show()

Output:

+------------+----------+----------------+------------+--------------------+

|current\_date|yyyy MM dd| MM/dd/yyyy|yyyy MMMM dd| yyyy MMMM dd E|

+------------+----------+----------------+------------+--------------------+

| 2021-02-23|2021 02 23|02/23/2021 02:18| 2021 Feb 23|2021 February 23 Tue|

+------------+----------+----------------+------------+--------------------+

Alternatively, you can convert Data to String with SQL by using same functions.

#SQL

spark.sql("select current\_date() as current\_date, "+

"date\_format(current\_timestamp(),'yyyy MM dd') as yyyy\_MM\_dd, "+

"date\_format(current\_timestamp(),'MM/dd/yyyy hh:mm') as MM\_dd\_yyyy, "+

"date\_format(current\_timestamp(),'yyyy MMM dd') as yyyy\_MMMM\_dd, "+

"date\_format(current\_timestamp(),'yyyy MMMM dd E') as yyyy\_MMMM\_dd\_E").show()

## Complete Example of Convert Date to String

from pyspark.sql import SparkSession

# Create SparkSession

spark = SparkSession.builder \

.appName('SparkByExamples.com') \

.getOrCreate()

from pyspark.sql.functions import \*

df=spark.createDataFrame([["1"]],["id"])

df.select(current\_date().alias("current\_date"), \

date\_format(current\_date(),"yyyy MM dd").alias("yyyy MM dd"), \

date\_format(current\_timestamp(),"MM/dd/yyyy hh:mm").alias("MM/dd/yyyy"), \

date\_format(current\_timestamp(),"yyyy MMM dd").alias("yyyy MMMM dd"), \

date\_format(current\_timestamp(),"yyyy MMMM dd E").alias("yyyy MMMM dd E") \

).show()

#SQL

spark.sql("select current\_date() as current\_date, "+

"date\_format(current\_timestamp(),'yyyy MM dd') as yyyy\_MM\_dd, "+

"date\_format(current\_timestamp(),'MM/dd/yyyy hh:mm') as MM\_dd\_yyyy, "+

"date\_format(current\_timestamp(),'yyyy MMM dd') as yyyy\_MMMM\_dd, "+

"date\_format(current\_timestamp(),'yyyy MMMM dd E') as yyyy\_MMMM\_dd\_E").show()

### Conclusion:

In this article, you have learned how to convert Date to String format using the Date function date\_format().

### Related Articles:

* [PySpark – How to Get Current Date & Timestamp](https://sparkbyexamples.com/pyspark/pyspark-current-date-timestamp/)
* [PySpark Convert String to Date Format](https://sparkbyexamples.com/pyspark/pyspark-to_date-convert-string-to-date-format/)
* [PySpark SQL Date and Timestamp Functions](https://sparkbyexamples.com/pyspark/pyspark-sql-date-and-timestamp-functions/)

# PySpark – Difference between two dates (days, months, years)

Using PySpark SQL functions datediff(), months\_between() you can calculate the difference between two dates in days, months, and year, let’s see this by using a DataFrame example. You can also use these to calculate age.

## datediff() Function

First Let’s see getting the difference between two dates using datediff() PySpark function.

from pyspark.sql.functions import \*

data = [("1","2019-07-01"),("2","2019-06-24"),("3","2019-08-24")]

df=spark.createDataFrame(data=data,schema=["id","date"])

df.select(

col("date"),

current\_date().alias("current\_date"),

datediff(current\_date(),col("date")).alias("datediff")

).show()

Output:

+----------+------------+--------+

| date|current\_date|datediff|

+----------+------------+--------+

|2019-07-01| 2021-02-26| 606|

|2019-06-24| 2021-02-26| 613|

|2019-08-24| 2021-02-26| 552|

+----------+------------+--------+

## months\_between() Function

Now, Let’s see how to get month and year differences between two dates using months\_between() function.

from pyspark.sql.functions import \*

df.withColumn("datesDiff", datediff(current\_date(),col("date"))) \

.withColumn("montsDiff", months\_between(current\_date(),col("date"))) \

.withColumn("montsDiff\_round",round(months\_between(current\_date(),col("date")),2)) \

.withColumn("yearsDiff",months\_between(current\_date(),col("date"))/lit(12)) \

.withColumn("yearsDiff\_round",round(months\_between(current\_date(),col("date"))/lit(12),2)) \

.show()

Yields below output. Note that here we use round() function and lit() functions on top of months\_between() to get the year between two dates.

+---+----------+---------+-----------+---------------+------------------+---------------+

| id| date|datesDiff| montsDiff|montsDiff\_round| yearsDiff|yearsDiff\_round|

+---+----------+---------+-----------+---------------+------------------+---------------+

| 1|2019-07-01| 606|19.80645161| 19.81|1.6505376341666667| 1.65|

| 2|2019-06-24| 613|20.06451613| 20.06|1.6720430108333335| 1.67|

| 3|2019-08-24| 552|18.06451613| 18.06|1.5053763441666668| 1.51|

+---+----------+---------+-----------+---------------+------------------+---------------+

Let’s see another example of the difference between two dates when dates are not in PySpark DateType format yyyy-MM-dd. when dates are not in DateType format, all date functions return null. Hence, you need to first convert the input date to Spark DateType using to\_date() function.

from pyspark.sql.functions import \*

data2 = [("1","07-01-2019"),("2","06-24-2019"),("3","08-24-2019")]

df2=spark.createDataFrame(data=data2,schema=["id","date"])

df2.select(

to\_date(col("date"),"MM-dd-yyyy").alias("date"),

current\_date().alias("endDate")

)

## SQL Example

Let’s see how to calculate the difference between two dates in years using PySpark SQL example. similarly you can calculate the days and months between two dates.

spark.sql("select round(months\_between('2019-07-01',current\_date())/12,2) as years\_diff").show()

#### Complete Code:

from pyspark.sql import SparkSession

# Create SparkSession

spark = SparkSession.builder \

.appName('SparkByExamples.com') \

.getOrCreate()

data = [("1","2019-07-01"),("2","2019-06-24"),("3","2019-08-24")]

df=spark.createDataFrame(data=data,schema=["id","date"])

from pyspark.sql.functions import \*

df.select(

col("date"),

current\_date().alias("current\_date"),

datediff(current\_date(),col("date")).alias("datediff")

).show()

df.withColumn("datesDiff", datediff(current\_date(),col("date"))) \

.withColumn("montsDiff", months\_between(current\_date(),col("date"))) \

.withColumn("montsDiff\_round",round(months\_between(current\_date(),col("date")),2)) \

.withColumn("yearsDiff",months\_between(current\_date(),col("date"))/lit(12)) \

.withColumn("yearsDiff\_round",round(months\_between(current\_date(),col("date"))/lit(12),2)) \

.show()

data2 = [("1","07-01-2019"),("2","06-24-2019"),("3","08-24-2019")]

df2=spark.createDataFrame(data=data2,schema=["id","date"])

df2.select(

to\_date(col("date"),"MM-dd-yyyy").alias("date"),

current\_date().alias("endDate")

)

spark.sql("select round(months\_between('2019-07-01',current\_date())/12,2) as years\_diff").show()

### Conclusion:

In this tutorial, you have learned how to calculate days, months, and years between two dates using [PySpark Date and Time functions](https://sparkbyexamples.com/pyspark/pyspark-sql-date-and-timestamp-functions/) datediff(), months\_between(). You can find more information about these functions at the [following blog](https://databricks.com/blog/2015/09/16/apache-spark-1-5-dataframe-api-highlights.html)

Happy Learning !!

# PySpark Convert DataFrame Columns to MapType (Dict)

Problem: How to convert selected or all DataFrame columns to MapType similar to Python Dictionary (Dict) object

Solution: PySpark SQL function create\_map() is used to convert selected DataFrame columns to MapType, create\_map() takes a list of columns you wanted to convert as an argument and returns a MapType column.

Let’s create a DataFrame

from pyspark.sql import SparkSession

from pyspark.sql.types import StructType,StructField, StringType, IntegerType

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

data = [ ("36636","Finance",3000,"USA"),

("40288","Finance",5000,"IND"),

("42114","Sales",3900,"USA"),

("39192","Marketing",2500,"CAN"),

("34534","Sales",6500,"USA") ]

schema = StructType([

StructField('id', StringType(), True),

StructField('dept', StringType(), True),

StructField('salary', IntegerType(), True),

StructField('location', StringType(), True)

])

df = spark.createDataFrame(data=data,schema=schema)

df.printSchema()

df.show(truncate=False)

This yields below output

root

|-- id: string (nullable = true)

|-- dept: string (nullable = true)

|-- salary: integer (nullable = true)

|-- location: string (nullable = true)

+-----+---------+------+--------+

|id |dept |salary|location|

+-----+---------+------+--------+

|36636|Finance |3000 |USA |

|40288|Finance |5000 |IND |

|42114|Sales |3900 |USA |

|39192|Marketing|2500 |CAN |

|34534|Sales |6500 |USA |

+-----+---------+------+--------+

## Convert DataFrame Columns to MapType

Now, using create\_map() SQL function let’s convert PySpark DataFrame columns salary and location to MapType.

#Convert columns to Map

from pyspark.sql.functions import col,lit,create\_map

df = df.withColumn("propertiesMap",create\_map(

lit("salary"),col("salary"),

lit("location"),col("location")

)).drop("salary","location")

df.printSchema()

df.show(truncate=False)

This yields below output.

root

|-- id: string (nullable = true)

|-- dept: string (nullable = true)

|-- propertiesMap: map (nullable = false)

| |-- key: string

| |-- value: string (valueContainsNull = true)

+-----+---------+---------------------------------+

|id |dept |propertiesMap |

+-----+---------+---------------------------------+

|36636|Finance |[salary -> 3000, location -> USA]|

|40288|Finance |[salary -> 5000, location -> IND]|

|42114|Sales |[salary -> 3900, location -> USA]|

|39192|Marketing|[salary -> 2500, location -> CAN]|

|34534|Sales |[salary -> 6500, location -> USA]|

+-----+---------+---------------------------------+

# PySpark Count Distinct from DataFrame

In PySpark, you can use distinct().count() of DataFrame or countDistinct() SQL function to get the count distinct.

distinct() eliminates duplicate records(matching all columns of a Row) from DataFrame, count() returns the count of records on DataFrame. By chaining these you can get the count distinct of PySpark DataFrame.

countDistinct() is a SQL function that could be used to get the count distinct of the selected columns.

Let’s see these two ways with examples.

Before we start, first let’s [create a DataFrame](https://sparkbyexamples.com/spark/different-ways-to-create-a-spark-dataframe/) with some duplicate rows and duplicate values in a column.

sfrom pyspark.sql import SparkSession

spark = SparkSession.builder \

.appName('SparkByExamples.com') \

.getOrCreate()

data = [("James", "Sales", 3000),

("Michael", "Sales", 4600),

("Robert", "Sales", 4100),

("Maria", "Finance", 3000),

("James", "Sales", 3000),

("Scott", "Finance", 3300),

("Jen", "Finance", 3900),

("Jeff", "Marketing", 3000),

("Kumar", "Marketing", 2000),

("Saif", "Sales", 4100)

]

columns = ["Name","Dept","Salary"]

df = spark.createDataFrame(data=data,schema=columns)

df.show()

Yields below output

+-------------+----------+------+

|employee\_name|department|salary|

+-------------+----------+------+

| James| Sales| 3000|

| Michael| Sales| 4600|

| Robert| Sales| 4100|

| Maria| Finance| 3000|

| James| Sales| 3000|

| Scott| Finance| 3300|

| Jen| Finance| 3900|

| Jeff| Marketing| 3000|

| Kumar| Marketing| 2000|

| Saif| Sales| 4100|

+-------------+----------+------+

## Using DataFrame distinct() and count()

On the above DataFrame, we have a total of 10 rows and one row with all values duplicated, performing distinct count ( distinct().count() ) on this DataFrame should get us 9.

print("Distinct Count: " + str(df.distinct().count()))

This yields output **“Distinct Count: 9”**

## Using countDistinct() SQL Function

DataFrame distinct() returns a new DataFrame after eliminating duplicate rows (distinct on all columns). if you want to get count distinct on selected columns, use the PySpark SQL function countDistinct(). This function returns the number of distinct elements in a group.

In order to use this function, you need to import it first.

from pyspark.sql.functions import countDistinct

df2=df.select(countDistinct("department", "salary"))

df2.show()

Yields below output

+----------------------------------+

|count(DISTINCT department, salary)|

+----------------------------------+

|8 |

+----------------------------------+

Note that countDistinct() function returns a value in a Column type hence, you need to collect it to get the value from the DataFrame. And this function can be used to get the distinct count of any number of selected or all columns.

print("Distinct Count of Department & Salary: "+ str(df2.collect()[0][0]))

This outputs **“Distinct Count of Department & Salary: 8”**

## Using SQL to get Count Distinct

df.createOrReplaceTempView("EMP")

spark.sql("select distinct(count(\*)) from EMP").show()

# Displays this on console

+--------+

|count(1)|

+--------+

| 10|

+--------+

## Source Code of PySpark Count Distinct Example

from pyspark.sql import SparkSession

spark = SparkSession.builder \

.appName('SparkByExamples.com') \

.getOrCreate()

data = [("James", "Sales", 3000),

("Michael", "Sales", 4600),

("Robert", "Sales", 4100),

("Maria", "Finance", 3000),

("James", "Sales", 3000),

("Scott", "Finance", 3300),

("Jen", "Finance", 3900),

("Jeff", "Marketing", 3000),

("Kumar", "Marketing", 2000),

("Saif", "Sales", 4100)

]

columns = ["Name","Dept","Salary"]

df = spark.createDataFrame(data=data,schema=columns)

df.distinct().show()

print("Distinct Count: " + str(df.distinct().count()))

# Using countDistrinct()

from pyspark.sql.functions import countDistinct

df2=df.select(countDistinct("Dept","Salary"))

df2.show()

print("Distinct Count of Department & Salary: "+ str(df2.collect()[0][0]))

## Conclusion

In this article, you have learned how to get count distinct of all columns or selected columns on PySpark DataFrame.

# PySpark lit() – Add Literal or Constant to DataFrame

PySpark SQL functions [lit()](https://sparkbyexamples.com/pyspark/pyspark-lit-add-literal-constant/#lit)and [typedLit()](https://sparkbyexamples.com/pyspark/pyspark-lit-add-literal-constant/#typedlit) are used to add a new column to DataFrame by assigning a literal or constant value. Both these functions return [Column type](https://sparkbyexamples.com/pyspark/pyspark-column-functions/) as return type.

Both of these are available in PySpark by importing pyspark.sql.functions

First, let’s create a DataFrame.

import pyspark

from pyspark.sql import SparkSession

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

data = [("111",50000),("222",60000),("333",40000)]

columns= ["EmpId","Salary"]

df = spark.createDataFrame(data = data, schema = columns)

## lit() Function to Add Constant Column

PySpark lit() function is used to add constant or literal value as a new column to the DataFrame.

*Creates a [[Column]] of literal value. The passed in object is returned directly if it is already a [[Column]]. If the object is a Scala Symbol, it is converted into a [[Column]] also. Otherwise, a new [[Column]] is created to represent the literal value*

Let’s take a look at some examples.

### Example 1: Simple usage of lit() function

Let’s see an example of how to create a new column with constant value using lit() [Spark SQL function](https://sparkbyexamples.com/spark/spark-sql-functions-understanding/). On the below snippet, we are creating a new column by adding a literal ‘1’ to PySpark DataFrame.

from pyspark.sql.functions import col,lit

df2 = df.select(col("EmpId"),col("Salary"),lit("1").alias("lit\_value1"))

df2.show(truncate=False)

+-----+------+----------+

|EmpId|Salary|lit\_value1|

+-----+------+----------+

| 111| 50000| 1|

| 222| 60000| 1|

| 333| 40000| 1|

+-----+------+----------+

Adding the same constant literal to all records in DataFrame may not be real-time useful so let’s see another example.

### Example 2 : lit() function with withColumn

The following example shows how to use pyspark lit() function using withColumn to derive a new column based on some conditions.

from pyspark.sql.functions import when, lit, col

df3 = df2.withColumn("lit\_value2", when(col("Salary") >=40000 & col("Salary") <= 50000,lit("100")).otherwise(lit("200")))

df3.show(truncate=False)

Below is the output for the above code snippet.

+-----+------+----------+----------+

|EmpId|Salary|lit\_value1|lit\_value2|

+-----+------+----------+----------+

| 111| 50000| 1| 100|

| 222| 60000| 1| 200|

| 333| 40000| 1| 100|

+-----+------+----------+----------+

## typedLit() Function – Syntax

Difference between lit() and typedLit() is that, typedLit function can handle collection types e.g.: Array, Dictionary(map) e.t.c

## Complete Example of How to Add Constant Column

import pyspark

from pyspark.sql import SparkSession

spark = SparkSession.builder.appName('SparkByExamples.com').getOrCreate()

data = [("111",50000),("222",60000),("333",40000)]

columns= ["EmpId","Salary"]

df = spark.createDataFrame(data = data, schema = columns)

df.printSchema()

df.show(truncate=False)

from pyspark.sql.functions import col,lit

df2 = df.select(col("EmpId"),col("Salary"),lit("1").alias("lit\_value1"))

df2.show(truncate=False)

from pyspark.sql.functions import when

df3 = df2.withColumn("lit\_value2", when(col("Salary") >=40000 & col("Salary") <= 50000,lit("100")).otherwise(lit("200")))

df3.show(truncate=False)

### Conclusion:

You have learned multiple ways to add a constant literal value to DataFrame using PySpark lit() function and have learned the difference between lit and typedLit functions.

When possible try to use predefined PySpark functions as they are a little bit more compile-time safety and perform better when compared to user-defined functions. If your application is critical on performance try to avoid using custom UDF functions as these are not guarantee on performance.