***ASSIGNMENT-10***

1. ***WAP to implement Threaded Binary Tree (TBT).  
   a. Insert a node into the TBT.  
   b. Delete a node from the TBT.  
   c. Display the preorder traversal of the TBT.  
   d. Display the inorder traversal of the TBT.  
   e. Display the postorder traversal of the TBT.***

#include<stdio.h>

#include<stdlib.h>

#include<stdbool.h>

struct Node

{

struct Node \*left, \*right;

int info;

bool lthread;

bool rthread;

};

typedef struct Node Node;

struct Node \*insert(struct Node \*root, int ikey)

{

Node \*ptr = root;

Node \*par = NULL;

while (ptr != NULL)

{

if (ikey == (ptr->info))

{

printf("Duplicate Key !\n");

return root;

}

par = ptr;

if (ikey < ptr->info)

{

if (ptr -> lthread == false)

ptr = ptr -> left;

else

break;

}

else

{

if (ptr->rthread == false)

ptr = ptr -> right;

else

break;

}

}

Node \*tmp = malloc(sizeof(Node));

tmp -> info = ikey;

tmp -> lthread = true;

tmp -> rthread = true;

if (par == NULL)

{

root = tmp;

tmp -> left = NULL;

tmp -> right = NULL;

}

else if (ikey < (par -> info))

{

tmp -> left = par -> left;

tmp -> right = par;

par -> lthread = false;

par -> left = tmp;

}

else

{

tmp -> left = par;

tmp -> right = par -> right;

par -> rthread = false;

par -> right = tmp;

}

return root;

}

struct Node \*inSucc(struct Node \*ptr)

{

if (ptr->rthread == true)

return ptr->right;

ptr = ptr -> right;

while (ptr->right)

ptr = ptr->left;

return ptr;

}

struct Node \*inorderSuccessor(struct Node \*ptr)

{

if (ptr -> rthread == true)

return ptr->right;

ptr = ptr -> right;

while (ptr -> lthread == false)

ptr = ptr -> left;

return ptr;

}

void inorder(struct Node \*root)

{

if (root == NULL)

printf("Tree is empty");

struct Node \*ptr = root;

while (ptr -> lthread == false)

ptr = ptr -> left;

while (ptr != NULL)

{

printf("%d ",ptr -> info);

ptr = inorderSuccessor(ptr);

}

}

struct Node \*inPred(struct Node \*ptr)

{

if (ptr->lthread == true)

return ptr->right;

ptr = ptr->left;

while (ptr->rthread);

ptr = ptr->right;

return ptr;

}

struct Node \*caseA(struct Node \*root, struct Node \*par,

struct Node \*ptr)

{

if (par == NULL)

root = NULL;

else if (ptr == par->left)

{

par->lthread = true;

par->left = ptr->left;

}

else

{

par->rthread = true;

par->right = ptr->right;

}

free(ptr);

return root;

}

struct Node \*caseB(struct Node \*root, struct Node \*par,

struct Node \*ptr)

{

struct Node \*child;

if (ptr->lthread == false)

child = ptr->left;

else

child = ptr->right;

if (par == NULL)

root = child;

else if (ptr == par->left)

par->left = child;

else

par->right = child;

Node \*s = inSucc(ptr);

Node \*p = inPred(ptr);

if (ptr->lthread == false)

p->right = s;

else

{

if (ptr->rthread == false)

s->left = p;

}

free(ptr);

return root;

}

struct Node \*caseC(struct Node \*root, struct Node \*par,

struct Node \*ptr)

{

struct Node \*parsucc = ptr;

struct Node \*succ = ptr -> right;

while (succ->left != NULL)

{

parsucc = succ;

succ = succ -> left;

}

ptr->info = succ->info;

if (succ->lthread == true && succ->rthread == true)

root = caseA(root, parsucc, succ);

else

root = caseB(root, parsucc, succ);

return root;

}

struct Node \*delThreadedBST(struct Node\* root, int dkey)

{

struct Node \*par = NULL, \*ptr = root;

int found = 0;

while (ptr != NULL)

{

if (dkey == ptr->info)

{

found = 1;

break;

}

par = ptr;

if (dkey < ptr->info)

{

if (ptr->lthread == false)

ptr = ptr -> left;

else

break;

}

else

{

if (ptr->rthread == false)

ptr = ptr->right;

else

break;

}

}

if (found == 0)

printf("dkey not present in tree\n");

else if (ptr->lthread == false && ptr->rthread == false)

root = caseC(root, par, ptr);

else if (ptr->lthread == false)

root = caseB(root, par, ptr);

else if (ptr->rthread == false)

root = caseB(root, par, ptr);

else

root = caseA(root, par, ptr);

return root;

}

void preorder(Node \* root){

printf("%d ", root->info);

if(!(root->lthread) && !(root->rthread)){

preorder(root->left);

}

if(!(root->lthread) && !(root->rthread)){

preorder(root->right);

}

}

void postorder(Node \* root){

if(!(root->lthread) && !(root->rthread)){

postorder(root->left);

}

if(!(root->lthread) && !(root->rthread)){

postorder(root->right);

}

printf("%d ", root->info);

}

int main()

{

struct Node \*root = NULL;

printf("Enter your choice what you want to do\n");

printf("1.Insert an element in TBT\n");

printf("2.Delete an element in TBT\n");

printf("3.Display Preorder Traversal of TBT\n");

printf("4.Display Inorder Traversal of TBT\n");

printf("5.Display Postorder Traversal of TBT\n");

printf("6.Exit\n");

while(1)

{

int ch;

scanf("%d",&ch);

switch(ch)

{

case 1:

printf("Enter element : ");

scanf("%d",&ch);

root = insert(root,ch);

break;

case 2:

printf("Enter element you want to delete : ");

scanf("%d",&ch);

root = delThreadedBST(root,ch);

break;

case 3:

preorder(root);

break;

case 4:

inorder(root);

break;

case 5:

postorder(root);

break;

case 6:

exit(1);

}

}

return 0;

}

***OUTPUT :***
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1. ***WAP to construct an Expression Tree (Heterogeneous Tree) from postfix expression.***

#include<stdio.h>

#include<string.h>

#include<stdlib.h>

#define SIZE 1000

struct btnode{

char info;

struct btnode \*lchild,\*rchild;

};

typedef struct btnode BTNODE;

BTNODE \*create(BTNODE \*root,char str[]);

void postdisplay(BTNODE \*root);

int main()

{

BTNODE \*root = NULL;

printf("Enter Postfix Expression : \n");

char str[SIZE];

scanf("%s",str);

root = create(root,str);

printf("Postorder Traversal of Expression Tree : \n");

postdisplay(root);

return 0;

}

BTNODE \*create(BTNODE \*root,char str[])

{

BTNODE \*\*arr = (BTNODE \*\*)malloc(sizeof(struct btnode\*)\*SIZE);

int top = -1;

int i;

int l = strlen(str);

for(i=0;i<l;i++)

{

BTNODE \*tmp = (BTNODE \*)malloc(sizeof(BTNODE));

tmp->info = str[i];

if(str[i]>='A' && str[i]<='Z')

{

tmp->lchild = tmp->rchild = NULL;

arr[++top] = tmp;

}

else

{

tmp->rchild = arr[top--];

tmp->lchild = arr[top--];

arr[++top] = tmp;

}

}

root = arr[top--];

return root;

}

void postdisplay(BTNODE \*root)

{

if(root!=NULL)

{

postdisplay(root->lchild);

postdisplay(root->rchild);

printf("%c",root->info);

}

}

***OUTPUT :***

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAWEAAABHCAIAAABZH2EfAAAAAXNSR0IArs4c6QAADj9JREFUeF7tnb9S47oXxw1zy71PwADFLZYH+DUZKGBL6ClYZraF7VPATCpmQpF+ScsMS0G/KckWMHkFKG5BGJ6D3/foyIrsSJbsmMVcH1fgyPrzkXR8jqxztPTp06dELiEgBISAh8CykBECQkAIFBAQGSHDQwgIgSIC7ZURSxvff/7W18/vGwxpie/i/6WlNgyctrW3DX1aextJRliTheaMmTAFhe2dRyWrUF09atPZ+/v3+d4C09VXz6Wlvf5wfzrY2VbX1x8PFarqe6QCzxpLl6yEQL0EUj1iMuDZUvuEqVbdSTp7B5NOd9xfREy4K/B5fS2Z3I3yP76+Pvz4qmTG62u1muunGsbT15ba2rsQLHm40QS8tga/z8/38Cbmi/Rvo3R0O8nK/lD/cr5nmmhS2+o6MsLD5u0ao6eYDEeXNy/J2vpnyxAwpab6RU71gOIRrKezT2bvf6tFxvjgR1QDq6g2vnx8nLkJPm5Ozk4OyMd339neufS6sQX1LBjgYss0evbHVS6wHtHpHjwfkUJ+dJPsf9tFnuo9uz2YJC83R1rxOPll5k830frIYLo/7FN6viBQhpv3Rzs7O5RRj8VNqQuj7fiK8uBCj27WulfHvGrw+bgHs8HoQSe/SAXw1ZMnxni4v5JAQxkrgaOnAT9yBKFkXVAsDtM6Y54fdNDu01/ltYzifDpdkEs593S7fNwgIJycnRx8fAyiXHsLOOOR+fFQqhMl8UckkMqITtesAPB7mK/J4BBqN/54fJridV6wkgcLfwvz51Kr7/T+72zNbATMrMMLUuApoxLX7rf9lZf720dIgi+bK5PrC/xF1+PF9WRl84vSL+iyyyrMngUBRNULGrfD6xGQKkWWBab3GUm2fr+3n9ycMZDA5eJZkA+qwqIt3645bgHOPg7RfIo5x48H5iO2TGigfIDfHesRPFhLX2ThQ13gNzO/qLWNQFlNn9jCf339daLM/eL88YrnfOiFyasD/6yuvDz/O3vs3+eXldV/6H9Me1IrWCmwzITSTfA/8HgBKdHpQEKkQiqQubUeYfMsnc88Nz9nH4dyfPyca+QpWX0gAvV9+yQFAW89/aUgXf2sJG5If0nzSQ2ZZCYTGG9mLGvtAOrBWvctxASr8TkDqkI3h/MhETB90tqSq4RCzj4OJfgUcq7QZHnkoxOoKCNoIG1+sU0PKAh3kxVes3iT6/H2/qVzcKyti91+t8M2iHVBs0Ui+858PSvUbWnvnL6Tno5Gp/SZxbbFSuUWkw/ZVpO7AtsnhvM8B66n736mFRGc41sta5bxrBqb0rEeEfPdQenMMCwy6v3oVL3GrYWNGpuN8X1xSC9ybYOs6QWO3KI9rWqezj5pOuvprJXJh1czjdmCiT3udiYDWqfE/FRSYhwWE9Z6BPMszidjWxnVyYPPydnHIXg/114f5xq7UrL6WASWxKfrfTuMvyOsXus1y/etjJQuBOYJVLQ1BKUQEAItISAyoiUdLc0UAhUJiK1REZw8JgRaQkD0iJZ0tDRTCFQkIDKiIjh5TAi0hEBzZQQcK8KfGFvSS9JMIfB+BLSM0AFXrNgq+TgOcWFXsAvAbI/Q+wJy0RQi9kojD0gHduxg38f34yMlC4G2E9AyAg5Tyc3gJrG8pBQZ3hPN3pq2H6cTG+bzuIu9TXob9VnyLfXv1N5TlA82WYXEDTw67rbG2LmEnUW95KzeADBt73BpvxAoSYBkBFQG+FROn0a393NCQmXn3MObC/EEf0TaRpz6ieKphx8nOd8t2sN3dkO7uI2/pqe62ENdsiGSXAgIgTchoPQI5XaNoExQ73NeGFwmCxFH2Ca7Sp7ITvlakztAQEhA+kB92BlMoH6cJT2xNd6k5yVTIRBHgGQEiwjyIxrBLSvzkmc/gjE8vaeDgM84/DDjigymYu9xkjnK71tsjSAxSSAE3o7Asq0jsE+hLSSMj/bR8wGvI5hVSTtcXbUPEHZk6vkAcJAOFSNZvB0tyVkItI/AstIiKGyb9qdEoMqs0zczUSYChXShGDHqssPV0WSGDoJoUEHXcCpOO3VzfNn0CgSDal/XSIuFQCMILKtYLfgWoT9GUBA313KBmtp2GKh87ZUOAllzZWJVbnw/z8Wt5Ij1iDgXjEPVCDZSCSEgBJJkeRdRKO9vZ6His2uKRr+guAwckNJ/QcNQ30i1StJLLlNZoKPL4nsmRXYNxUeQfhECQqA5BMSnqzl9ITURAk0k0Ny92E2kJXUSAu0jIDKifX0uLRYCZQiIjChDS9IKgfYREBnRvj6XFguBMgRERpShJWmFQPsINF1G0LbOkJ9o23rNd5ZvNQ72btf/jGuMnOtRbTA4n1r6++//IXY7zpRIL2y/rnLmLT+OGY1DhGv0sKBjKZBjaGtGPBFMiUxz6Uk6VPPDbeuCpEDI/QU3m9CuNrVpJWbbO5VoDRRQq7Gj43swJiWfSIDTWWscOVzuf2b8xGDkNFqPMH4Z6oiZ/uws3/icPkhKswHc2ksePn/0gzSufDUjvXWtN4jZPN9YAYHKvt1ZxC0cP3lbg877Ts/yzYaigt+WPk88F6KKHbpYAbYdvcy5m758OMaU0ZxtRdeEs0KkGXvgz8JcWQZIQT6lJk1MfYzvmVLRqRLm9WL/W6qeTp5GL0vjes34l2oUvfoyznPV83GWy3mbvlMNpyK40PM9Q2LGKoqzPySacSD0cfPZYk4OBfUsy7lsu1jv1lecQf0uNpR3PYK1NezA5vcGBZC6OuYDPvlgW9sZCzfZP8t29GI1uCAf/IqDxqmMHY501eMpB3B0XLi6EEXCdJV9P3c8rzOfsn3sqw/6futO+7OQnsUcspvWLVe1TP1j6unkyWLXUW7JVvn480RSx7vrnfLzrrcxReG9epj2HcTCQQcmyMxW7XTV7nsaP+hePX5i+t3m5uPju89DEY5Hdv2Lx2GnC4M2recCZ9YGx7PdroLxHEP+j6XJywg6k5bdMlVUiesLferu48V1xmu8sxVrjxTnQ0sByg2Ew1eSTNmDB8nN5ezMTv2izt4nfceuw1w+FQm68rG91Mm7VV0cm4t9ZLV//TU1JFf/2Hq6eDrLLd0uD399kjjNJB1JcBtCvdAfh4q2zjE173OICTr9tdfv97ACcGav7CBrXunIj59Qv+e5+cZbTePQxE+jYbi2bh92XQ54dLsC48RT6tvZUAXN/It/I9+trvprMtj+qt7/5A9qO3qmZ84/kMpwlPzEgcD0BNIX+2j586Hipk/sJwa30ZNtVe4GYstM77IHglNKspxXOsPx/qw1L+uIefeg/p/Lp1zXmtSufPLLVC/PnJzG/f4W/OUfeR6yWCtfTx9PX7nlmlbMv1xe3u6ms5c31Rph+lIJZOzud3f/+vjUMw7nR1pZJnb6+HYlheN5kTrU/Wx+zXI24VOZkJaYGWv6LcQxbItDXRfmE2wOR6NSMxISnpzYZxEnKFpVkR9qMPOYBKSj0utR21y27aPc4VXIDLDhQF5V6znPs6DcmGrP0izGP7IsVvtzhlXmWerI6VPBhCzsX994+2PjMJKDI5mvXe80nis0xL8/guztzsGxjk672++SD3m2j+dj4dKAzIWoicgnU28rPT58mo9tHCNrfwFbsQId9QgF4ePRTV8Ks2uoMD0gJHa31oxxtEg9szyLyi3RlrL8S2Stk6pumg5OR6NTWq5xBiUjG9aIUVcRMdycsZeRme++b1zhvnM8l296+Alfu2LaO5/7u6xZaltjvjYUw/pwsDoe/mblPjW09Jdns5+C7s/WDljn1AaBMkN8+fjocuxs5EHlIvNBMjzQaUenR+tXQ3w80f8HzZxwD4ZToC9PB1tjbYu94ICBtbQ+9DDs5oNhF2qGJT1L1dPH01duNn2XaBRyKMs/QITWIzR/3h9BG1i6Haw7KDVKszpPdk7VoMjYsKG4IU5uPj5x92d8/OM5PAYWTOEbD6XGyYJ1WORxiR+xCD151kuA5/DqddTuLOHYZAJN34vdZHZSNyHQBgIiI9rQy9JGIVCdgNga1dnJk0KgDQREj2hDL0sbhUB1AiIjqrOTJ4VAGwg0V0bAoaDa8V9t6DZpoxD4YwS0jNCegX5nu8hAL+akP/gLsS9g9sA+8hsKtg2+LpAO7MDBvnTBRySBEBACb0RAywg4HCTYHpRkDgRGkRxXgr0yh/3AQX2Yz+PumtkufZZ8S12ntdcQ5YO92yE3WHhu3G3BG6SDHTg4QLzJcQreqFckWyHQHAIkI9htcfo0ur2fExKqps69rhxEzrQE+5Rpu+1gFtDp4cdJzp+C91A6zwrMEcGe7uYwkpoIgTYTUHqEclu8G5HblPNAYPtscS+syIhG2bALztwgfaA+wHsK6sdZ0hNbo80DVNr+7gRIRrCIoP32cFHKHgjM532OEYpkOgiEPCQXpHou2BqwL9jjE459YmvUg1VyEQKVCCzbOgL7otlrEibO5dHzAa8jmFVJOyxdtQ8Q2eXMfAw1O8JKpabJQ0JACNRAYFlpEco/T10083PO3aoUZSKsIp4KxYJRlx2WjlQMitCkgikUX1ZQNxM+VOUXEQQplLf8LgSEQO0Elik8AoVu0bFb8OXBuaaoprYdlipfE6WDQNZcmTCwG9/Pzd+cmuIvICDE5PoPxIapnZRkKATaSWB5F9Ej7285YJxRGIy5YfQLikwbOuQCGob6RqpVkl5ymcoCHVWVotvhY2oojkA7e0JaLQSaSUB8uprZL1IrIdAUAs3di90UQlIPIdBuAiIj2t3/0nohECIgMiJESH4XAu0mIDKi3f0vrRcCIQIiI0KE5Hch0G4CIiPa3f/SeiEQIiAyIkRIfhcC7SYgMqLd/S+tFwIhAiIjQoTkdyHQbgL/B65kvSgGafXqAAAAAElFTkSuQmCC)

1. ***WAP to implement Huffman Tree.***

#include<bits/stdc++.h>

using namespace std;

#define SIZE 10000

struct huffnode{

int freq;

char data;

struct huffnode \*lchild,\*rchild;

};

typedef struct huffnode HNODE;

struct dref{

bool operator()(const HNODE\* a,const HNODE\* b)const{

return a->freq > b->freq;

}

};

typedef priority\_queue<HNODE \*,vector<HNODE\*>,dref> pq;

HNODE \*create(char str[]);

void indisplay(HNODE \*root);

void postdisplay(HNODE \*root);

void decode(HNODE \*root,char str[]);

int main()

{

HNODE \*root = NULL;

char str[SIZE];

cout << "Enter Message : " << endl;

cin >> str;

root = create(str);

//indisplay(root);

cout << "Enter String you want to decode\n";

cin >> str;

decode(root,str);

//postdisplay(root);

return 0;

}

HNODE \*create(char str[])

{

pq p;

int arr[26]={0};

int i=0;

int l = strlen(str);

while(i!=l){

arr[str[i]-65]++;

i++;

}

for(i=0;i<26;i++)

{

if(arr[i]!=0)

{

HNODE \*tmp = (HNODE \*)malloc(sizeof(HNODE));

tmp->lchild = NULL;

tmp->rchild = NULL;

tmp->data = (char)(i+65);

tmp->freq = arr[i];

p.push(tmp);

}

}

HNODE \*a = p.top();

p.pop();

HNODE \*q = (HNODE \*)malloc(sizeof(HNODE));

q->data = a->data;

q->freq = a->freq;

q->lchild = q->rchild = NULL;

a=q;

while(p.size()!=0)

{

HNODE \*b = p.top();

p.pop();

HNODE \*tmp = (HNODE \*)malloc(sizeof(HNODE));

tmp->freq = a->freq + b->freq;

tmp->data = '\0';

if(a->freq < b->freq)

{

tmp->rchild = b;

tmp->lchild = a;

}

else

{

tmp->rchild = a;

tmp->lchild = b;

}

a = tmp;

}

return a;

}

void decode(HNODE \*root,char str[])

{

int i;

int l = strlen(str);

HNODE \*p = root;

for(i=0;i<l;i++)

{

if(str[i]=='1')

{

if(p->rchild==NULL)

{

printf("%c",p->data);

i--;

p = root;

}

else

p = p->rchild;

}

else

{

if(p->lchild==NULL)

{

printf("%c",p->data);

p = root;

i--;

}

else

p = p->lchild;

}

}

printf("%c",p->data);

}

void indisplay(HNODE \*root)

{

if(root!=NULL)

{

indisplay(root->lchild);

printf("%c %d\n",root->data,root->freq);

indisplay(root->rchild);

}

}

void postdisplay(HNODE \*root)

{

if(root!=NULL)

{

postdisplay(root->lchild);

postdisplay(root->rchild);

printf("%c %d\n",root->data,root->freq);

}

}

***OUTPUT :***
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