# 第七章 EventTime与Window

## 7.1 EventTime的引入

**在Flink的流式处理中，绝大部分的业务都会使用eventTime，一般只在eventTime无法使用时，才会被迫使用ProcessingTime或者IngestionTime**。

如果要使用EventTime，那么需要引入EventTime的时间属性，引入方式如下所示：

**val env = StreamExecutionEnvironment.getExecutionEnvironment**

**// 从调用时刻开始给env创建的每一个stream追加时间特征**

**env.setStreamTimeCharacteristic(TimeCharacteristic.EventTime)**

## 7.2 Watermark

### 7.2.1 基本概念

我们知道，流处理从事件产生，到流经source，再到operator，中间是有一个过程和时间的，虽然大部分情况下，流到operator的数据都是按照事件产生的时间顺序来的，但是也不排除由于网络、分布式等原因，导致乱序的产生，所谓乱序，就是指Flink接收到的事件的先后顺序不是严格按照事件的Event Time顺序排列的。
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图 数据的乱序

那么此时出现一个问题，一旦出现乱序，如果只根据eventTime决定window的运行，我们不能明确数据是否全部到位，但又不能无限期的等下去，此时必须要有个机制来保证一个特定的时间后，必须触发window去进行计算了，这个特别的机制，就是Watermark。

Watermark是一种衡量Event Time进展的机制，它是数据本身的一个隐藏属性，数据本身携带着对应的Watermark。

**Watermark是用于处理乱序事件的，而正确的处理乱序事件，通常用Watermark机制结合window来实现**。

**数据流中的Watermark用于表示timestamp小于Watermark的数据，都已经到达了，因此，window的执行也是由Watermark触发的**。

**Watermark可以理解成一个延迟触发机制，我们可以设置Watermark的延时时长t，每次系统会校验已经到达的数据中最大的maxEventTime，然后认定eventTime小于maxEventTime - t的所有数据都已经到达，如果有窗口的停止时间等于maxEventTime – t，那么这个窗口被触发执行**。

有序流的Watermarker如下图所示：（Watermark设置为0）

![](data:image/png;base64,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)

图 有序数据的Watermark

乱序流的Watermarker如下图所示：（Watermark设置为2）

![](data:image/png;base64,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)

图 无序数据的Watermark

**当Flink接收到每一条数据时，都会产生一条Watermark，这条Watermark就等于当前所有到达数据中的maxEventTime - 延迟时长，也就是说，Watermark是由数据携带的，一旦数据携带的Watermark比当前未触发的窗口的停止时间要晚，那么就会触发相应窗口的执行。由于Watermark是由数据携带的，因此，如果运行过程中无法获取新的数据，那么没有被触发的窗口将永远都不被触发**。

上图中，我们设置的允许最大延迟到达时间为2s，所以时间戳为7s的事件对应的Watermark是5s，时间戳为12s的事件的Watermark是10s，如果我们的窗口1是1s~5s，窗口2是6s~10s，那么时间戳为7s的事件到达时的Watermarker恰好触发窗口1，时间戳为12s的事件到达时的Watermark恰好触发窗口2。

Watermark 就是触发前一窗口的“关窗时间”，一旦触发关门那么以当前时刻为准在窗口范围内的所有所有数据都会收入窗中。

只要没有达到水位那么不管现实中的时间推进了多久都不会触发关窗。

### 7.2.2 Watermark的引入

|  |
| --- |
| **val** textWithEventTimeDstream: DataStream[(String, Long, Int)] = textWithTsDstream.assignTimestampsAndWatermarks(**new** BoundedOutOfOrdernessTimestampExtractor[(String, Long, Int)](Time.*milliseconds*(1000)) {  **override def** extractTimestamp(element: (String, Long, Int)): Long = {   **return** element.\_2  } }) |

## 7.3 EvnetTimeWindow API

### 7.3.1 滚动窗口（TumblingEventTimeWindows）

|  |
| --- |
| **def** main(args: Array[String]): Unit = {  *// 环境* **val** env: StreamExecutionEnvironment = StreamExecutionEnvironment.*getExecutionEnvironment* env.setStreamTimeCharacteristic(TimeCharacteristic.*EventTime*)  env.setParallelism(1)   **val** dstream: DataStream[String] = env.socketTextStream(**"hadoop1"**,7777)     **val** textWithTsDstream: DataStream[(String, Long, Int)] = dstream.map { text =>  **val** arr: Array[String] = text.split(**" "**)  (arr(0), arr(1).toLong, 1)  }  **val** textWithEventTimeDstream: DataStream[(String, Long, Int)] = textWithTsDstream.assignTimestampsAndWatermarks(**new** BoundedOutOfOrdernessTimestampExtractor[(String, Long, Int)](Time.*milliseconds*(1000)) {  **override def** extractTimestamp(element: (String, Long, Int)): Long = {   **return** element.\_2  }  })   **val** textKeyStream: KeyedStream[(String, Long, Int), Tuple] = textWithEventTimeDstream.keyBy(0)  textKeyStream.print(**"textkey:"**)   **val** windowStream: WindowedStream[(String, Long, Int), Tuple, TimeWindow] = textKeyStream.window(TumblingEventTimeWindows.*of*(Time.*seconds*(2)))   **val** groupDstream: DataStream[mutable.HashSet[Long]] = windowStream.fold(**new** mutable.HashSet[Long]()) { **case** (set, (key, ts, count)) =>  set += ts  }   groupDstream.print(**"window::::"**).setParallelism(1)   env.execute()   }  } |

**结果是按照Event Time的时间窗口计算得出的，而无关系统的时间（包括输入的快慢）**。

### 7.3.2 滑动窗口（SlidingEventTimeWindows）

|  |
| --- |
| **def** main(args: Array[String]): Unit = {  *// 环境* **val** env: StreamExecutionEnvironment = StreamExecutionEnvironment.*getExecutionEnvironment* env.setStreamTimeCharacteristic(TimeCharacteristic.*EventTime*)  env.setParallelism(1)   **val** dstream: DataStream[String] = env.socketTextStream(**"hadoop1"**,7777)     **val** textWithTsDstream: DataStream[(String, Long, Int)] = dstream.map { text =>  **val** arr: Array[String] = text.split(**" "**)  (arr(0), arr(1).toLong, 1)  }  **val** textWithEventTimeDstream: DataStream[(String, Long, Int)] = textWithTsDstream.assignTimestampsAndWatermarks(**new** BoundedOutOfOrdernessTimestampExtractor[(String, Long, Int)](Time.*milliseconds*(1000)) {  **override def** extractTimestamp(element: (String, Long, Int)): Long = {   **return** element.\_2  }  })   **val** textKeyStream: KeyedStream[(String, Long, Int), Tuple] = textWithEventTimeDstream.keyBy(0)  textKeyStream.print(**"textkey:"**)   **val** windowStream: WindowedStream[(String, Long, Int), Tuple, TimeWindow] = textKeyStream.window(SlidingEventTimeWindows.*of*(Time.*seconds*(2),Time.*milliseconds*(500)))   **val** groupDstream: DataStream[mutable.HashSet[Long]] = windowStream.fold(**new** mutable.HashSet[Long]()) { **case** (set, (key, ts, count)) =>  set += ts  }   groupDstream.print(**"window::::"**).setParallelism(1)   env.execute()  } |

### 7.3.3 会话窗口（EventTimeSessionWindows）

**相邻两次数据的EventTime的时间差超过指定的时间间隔就会触发执行**。如果加入Watermark， 会在符合窗口触发的情况下进行延迟。到达延迟水位再进行窗口触发。

|  |
| --- |
| **def** main(args: Array[String]): Unit = {  *// 环境* **val** env: StreamExecutionEnvironment = StreamExecutionEnvironment.*getExecutionEnvironment* env.setStreamTimeCharacteristic(TimeCharacteristic.*EventTime*)  env.setParallelism(1)   **val** dstream: DataStream[String] = env.socketTextStream(**"hadoop1"**,7777)     **val** textWithTsDstream: DataStream[(String, Long, Int)] = dstream.map { text =>  **val** arr: Array[String] = text.split(**" "**)  (arr(0), arr(1).toLong, 1)  }  **val** textWithEventTimeDstream: DataStream[(String, Long, Int)] = textWithTsDstream.assignTimestampsAndWatermarks(**new** BoundedOutOfOrdernessTimestampExtractor[(String, Long, Int)](Time.*milliseconds*(1000)) {  **override def** extractTimestamp(element: (String, Long, Int)): Long = {   **return** element.\_2  }  })   **val** textKeyStream: KeyedStream[(String, Long, Int), Tuple] = textWithEventTimeDstream.keyBy(0)  textKeyStream.print(**"textkey:"**)   **val** windowStream: WindowedStream[(String, Long, Int), Tuple, TimeWindow] = textKeyStream.window(EventTimeSessionWindows.*withGap*(Time.*milliseconds*(500)) )  windowStream.reduce((text1,text2)=>  ( text1.\_1,0L,text1.\_3+text2.\_3)  ) .map(\_.\_3).print(**"windows:::"**).setParallelism(1)   env.execute()   } |

# 第八章 Table API 与SQL

Table API是流处理和批处理通用的关系型API，Table API可以基于流输入或者批输入来运行而不需要进行任何修改。Table API是SQL语言的超集并专门为Apache Flink设计的，Table API是Scala 和Java语言集成式的API。与常规SQL语言中将查询指定为字符串不同，Table API查询是以Java或Scala中的语言嵌入样式来定义的，具有IDE支持如:自动完成和语法检测。

## 1 需要引入的pom依赖

|  |
| --- |
| <**dependency**>  <**groupId**>org.apache.flink</**groupId**>  <**artifactId**>flink-table\_2.11</**artifactId**>  <**version**>1.7.0</**version**> </**dependency**> |

## 2 构造表环境

|  |
| --- |
| **def** main(args: Array[String]): Unit = {  **val** env: StreamExecutionEnvironment = StreamExecutionEnvironment.*getExecutionEnvironment* **val** myKafkaConsumer: FlinkKafkaConsumer011[String] = MyKafkaUtil.*getConsumer*(**"GMALL\_STARTUP"**)  **val** dstream: DataStream[String] = env.addSource(myKafkaConsumer)   **val** tableEnv: StreamTableEnvironment = TableEnvironment.*getTableEnvironment*(env)   **val** startupLogDstream: DataStream[StartupLog] = dstream.map{ jsonString =>JSON.*parseObject*(jsonString,*classOf*[StartupLog]) }   **val** startupLogTable: Table = tableEnv.fromDataStream(startupLogDstream)   **val** table: Table = startupLogTable.select(**"mid,ch"**).filter(**"ch ='appstore'"**)   **val** midchDataStream: DataStream[(String, String)] = table.toAppendStream[(String,String)]   midchDataStream.print()  env.execute() } |

### 动态表

如果流中的数据类型是case class可以直接根据case class的结构生成table

|  |
| --- |
| tableEnv.fromDataStream(startupLogDstream) |

或者根据字段顺序单独命名

|  |
| --- |
| tableEnv.fromDataStream(startupLogDstream,’mid,’uid .......) |

最后的动态表可以转换为流进行输出

|  |
| --- |
| table.toAppendStream[(String,String)] |

### 字段

用一个单引放到字段前面 来标识字段名, 如 ‘name , ‘mid ,’amount 等

## 3 通过一个例子 了解TableAPI

|  |
| --- |
| *//每10秒中渠道为appstore的个数* **def** main(args: Array[String]): Unit = {  *//sparkcontext* **val** env: StreamExecutionEnvironment = StreamExecutionEnvironment.*getExecutionEnvironment   //时间特性改为eventTime* env.setStreamTimeCharacteristic(TimeCharacteristic.*EventTime*)   **val** myKafkaConsumer: FlinkKafkaConsumer011[String] = MyKafkaUtil.*getConsumer*(**"GMALL\_STARTUP"**)  **val** dstream: DataStream[String] = env.addSource(myKafkaConsumer)   **val** startupLogDstream: DataStream[StartupLog] = dstream.map{ jsonString =>JSON.*parseObject*(jsonString,*classOf*[StartupLog]) }  *//告知watermark 和 eventTime如何提取* **val** startupLogWithEventTimeDStream: DataStream[StartupLog] = startupLogDstream.assignTimestampsAndWatermarks(**new** BoundedOutOfOrdernessTimestampExtractor[StartupLog](Time.*seconds*(0L)) {  **override def** extractTimestamp(element: StartupLog): Long = {  element.ts  }  }).setParallelism(1)   *//SparkSession* **val** tableEnv: StreamTableEnvironment = TableEnvironment.*getTableEnvironment*(env)   *//把数据流转化成Table* **val** startupTable: Table = tableEnv.fromDataStream(startupLogWithEventTimeDStream , **'mid**,**'uid**,**'appid**,**'area**,**'os**,**'ch**,**'logType**,**'vs**,**'logDate**,**'logHour**,**'logHourMinute**,**'ts**.rowtime)   *//通过table api 进行操作  // 每10秒 统计一次各个渠道的个数 table api 解决  //1 groupby 2 要用 window 3 用eventtime来确定开窗时间* **val** resultTable: Table = startupTable.window(Tumble *over* 10000.millis on **'ts** as **'tt**).groupBy(**'ch**,**'tt** ).select( **'ch**, **'ch**.count)    *//把Table转化成数据流  //val appstoreDStream: DataStream[(String, String, Long)] = appstoreTable.toAppendStream[(String,String,Long)]* **val** resultDstream: DataStream[(Boolean, (String, Long))] = resultSQLTable.toRetractStream[(String,Long)]   resultDstream.filter(\_.\_1).print()   env.execute()  } |

### 关于group by

* 1. 如果使用 groupby table转换为流的时候只能用toRetractDstream

|  |
| --- |
| **val** rDstream: DataStream[(Boolean, (String, Long))] = table.toRetractStream[(String,Long)] |

* 1. toRetractDstream 得到的第一个boolean型字段标识 true就是最新的数据，false表示过期老数据

|  |
| --- |
| **val** rDstream: DataStream[(Boolean, (String, Long))] = table.toRetractStream[(String,Long)]  rDstream.filter(\_.\_1).print() |

* 1. 如果使用的api包括时间窗口，那么时间的字段必须，包含在group by中。

|  |
| --- |
| **val** table: Table = startupLogTable.filter(**"ch ='appstore'"**).window(Tumble *over* 10000.millis on **'ts** as **'tt**).groupBy(**'ch** ,**'tt**).select(**"ch,ch.count "**) |

### 关于时间窗口

1. 用到时间窗口，必须提前声明时间字段，如果是processTime直接在创建动态表时进行追加就可以

|  |
| --- |
| **val** startupLogTable: Table = tableEnv.fromDataStream(startupLogWithEtDstream,**'mid**,**'uid**,**'appid**,**'area**,**'os**,**'ch**,**'logType**,**'vs**,**'logDate**,**'logHour**,**'logHourMinute**,**'ts**.rowtime) |

1. 如果是EventTime要在创建动态表时声明

|  |
| --- |
| **val** startupLogTable: Table = tableEnv.fromDataStream(startupLogWithEtDstream,**'mid**,**'uid**,**'appid**,**'area**,**'os**,**'ch**,**'logType**,**'vs**,**'logDate**,**'logHour**,**'logHourMinute**,**'ps**.processtime) |

1. 滚动窗口可以使用Tumble *over* 10000.millis on

|  |
| --- |
| **val** table: Table = startupLogTable.filter(**"ch ='appstore'"**).window(Tumble *over* 10000.millis on **'ts** as **'tt**).groupBy(**'ch** ,**'tt**).select(**"ch,ch.count "**) |

## 4 SQL如何编写

|  |
| --- |
| **def** main(args: Array[String]): Unit = {  *//sparkcontext* **val** env: StreamExecutionEnvironment = StreamExecutionEnvironment.*getExecutionEnvironment   //时间特性改为eventTime* env.setStreamTimeCharacteristic(TimeCharacteristic.*EventTime*)   **val** myKafkaConsumer: FlinkKafkaConsumer011[String] = MyKafkaUtil.*getConsumer*(**"GMALL\_STARTUP"**)  **val** dstream: DataStream[String] = env.addSource(myKafkaConsumer)   **val** startupLogDstream: DataStream[StartupLog] = dstream.map{ jsonString =>JSON.*parseObject*(jsonString,*classOf*[StartupLog]) }  *//告知watermark 和 eventTime如何提取* **val** startupLogWithEventTimeDStream: DataStream[StartupLog] = startupLogDstream.assignTimestampsAndWatermarks(**new** BoundedOutOfOrdernessTimestampExtractor[StartupLog](Time.*seconds*(0L)) {  **override def** extractTimestamp(element: StartupLog): Long = {  element.ts  }  }).setParallelism(1)   *//SparkSession* **val** tableEnv: StreamTableEnvironment = TableEnvironment.*getTableEnvironment*(env)   *//把数据流转化成Table* **val** startupTable: Table = tableEnv.fromDataStream(startupLogWithEventTimeDStream , **'mid**,**'uid**,**'appid**,**'area**,**'os**,**'ch**,**'logType**,**'vs**,**'logDate**,**'logHour**,**'logHourMinute**,**'ts**.rowtime)   *//通过table api 进行操作  // 每10秒 统计一次各个渠道的个数 table api 解决  //1 groupby 2 要用 window 3 用eventtime来确定开窗时间* **val** resultTable: Table = startupTable.window(Tumble *over* 10000.millis on **'ts** as **'tt**).groupBy(**'ch**,**'tt** ).select( **'ch**, **'ch**.count)  *// 通过sql 进行操作* **val** resultSQLTable : Table = tableEnv.sqlQuery( **"select ch ,count(ch) from "**+startupTable+**" group by ch ,Tumble(ts,interval '10' SECOND )"**)   *//把Table转化成数据流  //val appstoreDStream: DataStream[(String, String, Long)] = appstoreTable.toAppendStream[(String,String,Long)]* **val** resultDstream: DataStream[(Boolean, (String, Long))] = resultSQLTable.toRetractStream[(String,Long)]   resultDstream.filter(\_.\_1).print()   env.execute()  } |