目前在汽车应用、机器人、娱乐等方面都需要实时处理图像识别的嵌入式应用，嵌入式应用需要在系统范围内实现实时处理迭代能力和大小，为此，嵌入式处理器已设计出适合图像识别的方法，提出用于某些图像识别算法的专用硬件，以及基于DSP的实时系统增强了图像识别功能等。

1. 关于ARMv8架构的发展与研究：

ARMv8架构[[[1]](#endnote-1)]是ARM公司于2011年发布的新一代处理器架构，是ARM公司首款支持64位指令集的处理器架构，目前ARMv8架构的处理器应用广泛，鲲鹏920处理器即是基于ARMv8架构的，而目前已经进行过多项基于ARMv8架构方面的研究。

国防科技大学姜浩等人研究的面向ARMv8 64位多核处理器的QGEMM设计与实现[[[2]](#endnote-2)]，采用计算指令顺序优化调度和寄存器轮转策略，回避不必要的规格化操作，增加指令级并行度，提升了算法效率，为之后进行OpenCV内嵌汇编优化方法的探索提供了一定算法上的借鉴意义。

陈暾等人基于ARMv8平台进行了多维FFT的实现与优化研究[[[3]](#endnote-3)]，实现多维FFT变换的基础上，提出了蝶形网络优化、蝶形计算优化、蝶形自动生成、SIMD优化、内存对齐、cache-aware的分块算法和高效转置算法等优化方法，为 ARMv8平台上程序优化提供了新的思路。

曾庆淼基于ARMv8进行高吞吐率口令破解关键技术研究[[[4]](#endnote-4)]，利用ARMv8架构优秀的计算性能功耗比、性能价格比，在高性能计算领域发挥强有力作用。

（二）关于鲲鹏920处理器的发展与研究：

上海交通大学与美国普林斯顿大学相关研究者研究了鲲鹏系列中的鲲鹏916处理器[[[5]](#endnote-5)]，针对鲲鹏916在HPC工作负载方面的潜力采用三个基准、三个内核、三个微型应用程序、一个实际应用进行系统评估，比较鲲鹏916和Intel XeonE5-2680v3/4(Haswell/Broadwell)的性能结果，结果表明鲲鹏916具有比两个Intel处理器更高的内存带宽，可以为运行内存绑定HPC应用程序提供更好的性能。

而2019年1月发布的鲲鹏920处理器，在性能上是鲲鹏916的三倍，内存带宽提升2,4倍，高度集成CPU、南桥、网卡、SAS存储控制器等4颗芯片的功能，能够释放出服务器更多槽位，用于扩展更多加速部件功能，大幅提高系统的集成度。相对于鲲鹏916处理器，鲲鹏920处理器在相同功耗下性能表现提高了35%。

为更好实现软件移植，华为公司还推出了鲲鹏开发套件(包括扫描评估工具Dependency Advisor, 迁移工具Porting Advisor, 和性能优化工具Tuning Kit）以帮助用户评估工程的可移植性，做软件的移植，以及做基于鲲鹏平台的性能加速。

（三）关于OpenCV移植与函数优化方面[[[6]](#endnote-6)]：

中国科学技术大学的陈思润、顾乃杰等人分析并研究ARM架构硬件特性，使用Cortex-A系列支持的SIMD数据级并行计算技术NEON对OpenCV函数库中的滤波函数进行优化[[[7]](#endnote-7)]。实验结果表明，中值滤波函数优化效果显著，对比OpenCV源码性能提升了17倍，图像处理模块中的其他滤波函数均有较大的性能提升。为结合SIMD、NEON技术研究OpenCV在鲲鹏920上的优化提供借鉴意义。

国防科技大学的孙广辉、扈啸、王蕊在Linux系统下，以FT-M7002为平台，通过对OpenCV进行交叉编译，实现OpenCV在FT-M7002上的移植的一般方法，结合FT-M7002体系结构支持DMA和cache操作与向量化的编程相结合，实现了OpenCV中的add、addWeighted、subtract和multiply函数在FT-M7002上的向量化，并且总结出针对OpenCV底层对像素做矩阵运算处理的函数进行向量化改造的一般方法。依据向量化改造结果，使OpenCV在FT-M7002的单核运行性能最多可提升13.7倍[[[8]](#endnote-8)]。

李津等人在 TI6678平台上实现了OpenCV 的移植[[[9]](#endnote-9)]，深入分析了一类OpenCV库函数在 TI6678硬件平台运行的计算特征和数据流，提出了一种针对这类 OpenCV库函数的优化方法，将 TI6678体系结构支持的DMA 和Cache操作与 OpenCV并行框架高效结合，实现这类 OpenCV库函数在 TI6678芯片上的优化和多核并行。

有关学者为有效改善实际应用中OpenCV受来自外部处理器等方面的限制，例如存储类宽带的限制，基于Xilinx的HLS作为OpenCV性能优化的着手点[[[10]](#endnote-10)]，对OpenCV函数以及图像处理的设计原理、性能优势展开研究。还有一些学者基于ARM11处理器[[[11]](#endnote-11)]、ARM9处理器[[[12]](#endnote-12)]，以Linux为软件平台，通过移植OpenCV，进行嵌入式研究，构建了具有计算机视觉功能的嵌入式系统的解决方案；除此之外还有基于测量的多核处理器的OpenCV功率优化技术研究[[[13]](#endnote-13)]，在异构多核处理器的基础上，提出了一种基于测量的开源计算机视觉应用程序库OpenCV优化技术。

Coombs J和Prabhu R研究说明了关于使用C实现、内存约束、浮点支持和使用供应商优化的库和集成加速器或协同处理器去最大化性能，并介绍德州仪器(TI)通过在C6000™数字信号处理器(D SP)架构上运行OpenCV来优化视觉系统，建立基准比较DSP ARM®片上系统(SOC)处理器与仅ARM的设备的性能[[[14]](#endnote-14)]。

Sugano H等人研究了基于蜂窝引擎处理器优化的OpenCV实现[[[15]](#endnote-15)]，在Cell Broad-上并行执行OpenCV库带引擎（Cell），实验结果表明，大多数功能针对Cell处理器进行了优化的速度更快。

（四）关于ARM架构的交叉编译、应用移植等技术方面：

兰州大学的戈孜荣分析对比了x86和ARM架构在指令集、体系结构方面的差异性，并概括了ARMv8-A架构的特性以及其处理器的特点，完成借助华为鲲鹏移植套件完GROMACS从x86到ARM的完整移植过程并研究了面向ARM架构在硬件和软件层面的优化方法[[[16]](#endnote-16)]。

张欢庆等人介绍了一种利用crosstool构建基于ARM的嵌入式Linux的交叉编译环境的方法[[[17]](#endnote-17)]，通过使用开源项目Sky-Eye模拟ARM硬件环境进行仿真验证测试，实验结果也表明能够使用x86-ARM的交叉编译工具进行ARM平台上的嵌入式系统开发，具有可靠的稳定性。

关于ARM的像素处理技术方面的发展现状：SIMD（单个指令、多个数据）处理对于像素数据特别有用，相同指令可同时在多个像素上使用。SSE 是英特尔的 SIMD 技术，它存在于所有现代 x86 芯片上。ARM 具有类似的技术——NEON，它是 Cortex A9 中的可选协处理器。NEON 可以同时处理多达8个像素，有时可处理16个像素，而 CPU 一次只能处理一个元素。这对计算机视觉开发人员非常有吸引力，因为通常很容易获得三到四倍的性能加速，并经过仔细的优化甚至超过六倍[[[18]](#endnote-18)]。

（五）结合ARM与OpenCV的应用：

基于OpenCV的ARM嵌入式网络视频监控系统[[[19]](#endnote-19)]，将OpenCV函数库移植到ARM-Linux嵌入式系统中，并基于OpenCV函数库和Surendra算法开发与实现了一个嵌 入 式 网 络 视 频 监 控 系 统 。

行人保护系统是先进驾驶员辅助系统(ADAS)中避免道路事故的快速发展的系统之一。 利用友好的ARM板S3C2440和Haar级联和正面人脸检测算法，在OpenCV平台上开发了高效、有效的方法[[[20]](#endnote-20)]。
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