Lab 5: Simulating discrete probability models

Spring 2020

## Task 1: Roulette wheel simulation

A roulette wheel has 38 slots of which 18 are red, 18 are black, and 2 are green. If a ball spun on to the wheel stops on the color a player bets, the player wins. Consider a player betting on red. Winning streaks follow a Geometric(*p* = 20/38) distribution in which we look for the number of red spins in a row until the first black or green. Use the derivation of the Geometric distribution from the Bernoulli distribution to simulate the game. Namely, generate Bernoulli(*p* = 20/38) random variates (0 = red; 1 = black or green) until a black or green occurs.

### Code set-up

A while loop allows us to count the number of spins until a loss. If we use indicator variable lose to note a win (1) or loss (0), the syntax is “while we have not lost (i.e., lose==0), keep spinning.” Once you win, the while loop ends and the variable streak has counted the number of spins. Try running a few times.

streak = 0  
lose = 0  
p = 20/38  
while(lose==0){  
 lose = (runif(1) < p) # generate Bernoulli with probability p  
 streak = streak + 1 # tally streak  
}  
streak

## [1] 3

### The problem

The code chunk above performs the experiment once: spin the roulette wheel until you lose and record the number of spins. Simulate 1000 experiments. As usual, do this by wrapping the code chunk above within a for-loop and storing the number of spins streak in a vector.

simnum = 1000;  
winstreak <- numeric(simnum)  
for (i in 1: simnum) {  
streak = 0  
lose = 0  
p = 20/38  
while(lose==0){  
 lose = (runif(1) < p) # generate Bernoulli with probability p  
 streak = streak + 1 # tally streak  
}  
winstreak[i] = streak  
}  
  
mean(winstreak)

## [1] 1.887

sd(winstreak)

## [1] 1.363852

max(winstreak)

## [1] 10

hist(winstreak, br=seq(min(winstreak)-0.5, max(winstreak+0.5)), main="")
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### Report the following:

* Histogram of the win streak length. Note that this is a discrete distribution so should place histogram bars at discrete values {0, 1, 2, …}. This may be done with the breaks option within hist. If your storage variable is called winstreak:

hist(winstreak, br=seq(min(winstreak)-0.5, max(winstreak+0.5)), main="")

* Average length of the win streak. *1.887*
* Standard deviation of the winning streak lengths. *1.36*
* Compare the empirical average and standard deviation in the previous two bullets to the true values from the Geometric(*p* = 20/38) distribution.

*The empirical averages are accurate when compared to the true values.*

* Longest winning streak. *10*

## Task 2: Simulating negative binomial distributions

In this task, we will compare two different algorithms for simulating from a negative binomial distribution.

### Problem (a)

Recall that a negative binomial random variable *NB(r, p)* is the sum of *r Geometric(p)* random variables. Use the algorithm from Task 1 to simulate 1000 *NB(10, 0.6)* random variates.

### Code set-up

Note that we merely need to wrap the core code from Task 1 within a for-loop. Here is the core of the code chunk, where we are thinking of a for-loop over a variable sims to replicate the single negative binomial draw. Note that this code chunk will not run since the for-loop over sims is not coded, thus the eval=FALSE option. **Note that this code has the eval=FALSE option just to present the code without output. Your code will not use this option.**

r = 10  
p = .6  
nbvar1 <- numeric(1000)  
nbvar2 <- numeric(10)  
x = proc.time()  
for (sims in 1:1000){  
for(nbsims in 1:r){  
 # for-loop allows us to simulate until r successes;  
 # in this problem, r=10 and p=0.6  
 tossnum = 0  
 success = 0  
 while(success==0){  
 success = (runif(1)<p)  
 tossnum = tossnum + 1  
 }  
 nbvar1[sims] = nbvar1[sims] + tossnum  
 nbvar2[r] = nbvar1[sims]  
 }  
   
 nbvar1[sims] = mean(nbvar2)  
   
}  
  
timer = proc.time() - x  
algtime = timer[3]  
algtime

## elapsed   
## 0.25

mean(nbvar1)

## [1] 1.6673

sd(nbvar1)

## [1] 0.3385489

hist(nbvar1)

![](data:image/png;base64,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)

### Problem (b)

The negative binomial pmf induces the following recursion relation. If , then

Use this recursion relation to generate 1000 random variates.

### Code set-up

Below is binomial.R, the binomial simulator used in the video lectures and found also on the class Blackboard site.

simnum = 1000  
p = 0.6   
r = 10 # for point of comparison with the negative binomial, we will use r here  
y=0  
x = proc.time()  
for(sims in 1:simnum){  
 pmf=p^r; cdf=pmf; # pmf and cdf  
 j=r;  
 u=runif(1) # uniform random variate  
 # find Binomial variate  
 while(u >= cdf){  
 pmf =(j\*(1-p)/(j+1-r))\*pmf  
# pmf=((r-j)/(j+1))\*(p/(1-p))\*pmf # recursion relation  
 cdf=cdf + pmf # compute cdf  
 j=j+1  
 }  
 y[sims]=j  
}  
timer = proc.time() - x  
algtime = timer[3]  
algtime

## elapsed   
## 0.08

mean(y)

## [1] 16.875

sd(y)

## [1] 3.399254

hist(y)
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This binomial simulator may be applied directly after changing just three lines:

* the recursion relation formula
* pmf = p^r

### Report the following for each of the simulations in problems (a) and (b)

* Histogram of the variates
* Mean and standard deviation of the simulated variates
* Run time: compare computing speed between the two algorithms. In R, can wrap your algorithm or sequence of operations as follows to time your code.

x = proc.time()  
# [the code you want to time here]  
timer = proc.time() - x  
algtime = timer[3] # algtime will store the algorithm run time in seconds

### Questions

* How do the histograms compare?

*The histograms look remarkably similar in shape.*

* How do the mean and standard deviation from the simulations compare to the true mean and standard deviation of a $NB(0.6,\10)$ distribution?

*The mean and standard deviation of the geometric simulation is closer to the true values than the binomial simulation.*

* How do the computing times compare? Which algorithm is faster?

*The geometric simulation is slower than the binomial simulaiton.*

* “Simulation flops”: Which simulator do you think uses more uniform random numbers (call to the runif() function)? Why?

*The gemoetric simulator calls the runif() function more as the function is found in a loop within a loop, while the binomial simulator has that same function in only one loop.*