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# Zadanie 1

#include <iostream>  
#include <utility>  
#include <vector>  
#include <limits>  
#include <map>  
#include <random>  
  
int INF = std::numeric\_limits<int>::max(); // zmienna symulujaca nieskonczonosc  
  
/\*\*  
\* Struktura reprezentujaca graf w postaci listy sasiedztwa z wagami  
\*/  
struct my\_graph {  
 std::map<int, std::vector<int>> adj\_list;  
 std::map<std::pair<int, int>, int> wages;  
};  
  
/\*\*  
 \* Funkcja tworzy macierz kwadratowa wypelniona jedna wartościa  
 \* @param size Rozmiar macierzy  
 \* @param value Wartość elementu  
 \* @return Nowo utworzona macierz kwadratowa  
 \*/  
std::vector<std::vector<int>> identity\_matrix(int size, int value) {  
 std::vector<std::vector<int>> result = {};  
 std::vector<int> helper = {};  
  
 for (int i = 0; i < size; i++) {  
 helper.clear();  
 for (int j = 0; j < size; j++) {  
 if (i == j)  
 helper.push\_back(INF);  
 else  
 helper.push\_back(value);  
 }  
 result.push\_back(helper);  
 }  
 return result;  
}  
  
/\*\*  
 \* Funckja tworzy macierz symetryczna o podanym rozmiarze  
 \* @param size Rozmiar macierzy  
 \* @return Nowo utworzona macierz symetryczna z INF na diagonali  
 \*/  
std::vector<std::vector<int>> create\_matrix(int size) {  
 std::random\_device dev;  
 std::mt19937 rng(dev());  
 std::uniform\_int\_distribution<std::mt19937::result\_type> random\_value(1, 50);  
 std::vector<std::vector<int>> matrix = {};  
 std::vector<std::vector<int>> result = {};  
 std::vector<int> helper = {};  
  
 for (int i = 0; i < size; i++) {  
 helper.clear();  
 for (int j = 0; j < size; j++) {  
 helper.push\_back((int) random\_value(rng));  
 }  
 matrix.push\_back(helper);  
 }  
  
 for (int i = 0; i < size; i++) {  
 helper.clear();  
 for (int j = 0; j < size; j++) {  
 if (i == j)  
 helper.push\_back(INF);  
 else  
 helper.push\_back((matrix[i][j] + matrix[j][i]) / 5);  
 }  
 result.push\_back(helper);  
 }  
  
 return result;  
}  
  
/\*\*  
 \* Funkcja prezentujaca dane  
 \* @param data Dane do prezentowania w postaci pary wektora i typu calkowitego  
 \*/  
void do\_presentation(const std::pair<std::vector<int>, int> &data) {  
 for (int i = 0; i < data.first.size(); i++) {  
 if (i == data.first.size() - 1)  
 printf("%d", data.first[i]);  
 else  
 printf("%d -> ", data.first[i]);  
 }  
 printf("\nCost: %d\n\n", data.second);  
}  
  
/\*\*  
 \* Funckja zmieniajaca reprezentacje grafu z macierzy sasiedztwa na liste sasiedztwa  
 \* @param matrix Macierz sasiedztwa  
 \* @return Nowo utworzony obiekt typu my\_graph  
 \*/  
my\_graph am2al(const std::vector<std::vector<int>> &matrix) {  
 std::map<std::pair<int, int>, int> wages = {};  
 std::map<int, std::vector<int>> al = {};  
 std::vector<int> helper = {};  
  
 my\_graph result;  
  
 for (int node = 0; node < matrix.size(); node++) {  
 helper.clear();  
 for (int neighbour = 0; neighbour < matrix[node].size(); neighbour++) {  
 if (node != neighbour) {  
 helper.insert(helper.cend(), neighbour);  
 }  
 }  
 al.insert(al.cend(), {node, helper});  
 }  
  
 for (int row = 0; row < matrix.size(); row++) {  
 for (int col = 0; col < matrix[row].size(); col++) {  
 if (matrix[row][col] != INF)  
 wages.insert(wages.cend(), {{row, col}, matrix[row][col]});  
 }  
 }  
 result.adj\_list = al;  
 result.wages = wages;  
  
 return result;  
}  
  
/\*\*  
 \* Funkcja sluzaca do znalezienia najkrotszej sciezki w grafie za pomoca algorytmu NEAREST INSERTION  
 \* @param graph Graf reprezentowny jako lista sasiedztwa  
 \* @param wages Wagi grafu  
 \* @returns Nowo utowrzony obiekt typu pair zawierajacy znaleziona najkrotsza sciezke typu vector oraz koszt drogi typu calkowitego  
 \*/  
std::pair<std::vector<int>, int>  
near\_in(const std::map<int, std::vector<int>> &graph, const std::map<std::pair<int, int>, int> &wages) {  
 // losowanie wierzcholka  
 std::random\_device dev;  
 std::mt19937 rng(dev());  
 std::uniform\_int\_distribution<std::mt19937::result\_type> random\_node(0, graph.size() -  
 1);  
  
 int current = (int) random\_node(rng); // pierwszy losowo wybrany wierzolek grafu  
 std::vector<int> result = **{**current, current**}**; // najkrotsza sciezka  
 std::vector<int> nodes = {}; // wektor wszystkich wierzcholkow  
 int min\_distance; // najmniejsza odleglosc  
 int neighbour; // nowo wybrany wierzolek dla ktorego odleglosc od obecnego jest najmniejsza  
 int total\_cost = 0; // calkowity koszt sciezki  
 std::vector<int> costs = {}; // wektor kosztow przejscia  
  
 nodes.reserve(graph.size()); // dodanie do wektora wierzcholkow wszystkich wierzolkow  
 for (const auto &item: graph) {  
 nodes.push\_back(item.first);  
 }  
 nodes.erase(std::find(nodes.cbegin(), nodes.cend(), current)); // usuniecie pierwszego wierzcholka  
  
 while (!nodes.empty()) { // glowna petla, wykonuje sie dopoki sa jeszcze nieodwiedzone wierzcholki  
 // szukanie najmniejszej odlegolosci  
 min\_distance = INF;  
 for (auto node: nodes) {  
 if (wages.find({current, node})->second < min\_distance) {  
 min\_distance = wages.find({current, node})->second;  
 }  
 }  
 for (auto node: nodes) {  
 if (wages.find({current, node})->second == min\_distance) {  
 neighbour = node;  
 break;  
 }  
 }  
  
 costs.clear(); // czyszczenie wektora kosztow oraz dodanie nowych kosztow  
 costs.reserve(result.size());  
 for (int i = 1; i < result.size(); i++) {  
 costs.push\_back(wages.find({current, neighbour})->second);  
 }  
  
 // wstawianie nowo wybranego wierzcholka w najtanszym miejscu sciezki  
 int min\_cost = INF;  
 for (auto cost: costs)  
 if (cost < min\_cost)  
 min\_cost = cost;  
  
 for (int i = 0; i < costs.size(); i++) {  
 if (costs[i] == min\_cost) {  
 result.insert(std::next(result.cbegin(), i + 1), neighbour);  
 break;  
 }  
 }  
  
 // usuniecie nowego wierzcholka z wektora wierzcholkow, to oznacza ze dany wierzcholek juz odwiedzilismy  
 nodes.erase(std::find(nodes.cbegin(), nodes.cend(), neighbour));  
 total\_cost += wages.find({neighbour, current})->second; // zaktualizowanie calkowitego kosztu  
 current = neighbour;  
  
 }  
 // dodanie ostatniego kosztu przejscia do calkowitego kosztu  
 total\_cost += wages.find({neighbour, result[0]})->second;  
  
 return {result, total\_cost};  
}

# Zadanie 2

Istotne dla algorytmu jest to jaki wierzchołek początkowy zostanie wybrany, ponieważ w zależności od tego jaki wylosujemy uzyskamy różne ścieżki najczęściej z różnymi kosztami. Wagi ujemne nie przeszkadzają w wykonaniu się algorytmu.

Zdefiniowane dane:

int main() {  
 // losowe dane  
 std::vector<std::vector<int>> m1 = **{** {INF, 12, 10, 1, 8, 4, 10, 12, 6, 3},  
 {12, INF, 3, 2, 2, 9, 11, 5, 7, 3},  
 {10, 3, INF, 3, 20, 6, 2, 4, 14, 7},  
 {1, 2, 3, INF, 4, 5, 14, 12, 13, 6},  
 {8, 2, 20, 4, INF, 5, 1, 6, 13, 9},  
 {4, 12, 3, 3, 5, INF, 4, 9, 11, 5},  
 {10, 11, 2, 14, 1, 4, INF, 11, 26, 5},  
 {12, 5, 4, 12, 6, 9, 11, INF, 4, 7},  
 {6, 7, 14, 13, 13, 11, 26, 14, INF, 1},  
 {3, 3, 7, 6, 9, 5, 5, 7, 1, INF}  
 **}**;  
  
 auto g1 = am2al(m1); // zmienienie reprezentacji grafu z macierzy sasiedztwa na liste sasiedztwa  
 auto result1 = near\_in(g1.adj\_list, g1.wages); // wykonanie algorytmu  
 do\_presentation(result1); // prezentowanie wynikow dla losowych danych  
  
 // losowo wygenerowane dane  
 std::vector<std::vector<int>> m2 = create\_matrix(25); // stworzenie macierzy o rozmiarze 25  
 auto g2 = am2al(m2);  
 auto result2 = near\_in(g2.adj\_list, g2.wages);  
 do\_presentation(result2); // prezentowanie wynikow dla losowo wygenerowanych danych  
  
 // macierz "jednostkowa"  
 std::vector<std::vector<int>> m3 = identity\_matrix(10, 5);  
 auto g3 = am2al(m3);  
 auto result3 = near\_in(g3.adj\_list, g3.wages);  
 do\_presentation(result3); // prezentowanie wynikow dla macierzy "jednostkowej"  
  
 return 0;  
}

![](data:image/png;base64,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)

Rysunek 1 Prezentacja wyników odpowiednio dla pierwszego, drugiego i trzeciego grafu

# Zadanie 3

Złożoność obliczeniowa algorytmu: O(n2)

|  |  |
| --- | --- |
| Różnica między algorytmem NEARIN a pozostałymi | |
| Algorytm najbliższego sąsiada | Algorytm również wybiera najbliższego sąsiada, ale umieszcza go na koniec ścieżki, a nie jak w przypadku algorytmu NEARIN szuka najtańszego wstawienia |
| Algorytm G-TSP | Algorytm najpierw sortuje wagi w niemalejący ciąg i do ścieżki dodaje ten o najmniejszej wadze uważając na to czy nie tworzy się podcykl. |
| Algorytm FARIN | Różnica polega na tym, że jest wybierany nie najbliższy a najdalszy sąsiad |
| Algorytm k-Opt | Algorytm poprawia wyznaczoną wcześniej ścieżkę który zastępuje stare, gorsze krawędzie lepszymi, podczas całego wykonywania działa na początkowej ścieżce a nie na poprawianej. |
| Algorytm Christofidesa | Algorytm najpierw tworzy minimalne drzewo rozpinające, następnie tworzony jest na jego podstawie multigraf w którym wyznaczany jest cykl Eulera z którego wyznaczmy cykl Hamiltona. |