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The recent Philippines' Presidential Debate (Pilipinas Debates 2016) drew unprecedented amounts of viewers and the usual lot of controversies and soundbites in the media. In our polarized media landscape, ensuing political analysis always suffer from political bias. Whether you trust the media, you will get a very different take on what was said.

So far, the candidates have spoken thousands of words in the two (2) debates held by two TV networks. In this simple textual analysis, I turn all of the words into data and make inferences about the candidates' characteristics that would otherwise be too difficult to discover.

NLP tools and methods can help bring some objectivity to better understand the current political discourse. Using different state-of-the-art NLP libraries and packages, we will try to answer questions about: Debate Dynamics - What can be inferred about the debaters performances? (FINISHED) Sentiment Analysis - How do the candidates feel about certain issues? (WIP) Topic Modelling - What did the candidates really talked about? (WIP) - What was the most important subject for each candidate?

#set working directory  
getwd()

## [1] "Z:/GitHub/Data Projects/Pilipinas\_Debates\_2016"

setwd("Z:/Github/Data Projects/Pilipinas\_Debates\_2016/transcripts")  
#load required lib  
library(tm)  
library(SnowballC)  
library(wordcloud)  
library(RColorBrewer)

First let's answer the following question: how often does a certain candidate get mentioned by name by the other candidates VS how often do the other candidates mention each other's name. On the first debate, the candidates really didn't refer to each other much at all.

ref\_matrix = function (date){  
   
 #read character data  
 text = scan(paste0('debate\_', date, '\_full', '.txt'), what='x', quote=NULL)  
   
 speakers =  
 c( BINAY = '',  
 MAR = '',  
 DUTERTE = '',  
 MIRIAM = '',  
 POE = ''  
 )  
   
 #assign text to the right speaker  
 for(word in text){  
 #if word ends with :  
 if(substr(word,nchar(word),nchar(word))==':'){  
 #if word corresponds to one of the speakers of interest  
 if(word %in% paste0(names(speakers), ':')){  
 #set current speaker  
 currentSpeaker = substr(word,1,nchar(word)-1)  
 }  
 else{  
 #if the current speaker is not one of the speakers of interest, set it to NA  
 currentSpeaker = NA  
 }  
 }  
 else if(!is.na(currentSpeaker)){  
 #if the current speaker is of interest, save what he is saying  
 speakers[currentSpeaker] = paste(speakers[currentSpeaker], word)  
 }  
 }  
   
 #preprocess text  
 prez = Corpus(VectorSource(speakers))  
 prez = tm\_map(prez, tolower)  
 prez = tm\_map(prez, removeWords,stopwords('english'))  
 #remove additional unwanted words  
 prez = Corpus(VectorSource(speakers))  
 prez = tm\_map(prez, tolower)  
 prez = tm\_map(prez, removeWords,stopwords('english'))  
 #remove additional unwanted words  
 prez = tm\_map(prez, removeWords, c('laughter', 'applause', 'intermission', 'and', 'the', 'all',  
 'ang','mga','you','hindi','that','kung','ating','said','naman',  
 'namin','natin','yung','pero','sila','nila','ako','yan','para',  
 'will','isang','ito','doon','alam','may','kanilang','dahil',  
 'lahat','have','tayo','kami','for','because','rin','ngayon',  
 'kaya','kaya','hong','walang','but','kahit','dapat','lang',  
 'mas','pwedeng','saan','yong','buong','yong','ayaw','lang',  
 'not','wala','there','are','was','would','ano','well','can',  
 'kasi','dito','our','akong','with','dun','gusto','ninyo',  
 'bakit','niya','like','ibang','talagang','did','yes','yun','this',  
 'anong','man','diyan','tulad','pwede','talaga','give','bilang','isa',  
 'itong','what','nasa','sinasabi','just','kayo','lamang','nga','luchi',  
 'mismo','other','akin','kanya','ikaw','cannot','aking','ginawa',  
 'kanila','ginawa','know','really','sapagkat','din','maraming','they',  
 'meron','mong','uulitin','yon',  
 'yon','yo','tony','below','anyway','eto','aba','when','madam','amin',  
 'nandun','pagka','mahigit','senadora','sya','inyong','parang','salamat',  
 'senador','nagiging','yeah','look','how','goes','huwag','see','say',  
 'kang','actually','sinabi','about','mayor','already','nung','importante',  
 'oras','tama','here','very','into','pati','why','sabi','those','always',  
 'has','first','ganoon','atin','dalawang','kailangan','papaano','sabihin',  
 'nilang','hanggang','nating','from','siguro','tayong','naging','after',  
 'siya','namang','nagsabi','nang','lagi','niyo','grace','nagsasabi','nyo',  
 'pong','basta','dyan','iyan','pang','tayong','which','should','sino','these',  
 'without','di','yang','ilang','noon','noong','pag','senator','iyon','kong',  
 'mag','maging','nandiyan','nang','per','pumunta','iyan','let','muna','each',  
 'aming','sana','also','basta','ganito'))  
 prez = tm\_map(prez, removePunctuation,preserve\_intra\_word\_dashes=FALSE)  
 prez = tm\_map(prez, stemDocument)  
 prez = tm\_map(prez, stripWhitespace)  
 prez = tm\_map(prez, removeNumbers)  
 prez = tm\_map(prez, PlainTextDocument)  
 #make document term matrix  
 dtm = DocumentTermMatrix(prez)   
 #reassign row names (each row is a speaker)  
 rownames(dtm) = names(speakers)  
   
 #how many times was VP Jejomar Binay referred to by other candidates  
 binay\_names = character()  
 if('binay' %in% colnames(dtm)){binay\_names = c(binay\_names, 'binay')}  
 if('jejomar' %in% colnames(dtm)){binay\_names = c(binay\_names, 'jejomar')}  
 if('vp' %in% colnames(dtm)){binay\_names = c(binay\_names, 'vp')}  
 if('vice president' %in% colnames(dtm)){binay\_names = c(binay\_names, 'vice president')}  
 dtm\_binay = dtm[,binay\_names]  
 BINAY = apply(dtm\_binay, 1, sum)  
   
 #how many times was Mar Roxas referred to by other candidates  
 mar\_names = character()  
 if('mar' %in% colnames(dtm)){mar\_names = c(mar\_names, 'mar')}  
 if('roxas' %in% colnames(dtm)){mar\_names = c(mar\_names, 'roxas')}  
 if('secretary' %in% colnames(dtm)){mar\_names = c(mar\_names, 'secretary')}  
 dtm\_mar = dtm[,mar\_names]  
 MAR = apply(dtm\_mar, 1, sum)  
   
 #how many times was Rodrigo Duterte referred to by other candidates  
 duterte\_names = character()  
 if('mayor' %in% colnames(dtm)){duterte\_names = c(duterte\_names, 'mayor')}  
 if('duterte' %in% colnames(dtm)){duterte\_names = c(duterte\_names, 'duterte')}  
 if('rudy' %in% colnames(dtm)){duterte\_names = c(duterte\_names, 'rudy')}  
 if('rodrigo' %in% colnames(dtm)){duterte\_names = c(duterte\_names, 'rodrigo')}  
 dtm\_duterte = dtm[,duterte\_names]  
 DUTERTE = apply(dtm\_duterte, 1, sum)  
   
 #how many times was Sen. Miriam Defensor-Santiago referred to by other candidates  
 miriam\_names = character()  
 if('santiago' %in% colnames(dtm)){miriam\_names = c(miriam\_names, 'santiago')}  
 if('miriam' %in% colnames(dtm)){miriam\_names = c(miriam\_names, 'miriam')}  
 dtm\_miriam = dtm[,miriam\_names]  
 MIRIAM = apply(dtm\_miriam, 1, sum)  
   
 #how many times was Sen. Grace Poe referred to by other candidates  
 poe\_names = character()  
 if('grace' %in% colnames(dtm)){poe\_names = c(poe\_names, 'grace')}  
 if('poe' %in% colnames(dtm)){poe\_names = c(poe\_names, 'poe')}  
 dtm\_poe = dtm[,poe\_names]  
 POE = apply(dtm\_poe, 1, sum)  
   
 #summary matrix  
 data.frame(BINAY=BINAY, MAR=MAR, DUTERTE=DUTERTE, MIRIAM=MIRIAM, POE=POE)  
}

dates = c(20160221,20160320)  
ref\_list = lapply(dates, ref\_matrix)  
names(ref\_list) = dates

On the first debate, the candidates really did not refer to each other much at all. Things change around the second debate, where the candidates refer to each other significantly more. Three (3) candidates stood out that got mentioned by name by the other candidates. Out of these trio, the other candidates collectively referred to Mar more often than they refer to each other. In particular, they throw jabs to each other 13 times in total (light blue bar), where as they ganged-up on Mar 45 times! (dark blue bar)

###########################  
# First, let's answer the question: How does Binay get mentioned by name by the other four candidates during a debate,  
# versus how often do the other candidates mention each other's name?  
###########################  
binay = sapply(ref\_list, function(df) sum(df[rownames(df) != 'BINAY', 'BINAY']))  
the\_rest = sapply(ref\_list, function(df) sum(df[rownames(df) == 'MAR', 'DUTERTE'], df[rownames(df) == 'DUTERTE', 'MAR'],  
 df[rownames(df) == 'MAR', 'MIRIAM'],df[rownames(df) == 'MIRIAM', 'MAR'],  
 df[rownames(df) == 'MAR', 'POE'],df[rownames(df) == 'POE', 'MAR'],  
 df[rownames(df) == 'DUTERTE', 'MIRIAM'],df[rownames(df) == 'MIRIAM', 'DUTERTE'],  
 df[rownames(df) == 'DUTERTE', 'POE'],df[rownames(df) == 'POE', 'DUTERTE'],  
 df[rownames(df) == 'MIRIAM', 'POE'],df[rownames(df) == 'POE', 'MIRIAM']))  
m = t(as.matrix(data.frame(binay, the\_rest)))  
# MAR  
mar = sapply(ref\_list, function(df) sum(df[rownames(df) != 'MAR', 'MAR']))  
the\_rest = sapply(ref\_list, function(df) sum(df[rownames(df) == 'BINAY', 'DUTERTE'], df[rownames(df) == 'DUTERTE', 'BINAY'],  
 df[rownames(df) == 'BINAY', 'MIRIAM'],df[rownames(df) == 'MIRIAM', 'BINAY'],  
 df[rownames(df) == 'BINAY', 'POE'],df[rownames(df) == 'POE', 'BINAY'],  
 df[rownames(df) == 'DUTERTE', 'MIRIAM'],df[rownames(df) == 'MIRIAM', 'DUTERTE'],  
 df[rownames(df) == 'DUTERTE', 'POE'],df[rownames(df) == 'POE', 'DUTERTE'],  
 df[rownames(df) == 'MIRIAM', 'POE'],df[rownames(df) == 'POE', 'MIRIAM']))  
n = t(as.matrix(data.frame(mar, the\_rest)))  
# DUTERTE  
duterte = sapply(ref\_list, function(df) sum(df[rownames(df) != 'DUTERTE', 'DUTERTE']))  
the\_rest = sapply(ref\_list, function(df) sum(df[rownames(df) == 'BINAY', 'MAR'], df[rownames(df) == 'MAR', 'BINAY'],  
 df[rownames(df) == 'BINAY', 'MIRIAM'],df[rownames(df) == 'MIRIAM', 'BINAY'],  
 df[rownames(df) == 'BINAY', 'POE'],df[rownames(df) == 'POE', 'BINAY'],  
 df[rownames(df) == 'MAR', 'MIRIAM'],df[rownames(df) == 'MIRIAM', 'MAR'],  
 df[rownames(df) == 'MAR', 'POE'],df[rownames(df) == 'POE', 'MAR'],  
 df[rownames(df) == 'MIRIAM', 'POE'],df[rownames(df) == 'POE', 'MIRIAM']))  
o = t(as.matrix(data.frame(duterte, the\_rest)))  
# POE  
poe = sapply(ref\_list, function(df) sum(df[rownames(df) != 'POE', 'POE']))  
the\_rest = sapply(ref\_list, function(df) sum(df[rownames(df) == 'BINAY', 'MAR'], df[rownames(df) == 'MAR', 'BINAY'],  
 df[rownames(df) == 'BINAY', 'MIRIAM'],df[rownames(df) == 'MIRIAM', 'BINAY'],  
 df[rownames(df) == 'BINAY', 'DUTERTE'],df[rownames(df) == 'DUTERTE', 'BINAY'],  
 df[rownames(df) == 'MAR', 'MIRIAM'],df[rownames(df) == 'MIRIAM', 'MAR'],  
 df[rownames(df) == 'MAR', 'DUTERTE'],df[rownames(df) == 'DUTERTE', 'MAR'],  
 df[rownames(df) == 'MIRIAM', 'DUTERTE'],df[rownames(df) == 'DUTERTE', 'MIRIAM']))  
p = t(as.matrix(data.frame(poe, the\_rest)))  
# MIRIAM  
miriam = sapply(ref\_list, function(df) sum(df[rownames(df) != 'MIRIAM', 'MIRIAM']))  
the\_rest = sapply(ref\_list, function(df) sum(df[rownames(df) == 'BINAY', 'MAR'], df[rownames(df) == 'MAR', 'BINAY'],  
 df[rownames(df) == 'BINAY', 'POE'],df[rownames(df) == 'POE', 'BINAY'],  
 df[rownames(df) == 'BINAY', 'DUTERTE'],df[rownames(df) == 'DUTERTE', 'BINAY'],  
 df[rownames(df) == 'MAR', 'POE'],df[rownames(df) == 'POE', 'MAR'],  
 df[rownames(df) == 'MAR', 'DUTERTE'],df[rownames(df) == 'DUTERTE', 'MAR'],  
 df[rownames(df) == 'POE', 'DUTERTE'],df[rownames(df) == 'DUTERTE', 'POE']))  
q = t(as.matrix(data.frame(miriam, the\_rest)))  
  
  
barplot(m,main='NUmber of times the other candidates mention Binay vs each other',  
 beside=TRUE,col=c('darkblue','lightblue'),  
 #legend=c('# of times the other candidates mention Binay','# of times the other candidates mention each other'),  
 legend.text = FALSE)

![](data:image/png;base64,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)

m

## 20160221 20160320  
## binay 3 6  
## the\_rest 17 32

barplot(n,main='NUmber of times the other candidates mention Mar vs each other',  
 beside=TRUE,col=c('darkblue','lightblue'),  
 #legend=c('# of times the other candidates mention Mar','# of times the other candidates mention each other'),  
 legend.text = FALSE)
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n

## 20160221 20160320  
## mar 8 45  
## the\_rest 16 13

## Who mentioned Mar's name the most?  
mar\_binay = sapply(ref\_list, function(df) sum(df[rownames(df) == 'BINAY', 'MAR']))  
mar\_binay

## 20160221 20160320   
## 5 21

mar\_duterte = sapply(ref\_list, function(df) sum(df[rownames(df) == 'DUTERTE', 'MAR']))  
mar\_duterte

## 20160221 20160320   
## 0 14

mar\_poe = sapply(ref\_list, function(df) sum(df[rownames(df) == 'POE', 'MAR']))  
mar\_poe

## 20160221 20160320   
## 2 10

mar\_miriam = sapply(ref\_list, function(df) sum(df[rownames(df) == 'MIRIAM', 'MAR']))  
mar\_miriam

## 20160221 20160320   
## 1 0

barplot(o,main='NUmber of times the other candidates mention Duterte vs each other',  
 beside=TRUE,col=c('darkblue','lightblue'),  
 #legend=c('# of times the other candidates mention Duterte','# of times the other candidates mention each other'),  
 legend.text = FALSE)
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o

## 20160221 20160320  
## duterte 6 11  
## the\_rest 20 39

p

## 20160221 20160320  
## poe 2 1  
## the\_rest 18 45

q

## 20160221 20160320  
## miriam 10 1  
## the\_rest 16 63

Let's now turn our attention to the words themselves...

dates = c(20160221,20160320)  
#collect all the transcripts in a single character string  
read\_transcript = function(date){scan(paste0('debate\_', date, '\_full', '.txt'), what='x', quote=NULL)}  
#read and collate all transcripts  
text = unlist(sapply(dates, read\_transcript))  
  
  
speakers =  
 c( BINAY = '',  
 MAR = '',  
 DUTERTE = '',  
 MIRIAM = '',  
 POE = ''  
 )  
  
#assign text to the right speaker  
for(word in text){  
 #if word ends with :  
 if(substr(word,nchar(word),nchar(word))==':'){  
 #if word corresponds to one of the speakers of interest  
 if(word %in% paste0(names(speakers), ':')){  
 #set current speaker  
 currentSpeaker = substr(word,1,nchar(word)-1)  
 }  
 else{  
 #if the current speaker is not one of the speakers of interest, set it to NA  
 currentSpeaker = NA  
 }  
 }  
 else if(!is.na(currentSpeaker)){  
 #if the current speaker is of interest, save what he is saying  
 speakers[currentSpeaker] = paste(speakers[currentSpeaker], word)  
 }  
}  
  
  
##############################################################################  
# The candidates' vocabularies are further simplified by removing common words  
# that convey little meaning (e.g.,prepositions,pronouns) and stemming the  
# remaining, more substantive words.  
##############################################################################  
  
#preprocess text  
prez = Corpus(VectorSource(speakers))  
prez = tm\_map(prez, tolower)  
prez = tm\_map(prez, removeWords,stopwords('english'))  
#remove additional unwanted words  
prez = Corpus(VectorSource(speakers))  
prez = tm\_map(prez, tolower)  
prez = tm\_map(prez, removeWords,stopwords('english'))  
#remove additional unwanted words  
prez = tm\_map(prez, removeWords, c('laughter', 'applause', 'intermission', 'and', 'the', 'all',  
 'ang','mga','you','hindi','that','kung','ating','said','naman',  
 'namin','natin','yung','pero','sila','nila','ako','yan','para',  
 'will','isang','ito','doon','alam','may','kanilang','dahil',  
 'lahat','have','tayo','kami','for','because','rin','ngayon',  
 'kaya','kaya','hong','walang','but','kahit','dapat','lang',  
 'mas','pwedeng','saan','yong','buong','yong','ayaw','lang',  
 'not','wala','there','are','was','would','ano','well','can',  
 'kasi','dito','our','akong','with','dun','gusto','ninyo',  
 'bakit','niya','like','ibang','talagang','did','yes','yun','this',  
 'anong','man','diyan','tulad','pwede','talaga','give','bilang','isa',  
 'itong','what','nasa','sinasabi','just','kayo','lamang','nga','luchi',  
 'mismo','other','akin','kanya','ikaw','cannot','aking','ginawa',  
 'kanila','ginawa','know','really','sapagkat','din','maraming','they',  
 'meron','roxas','duterte','poe','mar','miriam',  
 'mong','uulitin','yon','yo','tony','below','anyway','eto','aba',  
 'when','madam','amin','nandun','pagka','mahigit','senadora','sya',  
 'inyong','parang','salamat','nagiging','yeah','look','how','goes','huwag','see','say',  
 'kang','actually','sinabi','about','already','nung','importante',  
 'oras','tama','here','very','into','pati','why','sabi','those','always',  
 'has','first','ganoon','atin','dalawang','kailangan','papaano','sabihin',  
 'nilang','hanggang','nating','from','siguro','tayong','naging','after',  
 'siya','namang','nagsabi','nang','lagi','niyo','grace','nagsasabi','nyo',  
 'pong','basta','dyan','iyan','pang','tayong','which','should','sino','these',  
 'without','di','yang','ilang','noon','noong','pag','iyon','kong',  
 'mag','maging','nandiyan','nang','per','pumunta','iyan','let','muna','each',  
 'aming','sana','also','basta','ganito'))  
prez = tm\_map(prez, removePunctuation,preserve\_intra\_word\_dashes=FALSE)  
prez = tm\_map(prez, stemDocument)  
prez = tm\_map(prez, stripWhitespace)  
prez = tm\_map(prez, removeNumbers)  
prez = tm\_map(prez, PlainTextDocument)  
#make document term matrix  
dtm = DocumentTermMatrix(prez)   
#reassign row names (each row is a speaker)  
rownames(dtm) = names(speakers)