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**Purpose**

The purpose of this code is to provide a basic chatter bot engine, and an example BatterBot.

**Using the code**  
The current version of this code is only designed to be used through the eclipse console. The code can then be used by creating a project in eclipse, bringing in the relevant files, and running the BatterBotDriver class, which contains a main method which will initiate the conversation cycle. You can create your own chatter bot by creating a method that will create new Response Templates, and calling the cycle() method.

**Simple System Overview:**

We begin by examining the flow of data by defining five main components in our system. We have the Language Processor, the Response Selector, the Response builder, and the IO controller. Another critical component of the system is the Response Template class, which we discuss more in the next section. Using these components, we can construct the basic cycle observed when the user enters an input string.

The program starts with the IO console reading the user input. This input String is the given to the Language Processor, which extracts from the input all of the recognized keywords. These matched keywords are then passed to the Response Selector. The Response Selector ranks all of the relevant response templates, selecting the one with the most matched keywords. This Response Template is then passed to the Response Builder. Each Response Template contains a String with some blanks and possible variable substitutions. The Response Builder then fills in these blanks with the variable substitutions, and hands the complete string to the IO console to be printed. The cycle then repeats.
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**BatterBotDriver**  
  
We use a driver class BatterBotDriver which contains all of the components needed for the Chatter Bot. This class also stores the main function cycle() which iterates through the user input and chatter bot response cycle. Additionally, there is a method setup(), which can be used to load our sample Batter Bot Response Template files.

**IO**

The current IO class produces a GUI; which not only reads input and writes output but keeps a scrollable history of commands typed and responses received. The console is not used except when there is an error.

**Language Processor**

Our implementation of the Language Processor is relatively simple. The Language Processor takes in the user input as a String. The Language Processor then loops through a list of all of the known keywords, and searches through the user input looking for each one. Every keyword that is found is then stored in a list, which is passed to the Response Selector.

**Response Selector**

The Response Selector contains a reference to a Hash Table storing pointers to all of the Response Templates. The keys for the hash table are the keywords, and the values are then the pointers to the Response Templates. This allows for quickly finding all of the relevant Response Tables based on a set of found keywords.

**Response Builder**

Given a Response Template as input, the Response Builder fills in the canned sentence with its variable substitutions and returns the response as a string. A variable substitution may optionally come from the memTable, which contains previous user input.   
  
**MemTable**

This is a dictionary data structure used to store previous user input. For example, the key may be “Name” and the value “John Doe”. When the question “What is your name?” Is asked, the response would then be parsed and stored in the memTable.

**Response Template**

The Response Template is a class used to store the ‘canned’ sentences and their variable substitutions. Each Response Template will contain:

* An output sentence with possible blanks to be filled in
* The Array of buckets, which contain the variable substitutions
* A list of key words that will trigger that response to be selected

Additionally, a Response Template may contain a scaleRules function definition, which allows for more complicated selection rules to be defined. This function should return a value that will multiply the normal ranking determined by the number of relevant keywords. For example, supposing that the given response should only be said once, the function scaleRules could return 1 if the response has not yet been used and a value of 0 if the response already has been used. Alternatively, this function could be used to increase the weight of the responses ranking by using a number larger than 1. This should be used with caution.

If a Response Template is asking a question of the user, for example, “What is your phone number?” then the response Template must also define and additional step for interpreting the following user input. In our example, this would mean extracting the phone number from the response. The Response Template then also needs to have a memTable key, called memEntry, which is the key that will be used to store that user response in the memTable.

**KeyWordList**  
We have created our own class, the KeyWordList, which is used to store a list of keywords. This class is very simple, and was designed to facilitate the integration of new features in the future. Currently it simply wraps an array of Strings.

**Detailed System Diagram**

A more complete diagram of the relationship between the different parts of the system can be made using the more detailed information about each class.
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We note that this diagram is incomplete in that it does not show the flow of data from the IO console to the Response Template class. The previously used Response Template is also responsible for parsing the user input in the event that the user’s response needs to be stored in the Memory Table.

The features I programmed for this assignment are:

-GUI

The user can now easily see and scroll through the history of the conversation- if they mistype a word or forget what they were talking to the bot about, they can simply look through the window and see the topics they’ve already discussed.

-Synonym recognition [Planned]

Now, when the user types a synonym to a word, the program will automatically recognize it (though the modified language processor) and will direct that information to the response selector. This way, the user does not have to guess at keywords the bot is programmed to respond to (instead, getting the “I don’t understand” message), and the conversation can be more fluid.

-Named Entity Recognition [Planned]

If the user types a special command (perhaps acting as some sort of anonymous tip), the bot will listen for and tag certain aspects of the next few lines.

The user will say it wants to report a villain, and the bot will ask for information. The user only needs to type a natural language sentence for the bot to figure out the name, location, and evil deeds of this new villain.

After this, the bot will add a new response in kind- so when the user says the new villain’s name it will respond with the information the user previously gave it.

5 features I could extract from my code (as an API) would be:

- Adding new responses (talking to the ResponseTemplate interface)

- Chat console (interfacing with IOInterface- for instance, building a new GUI)

- Language processing (adapting or avoiding the entity recognition/synonym recognition code)

- Response building (might want to use different canned sentences)

- Response selecting (choosing different responses for the same keys)
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