An introduction to R for ecological modeling (lab 1)

Stephen Ellner, modified by Ben Bolker & Bob Douma. Adapted to R Markdown by Alejandro Morales. Morales

October 8, 2018

# How to use this document

* This tutorial contain many sample calculations. It is important to do these yourself—**type them in at your keyboard and see what happens on your screen**—to get the feel of working in R.
* **Exercises** in the middle of a section should be done immediately when you get to them, and make sure you have them right before moving on. Some more challenging exercises (indicated by asterisks) appear at the end of some sections. These can be left until later, and may be assigned as homework.

These notes are based in part on course materials by former TAs Colleen Webb, Jonathan Rowell and Daniel Fink at Cornell, Professors Lou Gross (University of Tennessee) and Paul Fackler (NC State University), and on the book *Getting Started with Matlab* by Rudra Pratap (Oxford University Press). They also draw on the documentation supplied with R. They parallel, but go into more depth than, the chapter supplement for the book *Ecological Models and Data in R*.

You can find many other similar introductions scattered around the web, or in the “contributed documentation” section on the R web site (<http://cran.r-project.org/other-docs.html>). This particular version is limited (it has similar coverage to Sections 1 and 2 of the *Introduction to R* that comes with R) and targets biologists who are neither programmers nor statisticians.

# What is R?

R is an object-oriented scripting language that combines

* a programming language called Slang, developed by John Chambers at Bell Labs, that can be used for numerical simulation of deterministic and stochastic dynamic models.
* an extensive set of functions for classical and modernstatistical data analysis and modeling.
* graphics functions for visualizing data and model output
* a user interface with a few basic menus and extensive help facilities

R is an open source project, available for free download via the Web. Originally a research project in statistical computing (Ihaka and Gentleman, 1996, it is now managed by a development team that includes a number of well-regarded statisticians, and is widely used by statistical researchers (and a growing number of theoretical ecologists and ecological modelers) as a platform for making new methods available to users. The commercial implementation of Slang (called S-PLUS) offers an Office-style “point and click”" interface that R lacks. For our purposes, however, the advantage of this front-end is outweighed by the fact that R is built on a faster and much less memory-hungry implementation of Slang and is easier to interface with other languages (and is free!).

A standard installation of R also includes extensive documentation, including an introductory manual ( pages) and a comprehensive reference manual (over 1000 pages). (There is a graphical front-end for parts of R, called “R commander” (Rcmdr for short), available at the R site, but we will not be using it in this class.)

## Installing R on your computer: basics

If R is already installed on your computer, you can skip this section.

The main source for R is the CRAN home page http://cran.r-project.org. You can get the source code, but most users will prefer a precompiled version. To get one of these from CRAN:

* go to http://cran.r-project.org/mirrors.html and find a mirror site that is geographically somewhat near you.
* Find the appropriate page for your operating system — when you get to the download section, go to base rather than contrib. Download the binary file (e.g. base/R-x.y.z-win32.exe for Windows, R-x.y.z.dmg for MacOS, where x.y.z is the version number). The binary files are large (30–60 megabytes) — you will need to find a fast internet connection.
* Read and follow the instructions (which are pretty much “click on the icon”).

The standard distributions of R include several *packages*, user-contributed suites of add-on functions (unfortunately, the command to load a package into R is library!). These Notes use some packages that are not part of the standard distribution. In general, you can install additional packages from within R using the Packages menu, or the install.packages command. (See below.)

## Using Rstudio

Nowadays programs are available that integrate R in a sophisticated way by having a console, a *syntax highlighting* editor (giving colors to R commands and allows you to identify missing parentheses, quotation marks etc.) as well as tools for plotting, history, debugging, workspace management and connections to versioning systems such as github. We recommend to work with Rstudio is R is the core yof your work. See <https://www.rstudio.com>. If a new R version is launched after you installed Rstudio, you can change the R version that is used in Rstudio by clicking on Tools and Global Options, choose R general and select the location of the most recent R version.

Rstudio usually displays four panels. The default setting is a script editor at the top-left of the screen, the console at the bottom-left, the global environment (which shows what is stored in the memory) at the top-right, and a plotting region at bottom-right. As you see some panel have multiple tabs that include other useful features such as the help (bottom-right), the (available and loaded) packages (bottom-right) etc.

# Interactive calculations in the console

The console is where you enter commands for R to execute *interactively*, meaning that the command is executed and the result is displayed as soon as you hit the Enter key. For example, at the command prompt >, type in 2+2 and hit Enter; you will see

2+2

## [1] 4

To do anything complicated, you have to store the results from calculations by *assigning* them to variables, using = or <-. For example:

a=2+2

R automatically creates the variable a and stores the result (4) in it, but it doesn’t print anything. This may seem strange, but you’ll often be creating and manipulating huge sets of data that would fill many screens, so the default is to skip printing the results. To ask R to print the value, just type the variable name by itself at the command prompt:

a

## [1] 4

(the [1] at the beginning of the line is just R printing an index of element numbers; if you print a result that displays on multiple lines, R will put an index at the beginning of each line. print(a) also works to print the value of a variable.) By default, a variable created this way is a *vector*, and it is *numeric* because we gave R a number rather than some other type of data (e.g. a character string like "pxqr"). In this case a is a numeric vector of length 1, which acts just like a number.

You could also type a=2+2; a, using a semicolon to put two or more commands on a single line. Conversely, you can break lines *anywhere that R can tell you haven’t finished your command* and R will give you a “continuation” prompt (+) to let you know that it doesn’t think you’re finished yet: try typing

a=3\*(4+ [Enter]  
5)

to see what happens (you will sometimes see the continuation prompt when you don’t expect it, e.g. if you forget to close parentheses).If you get stuck continuing a command you don’t want—e.g. you opened the wrong parentheses—just hit the Escape key or the stop icon in the menu bar to get out.

Variable names in R must begin with a letter, followed by letters or numbers. You can break up long names with a period, as in very.long.variable.number.3, or an underscore (\_), but you can’t use blank spaces in variable names (or at least it’s not worth the trouble). Variable names in R are case sensitive, so Abc and abc are different variables. Make variable names long enough to remember, short enough to type.N.per.ha or pop.density are better than x and y (too short) or available.nitrogen.per.hectare (too long). Avoid c, l, q, t, C, D, F, I, and T, which are either built-in R functions or hard to tell apart.

R does calculations with variables as if they were numbers. It uses +, -, \*, /, and ^ for addition, subtraction, multiplication, division and exponentiation, respectively. For example:

x=5  
y=2  
z1=x\*y ## no output  
z2=x/y ## no output  
z3=x^y ## no output  
z2

## [1] 2.5

z3

## [1] 25

Even though R did not display the values of x and y, it “remembers” that it assigned values to them. Type x; y to display the values.

You can retrieve and edit previous commands. The up-arrow () in the console recalls previous commands to the prompt. They also can be found in the top-right tab History. For example, you can bring back the second-to-last command and edit it to

z3=2\*x^y

You can combine several operations in one calculation:

A=3  
C=(A+2\*sqrt(A))/(A+5\*sqrt(A))  
C

## [1] 0.5543706

Parentheses specify the order of operations. The command

C=A+2\*sqrt(A)/A+5\*sqrt(A)

is not the same as the one above; rather, it is equivalent to C=A + 2\*(sqrt(A)/A) + 5\*sqrt(A).

The default order of operations is: (1) parentheses; (2) exponentiation, or powers, (3) multiplication and division, (4) addition and subtraction.

b = 12-4/2^3 gives 12 - 4/8 = 12 - 0.5 = 11.5

b = (12-4)/2^3 gives 8/8 = 1

b = -1^2 gives -(1^2) = -1

b = (-1)^2 gives 1

In complicated expressions you might start off by *using parentheses to specify explicitly what you want*, such as b = 12 - (4/(2^3)) or at least b = 12 - 4/(2^3); a few extra sets of parentheses never hurt anything, although when you get confused it’s better to think through the order of operations rather than flailing around adding parentheses at random. R also has many *built-in mathematical functions* that operate on variables (Table 1 shows a few).

**Exercise 2.1**: Using editing shortcuts wherever you can, have R compute the values of

1. and compare it with (If any square brackets [] show up in your web browser’s rendition of these equations, replace them with regular parentheses ().)

* (remember that R knows exp but not ; how would you get R to tell you the value of ? What is the point of this exercise?)

1. the standard normal probability density, , for values of and (R knows as pi.) (You can check your answers against the built-in function for the normal distribution; dnorm(1) and dnorm(2) should give you the values for the standard normal for and .)

# Using scripts and data files

Modeling and complicated data analysis are often much easier if you use *scripts*, which are a series of commands stored in a text file. Scripting has a number of advantages and should be standard practice when doing statstics for reasons of transparency (what have you done), repeatability (tomorrow you will get the same result as today) and transferability (a colleague can easily check and redo your analysis). Rstudio has an advanced script editor that recognizes R syntax by giving different colors to different R and by automatic completion of parentheses: you can also use Windows Notepad or Wordpad but you **should not** use MS Word.

Most programs for working with models or analyzing data follow a simple pattern of program parts:

1. “Setup” statements.

* For example, load some packages, or run another script file that creates some functions (more on functions later).

1. Input some data from a file or the keyboard.

* Read in data from a text file.

1. Carry out the calculations that you want.

* Fit several statistical models to the data and compare them.

1. Print the results, graph them, or save them to a file.

* Graph the results, and save the graph to disk for including in your term project.

Even for relatively simple tasks, script files are useful for building up a calculation step-by-step, making sure that each part works before adding on to it. We recommend of making a habit typing all commands in a script editor before sending it the console, otherwise important parts of your analysis may get lost because you did not store them.

Tips for working with data and script files (sounding slightly scary but just trying to help you avoid common pitfalls):

* To tell R where data and script files are located, you can do any one of the following:
* spell out the *path*, or file location, explicitly. (Use a single forward slash to separate folders (e.g. "c:/My Documents/R/script.R"): this works on all platforms.)
* change your working directory to wherever the file(s) are located using the setwd (**set** **w**orking **d**irectory) function, e.g. setwd("c:/temp") or through clicking on ‘Session’ and ‘set working directory’. Changing your working directory is more efficient in the long run, if you save all the script and data files for a particular project in the same directory and switch to that directory when you start work.

# The help system

R has a help system, although it is generally better for providing detail or reminding you how to do things than for basic ``how do I …?’’ questions.

* You can get help on any R function by entering
* ?foo
* (where foo is the name of the function you are interested in) in the console window (e.g., try ?sin).
* The Help menu on the tool bar provides links to other documentation, including the manuals and FAQs, and a Search facility (`Apropos’ on the menu) which is useful if you sort of maybe remember part of the the name of what it is you need help on.
* Typing help.start() opens a web browser with help information.
* example(cmd) will run any examples that are included in the help page for command cmd.
* demo(topic) runs demonstration code on topic topic: type demo() by itself to list all available demos

By default, R’s help system only provides information about functions that are in the base system and packages that you have loaded with library (see below).

* ??topic or help.search("topic") (with quotes) will list information related to topic available in the base system or in any extra installed packages: then use ?topic to see the information, perhaps using library(pkg) to load the appropriate package first. help.search uses “fuzzy matching” — for example, help.search("log") finds 528 entries (on my particular system) including lots of functions with “plot”, which includes the letters “lot”, which are *almost* like “log”. If you can’t stand it, you can turn this behavior off by specifying the incantation help.search("log",agrep=FALSE) (81 results which still include matches for “logistic”, “myelogenous”, and “phylogeny” …)
* help(package="pkg") will list all the help pages for a loaded package.
* example(fun) will run the examples (if any) given in the help for a particular function fun: e.g. example(log)
* RSiteSearch("topic") does a full-text search of all the R documentation and the mailing list archives for information on topic (you need an active internet connection).
* the sos package is a web-aware help function that searches all of the packages on CRAN; its findFn function tries to find and organize functions in any package on CRAN that match a search string (again, you need a network connection for this).

**Other (on-line) help resources - just google it** In our experience, the help provided by R requires some experience in the R language to be able to understand it. Therefore, a general, but practical advice is to google your problem. In 99.9% of the cases someone else had a similar question in the past which were solved by the R community. Place were you likely will find answers are <https://stackoverflow.com> or <https://stat.ethz.ch>.

**Exercise 3.1**: Do an Apropos on sin via the Help menu, to see what it does. Now enter the command

help.search("sin")

and see what that does (answer: help.search pulls up all help pages that include ‘sin’ anywhere in their title or text. Apropos just looks at the name of the function).

# A first interactive session: linear regression

To get a feel for a typical workflow in R we’ll fit a straight-line model (linear regression) to data. Below are some data on the maximum growth rate of laboratory populations of the green alga *Chlorella vulgaris* as a function of light intensity (E per m per second). These experiments were run during the system-design phase of the study reported by Fussman et al. (2000).

Light: 20, 20, 20, 20, 21, 24, 44, 60, 90, 94, 101

: 1.73, 1.65, 2.02, 1.89, 2.61, 1.36, 2.37, 2.08, 2.69, 2.32, 3.67

To analyze these data in R, first enter them as numerical *vectors*:

Light=c(20,20,20,20,21,24,44,60,90,94,101)  
rmax=c(1.73,1.65,2.02,1.89,2.61,1.36,2.37,2.08,2.69,2.32,3.67)

The function c *combines* the individual numbers into a vector. Try recalling (with ) and modifying the above command to

Light=20,20,20,20,21,24,44,60,90,94,101

and see the error message you get: in order to create a vector of specified numbers, you **must** use the c function. Don’t be afraid of error messages: the answer to “what would happen if I …?” is usually “try it and see!”

To see a histogram of the growth rates enter hist(rmax), which opens a graphics window and displays the histogram. There are *many* other built-in statistics functions: for example mean(rmax) computes you the mean, and sd(rmax) and var(rmax) compute the standard deviation and variance, respectively. Play around with these functions, and any others you can think of.

To see how light intensity affects algal rate of increase, type

plot(rmax ~ Light)

to plot rmax () against Light (). The ~ sign implies “as a function of”. Alternatively, type plot(Light,rmax). A linear regression would seem like a reasonable model for these data. **Don’t close this plot window**: we’ll soon be adding to it.

![Some of R’s graphics parameters. Color specification, col, also applies in many other contexts: colors are set to a rainbow scale here. See ?par for (many more) details on graphics parameters, and one or more of ?rgb, ?palette, or apropos("color") for more on colors.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAkAAAAEgCAMAAABrWDzDAAAAwFBMVEUAAAAAADoAAGYAGv8AOjoAOpAAZrYAZv8As/8A/xkA/2YA/7IA//8zAP8z/wA6AAA6ADo6AGY6Ojo6OpA6ZmY6kLY6kNtmAABmADpmZgBmZjpmZmZmkJBmtrZmtttmtv9/AP+A/wCQOgCQZgCQkGaQtpCQ27aQ2/+2ZgC2kDq225C2/7a2///MAP/M/wDbkDrb/7bb/9vb////AAD/AE3/AJn/AOb/TQD/mQD/tmb/trb/25D/5QD//7b//9v///+tb3nnAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAQWUlEQVR4nO2dC1fjuBmGM0O5w8DutoR2uzUwu4vbHfB2uKaZkP//r2rJcqzLK1viCxkI73PODkGRZMd6IsnmnH1Hc0IEjL73CZC3DQUiIigQEUGB1pDZuMipMSncn1kkCgSrpcsn1fQ7H/6tMSwQqp3XqiXt2o5gveRxwc0zgEcfpXQ66pCdwvNZ/YG/q0DwSqcKNIJvjEARHFY41Ka1f7ARPKng7Eft2ScdSBfBmsPN0dGjhZDnSj49/u1oNDpRL6u6j61ahX/WBcX86WLLrzAZ6RdKltn4l3Fda1q/tfm1rqR+flYNqi2vx5O+kwa/hxcGFcaLwBiqqwPbegMDajajD84zzapR55B79LC5PjCwKs0/Uzz3SbYqo7lLPfRFbUZRj/aHy9qLk9m4/qleBxXUP7PxlhGoqWXPQJOPX2rtCrfH6VGPQXiwQWGaQGhYYHU4V41isoRjZf3nHxz0ifRdukAZVkUrJkrp0gxwtfm1dkcX6J/ToyKo8HShXkwaadpatkDqv+nxpdej0ipGskCRmR184ugBgEFgEUk5Ej58ZFzRgSI1VRH079kCCQsTBSrmWovWGa2EtaXxKhhp2lrOHqjcUt4sGkz0NGa5GJBytXFVPAPhySLWK1iswMIU9pkxA83RshiZgVYl0LJnoGM1ysqP42bVCgRaVNAmGGmgQPVkU550DSbmrIp5jNjaAKokCQQ3JvrfpCOlLmEvsgeCp4TOPjr5xvxBVf1PJNgDuX4MCtQ3A81Ofz+9tATqNlIR0PIMPhe+CpHuEsZljgcQzRZYKuQKOvvFDiZBIDgDZQiUcxsFv3zPvQvTO5bS3gMV3hJmKnh7oCIU6Onix/qWzOqxmPfzvFOOtR3hN2JPASKzeMpyE7vcsS7d2tEDBV3EvjyvielRPU8s7pnqe/dQoLaCexdWGIGsrXd9237i9zgve+ah5QqUVTNjUHD75NavefSXwPSoeewz754DFVqNxXOgroLzHKipNS/1c6B581OvXl6PPTdhIoGkrOzYay9QIaxg1/3pa1aDNb+274KlClSd5DWgQG+fJQo0PdKrGQUiq4ICEREUiIigQEQEBSIiKBARQYGICApERFAgIoICEREUiIigQEQEBSIiKBARQYGICApERFAgIoICEREUiIigQEQEBSIiKBARQYGICApERFAgIoICEREUiIigQEQEBSIiKBARQYGICApERFAgIoICEREUiIigQEQEBSIiKBARQYHWkN6EC5i3m9WDAwVaQ5KHP1qRAr1rvqtANzc3Ya2Hh4ew8PHxMSz89u1bWHh9fQ0OfX5+HhZ++vQpLNzd3Q0L9/b2wsL9/f2w8ODgICzc2dkJC7e3t8PCjY2NsPDw8DAsPDs7Cwuvrq7Cwvv7+7Dw7u4uLLy9vQ0LfZqMFTtKJStvF/bQvT79tSduxRfo5gYY9PAADHp8BAZ9+wYMur5GBp2fA4M+fQIG7e4Cg/b2gEH7+8CggwNg0M4OMGh7Gxi0sQEMOjwEBp2dAYOuroBB9/fAoLs7YNDtbYJBJmvXCXMypOXtwh6610YyiCfQzQ0w6OEBGPT4CAz69g0YdH2NDDo/BwZ9+gQM2t0FBu3tAYP294FBBwfAoJ0dYND2NjBoYwMYdHgIDDo7AwZdXQGD7u+BQXd3wKDb2wSD2sAvJ07OkJq3G/Zgvc6I/aZAb1CgNhrFCbR03htKu0Q9oN4AFKjjzQpksnadSF3nvaG8XdQD6g3APZDFG90D9c5ASXm7y5uBeBcWFr76u7DhPdBw3m7vHqiYx+FzoDXAZO3iu7CUvF3YA+gNQIHWgZ7nQGl5u73PgSjQOyYnLvVZUKD1hgIRERSIvG4oEBFBgYgICkREUCAiggIRERSIiKBARAQFIiIoEBFBgYgICkREUCAiggIRERSIiKBARAQFIiIoEBFBgYgICkREUCAiggIRERSIiKBARAQFIiIoEBFBgYgICkREUCAiggIRERSIiKBARAQFIiIoEBFBgYgICkREUCAiggIRERTotTDSpBS+Kl71ya0FaPyBFiPnR1/hUujLbk4PTJ1ToATgDADnBTiDgOKR9a9T5JXCwuWTJYzPexAoYgAsDEobA1DjQIuwEBswCgvhS/z+8nmnAokNSNKib2UZ1GJgXsmYdgaHqU3bqZqEnerjFxUClpndrF6NmiyfSq+yJ4sOo3xHgSRLgz5xWBiUjuZZhSm7kBcVqL/3CG3qsvqpMuZUWlzVhS2nZTfrXI26Qvu7srDtMEr4hU2qlVcIS5MNyNQiw4BhLVINwIVDC1O6iQMCtcFxzc9JPfCTj3+cXi7eT8tunph0ePO78qnrMMZKBBqhYgq0PIHaTJ7ajPa3crTlvz+UnDobN6I0vz9d1DOY1WGE1SxhWCtsVZpA0D8kUPoS1jdwkcEcMgT59yICmdTlSfPcqF2rvPeHsptrZxZ7oGZVtDuMsBqB0kneAyX7l7GJtv51y1a5BxpoA3FnIMXTxc/WupOW3awpzZ6oWfW6DmO8NoGEJKuGCqM355GHfssTKH0qw3R7oMKUVJv/vei2vmnZzW0X6ne9gKXc4a+ZQEJS/Ut9DoQfJOarNjhKbeqyXnfMJGJtfdOym/V0Y+SqzNTTdhg9MgV6HqKlVrbZh9jPgWpx6slGCZWZ3aze088DCr0b0nsf02EUCvQ9SP676ZL+mPqCyakU6D1AgYgICkReKxSIiKBARAQFIiIoEBFBgYgICkREUCAiggIRERSIiKBARAQFIiIoEBFBgYgICkREUCAiggIRERSIiKBARAQFIiIoEBFBgYgICkREUCAiggIRERSIiKBARAQFIiIoEBFBgYgICkREUCAiggIRERSIiKBARAQFIiIoEBFBgYgICkREUCAiYlig3P9J9XBCUEMZRHGW+v/rHzTXuQ1dfGNX00uxMoVeVRUAgc5o+oMfAKGPE4Q7Vri5TqNwmI1HJq/COcxRUBbJ4KpQLFfs6C+HFwEeLWvxBCrDTxETqAKXSx/N/8Q4tnV6/A8/w6MZk8prP9GN3cCYpub0yDl+MKSL0wFOt+l8HU8XKkHU/0gqNxR9JSa+p4vQN7daXUuF4wQEhVWbp2NT6sRSr/BFQflOvZlPrkDlVjiAkQ/QxrwG+Jc7EttaffyP33FpIqqcuubwJr/KqekdCgrUBGSV/hBOwgia5kCVW6xPps28ccoDgVCwaHP0CrzjlzXH8M6zuRQV/GK8EDKBZiqn1RemiQryBYDu6Bn3V1egSGyrlUW0oEQZZ+3l+9+XoKY3slAgqIWa1SJBsmi2AQJVm5/9o1VgnoGzUnNa3uWDAjUnk7onWAYmAtwJD//rUbAtsAj2QBN/DdNhZcEHhvNSqeZ7b9GOxLZOmsRpt3mzhDkXEQzevHOlBNOSd55N2GNoS0SgEs0WwQjWvQZHK38Ml+rJxz/GMHY9PAxawoxAPYmlS0d/fb3w8IwlrDYvWFlMZLT3idF3q7HEi7eLbBlLvTlwL20JNsF4pmtHzzmrdhPtNIh+ibFAk3C0J6EB6sL6As3GqqB0q1ZqoYQrYPipwGbfTJ+rFsgPD08XSJ9wuISp3/0hQDNQMyYTNAP5mBBPdxCbMZk4+9gcgdAMlCfQBN4WuPuvebOsRrbsbq/N3BUeCpyPuhbBPN9solctkB8eni6Q/qT+jNnMNf6Mgwa2QgLho1doXjJj4mi10iUMzD9NufuRdJ9YIO971VyR8MsWNsZ7NTWr6klgZWiBvPDwvBmovr9wryKegRYxrxZwBoKxraahdy9rLqt7FdtNtOO1dBM9hwJVEX8CLeJh6t73rDlIsNyDb1/Pfjl8YvWCdDOQogkPz9sDfbj0BtvsgYLRCZ8DmcFCz4H8uyA7E3hBOwM5h3qZ23gkENprmG8PmK38o8GazaUPmoP1P36g1d/G++HhGQIhusjoQZo7iYS7zvbqu4t+uwdyD6XXFf2Uz6/pbRmyHiSiUY3ttp4uwDvhXZi+D/dqVrA5Oh+0B9Iz9Crv4s3k6IWH432oIUWgRWT0IOA5EO6y7a4Mb6OC5vpvBBl/yvCXUPzXgECgCrZGz+ab8kBXWHMC/zyCJpoS1FQffcV/yijb50BdePgiFhzBP6YSERSIiKBARAQFIiIoEBFBgYgICkREUCAiggIRERSIiKBARAQFIiIoEBFBgYgICkREUCAiggIRERSIiKBARAQFIiIoEBFBgYgICkREUCAiggIRERSIiKBARAQFIiIoEBFBgYgICkREUCAiggIRERSIiKBARAQFIiIoEBFBgYgICkREUKA1Rf9PwgtQGv//zvclW0ahQGsKVqUvtaA30SAKBVpTKBARMRurhIrNzyrBo1rEixqtZuNfxk0uQ5eIPLWqT49/a2NOcWRyBwVaU4wqEx2ZWHils7FJHLUTka3qOuROp95EIpM7QoFG+cCOIxXi5bFe8l6n9BIcP6ww+JFgHxkXJtYG1EG9DLJQpbDzyhalJzryxklEtqovIr4ikcn2x4l8vjyilymo0Fce6yXvdUov3vFRhcGPBPvIuDCxNqBO2Msw7R6o3LIDxyyt1D9OIrJVfREyGIlMtj9P8nXqAXYcqRAvj/WS9zqll+D4YYXBjwT7yLgwsTagDuplkFagevawQsx8gcyBCvNeW90EhdYC2RUg3AOtKa1As9PfrcxVOAN177XVO4EG08oo0JrSCvR08aOVFucJ5Ny5W9VNqPZAZLyGAq0pWg+9Fbbvwj2BnERkq3oXc4oikx0o0Jqi9NBRlXo5Cp4DFWbGsRORu+pWzCmITHagQOvO9Kes0Gddve+2y4MCrTtV33PkSHUKRAzTo6zUeVOdApFVQYGICApERFAgIoICEREUiIigQEQEBSIiKBARQYGICApERFAgIoICEREUiIigQEQEBSIiKBARQYGICApERFAgIoICEREUiIigQEQEBSIiKBARQYGICApERFAgIoICEREUiIigQEQEBSIiKBARQYGICApERFAgIoICEREUiIigQEQEBSIiKNBbICGJDOXqWGFNvXnfqBfVdlIMJ/FSoCWSGDkXqRqtjet6lYcFyvssddtFLEsf71Gg9KFbxjij2rGqeZWdWhTIRz508soZw5wlxXLqOpVn43+pSCcd8lVuflUxTR9+/XCZkPf9ZLX7c2zeq9uq5O+6YBH8FLmc8beSyBiNl/o6J35Fn1E5WldYOV41r7Jdrdaj0t5s1UaczMuPX2opgj0QzPu22jXBu6at0yBG8glHmmdUTr5kuZWTLvBzKkfrvk6B1IpV/rz5Ved2F3MnabAv79tqp2O/27Z2A3Qpm9OLvrN8ksciWpcCRes2hsxOf/vhS+1Fo0Z4FxbL+27bqfcXbd1swwivdw+UQfooZ1ZOHuWeuivbAxXz8mT605+nlyr7fUgg00Oh3+za6RzV9yfQy5Eh2yu4C6s2/701L/92Yc0i1tvRvG+r3Tudgd4gSzDTraR3Lz/8/WRe/eX40ixOVVQgV4muXbcHqijQ+2JxyzRR2cvaHXgXVoR531a7JsnZtFUbaAr0XljcgJub89hzoALkfXftZtZzoEuVA/4nBSIvCgUiIigQEUGBiIj/A5rKMADDU3ilAAAAAElFTkSuQmCC)

Some of R’s graphics parameters. Color specification, col, also applies in many other contexts: colors are set to a rainbow scale here. See ?par for (many more) details on graphics parameters, and one or more of ?rgb, ?palette, or apropos("color") for more on colors.

R’s default plotting character is an open circle. Open symbols are generally better than closed symbols for plotting because it is easier to see where they overlap, but you could include pch=16 in the plot command if you wanted closed circles instead. Figure 1 shows several more ways to adjust the appearance of lines and points in R.

To perform linear regression we create a linear model using the lm (**l**inear **m**odel) function:

fit = lm(rmax~Light)

(Note that linear model is read as “model as a function of light”.)

The lm command produces no output at all, but it creates fit as an **object**, i.e. a data structure consisting of multiple parts, holding the results of a regression analysis with rmax being modeled as a function of Light. Unlike most statistics packages, R rarely produces automatic summary output from an analysis. Statistical analyses in R are done by creating a model, and then giving additional commands to extract desired information about the model or display results graphically.

To get a summary of the results, enter the command summary(fit). R sets up model objects (more on this later) so that the function summary “knows” that fit was created by lm, and produces an appropriate summary of results for an lm object:

summary(fit)

##   
## Call:  
## lm(formula = rmax ~ Light)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.5478 -0.2607 -0.1166 0.1783 0.7431   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 1.580952 0.244519 6.466 0.000116 \*\*\*  
## Light 0.013618 0.004317 3.154 0.011654 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.4583 on 9 degrees of freedom  
## Multiple R-squared: 0.5251, Adjusted R-squared: 0.4723   
## F-statistic: 9.951 on 1 and 9 DF, p-value: 0.01165

[If you’ve had (and remember) a statistics course the output will make sense to you. The table of coefficients gives the estimated regression line as = signif(coef(fit)[1],3) + signif(coef(fit)[2],3) , and associated with each coefficient is the standard error of the estimate, the -statistic value for testing whether the coefficient is nonzero, and the -value corresponding to the -statistic. Below the table, the adjusted R-squared gives the estimated fraction of the variance explained by the regression line, and the -value in the last line is an overall test for significance of the model against the null hypothesis that the response variable is independent of the predictors.]

You can add the regression line to the plot of the data with a function taking fit as its input (if you closed the plot of the data, you will need to create it again in order to add the regression line):

abline(fit)

(abline, pronounced “a b line”, is a general-purpose function for adding lines to a plot: you can specify horizontal or vertical lines, a slope and an intercept, or a regression model: ?abline).
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You can get the coefficients by using the coef function:

coef(fit)

## (Intercept) Light   
## 1.58095214 0.01361776

You can also “interrogate” fit directly. Type names(fit) to get a list of the components of fit, and then use the $ symbol to extract components according to their names.

names(fit)

## [1] "coefficients" "residuals" "effects" "rank"   
## [5] "fitted.values" "assign" "qr" "df.residual"   
## [9] "xlevels" "call" "terms" "model"

For more information (perhaps more than you want) about fit, use str(fit) (for **str**ucture). You can get the regression coefficients this way:

fit$coefficients

## (Intercept) Light   
## 1.58095214 0.01361776

It’s good to be able to look inside R objects when necessary, but all other things being equal you should prefer (e.g.) coef(x) to x$coefficients.

The file Intro1.R has the commands from the interactive regression analysis. **Important:** before working with an example file, create a personal copy in some location on your own computer. Now open **your copy** of Intro1.R in your editor (File -> Open File. In your editor, select and Copy the entire text of the file, and press Ctrl+R, or press the Run button at the right side of the top left panel.

Usually data is loaded from a file. To illustrate this, grab copies of Intro2.R and ChlorellaGrowth.txt from the web page (blackboard) to see how this is done. In ChlorellaGrowth.txt the two variables are entered as columns of a data matrix. Then instead of typing these in by hand, the command

X=read.table("ChlorellaGrowth.txt",header=TRUE)

reads the file (**from the current directory**) and puts the data values into the variable X; header=TRUE specifies that the file includes column names. **Note** that as specified above you need to make sure that R is looking for the data file in the right place … either move the data file to your current working directory, or change the line so that it points to the actual location of the data file.

Extract the variables from X with the commands

Light=X[,1]  
rmax=X[,2]

Think of these as shorthand for “Light = everything in column 1 of X”, and “rmax = everything in column 2 of X” (we’ll learn about working with data matrices later). From there on out it’s the same as before, with some additions that set the axis labels and add a title.

**Exercise 5.1** Make a copy of Intro2.R under a new name, and modify the copy so that it does linear regression of algal growth rate on the natural log of light intensity, LogLight=log(Light), and plots the data appropriately. You should end up with a graph that resembles Figure 3. (*Hint:* when you switch from light intensity to log light intensity, the range on your axis will change and you will have to change the position at which you plot the growth rate equation.)

![Graphical summary of regression analysis, using log of light intensity (and annotating the plot)](data:image/png;base64,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)

Graphical summary of regression analysis, using log of light intensity (and annotating the plot)

**Exercise 5.2** Run Intro2.R, then enter the command plot(fit) in the console and follow the directions in the console. Figure out what just happened by entering ?plot.lm to bring up the Help page for the function plot.lm that carries out a plot command for an object produced by lm. (This is one example of how R uses the fact that statistical analyses are stored as model objects. fit “knows” what kind of object it is (in this case an object of type lm), and so plot(fit) invokes a function that produces plots suitable for an lm object.) **Answer:** R produced a series of diagnostic plots exploring whether or not the fitted linear model is a suitable fit to the data. In each of the plots, the 3 most extreme points (the most likely candidates for “outliers”) have been identified according to their sequence in the data set.

**Exercise 5.3** The axes in plots are scaled automatically, but the outcome is not always ideal (e.g. if you want several graphs with exactly the same axis limits). You can use the xlim and ylim arguments in plot to control the limits:

plot(x,y,xlim=c(x1,x2), [other stuff])

will draw the graph with the -axis running from x1 to x2, and using ylim=c(y1,y2) within the plot command will do the same for the -axis.

Create a plot of growth rate versus light intensity with the -axis running from 0 to 120 and the -axis running from 1 to 4.

**Exercise 5.4** You can place several graphs within a single figure by using the par function (short for “parameter”) to adjust the layout of the plot. For example, the command

par(mfrow=c(2,3))

divides the plotting area into 2 rows and 3 columns. As R draws a series of graphs, it places them along the top row from left to right, then along the next row, and so on. mfcol=c(2,3) has the same effect except that R draws successive graphs down the first column, then down the second column, and so on.

Save Intro2.R with a new name and modify the program as follows. Use mfcol=c(2,1) to create graphs of growth rate as a function of Light, and of log(growth rate) as a function of log(Light) in the same figure. Do the same again, using mfcol=c(1,2).

**Exercise 5.5 \***  Use ?par to read about other plot control parameters that you use par to set (you should definitely skim — this is one of the longest help files in the whole R system!). Then draw a set of plots, each showing the line with running from 3 to 8, but with 4 different line styles and 4 different line colors.

**Exercise 5.6 \***  Modify one of your scripts so that at the very end it saves the plot to disk. In Windows you can do this with savePlot, otherwise with dev.print. Use ?savePlot, ?dev.print to read about these functions. Note that the argument filename can include the path to a folder; for example, in Windows you can use filename="c:/temp/Intro2Figure".

(These are really exercises in using the help system, with the bonus that you learn some things about plot. (Let’s see, we know plot can graph data points ( versus and all that). Maybe it can also draw a line to connect the points, or just draw the line and leave out the points. That would be useful. So let’s try ?plot and see if it says anything about lines … Hey, it also says that graphical parameters can be given as arguments to plot, so maybe I can set line colors inside the plot command instead of using par all the time …). The help system can be quite helpful (amazingly enough) once you get used to it and get in the habit of using it often.)

The main point is not to be afraid of experimenting; if you have saved your previous commands in a script file, there’s almost nothing you can break by trying out commands and inspecting the results.

# The R package system

R has many extra packages that provide extra functions. You may be able to install new packages from a menu within R. You can always type

install.packages("ggplot2")

(for example — this installs the ggplot2 package). You can install more than one package at a time:

install.packages(c("ggplot2","nlme"))

(c stands for “combine”, and is the command for combining multiple things into a single object.)

If you install the emdbook package first (install.packages("emdbook")), load the package (library(emdbook)), and then run the command get.emdbook.packages() (you do need the empty parentheses) it will install these packages for you automatically. It will save time later if you install these packages now.

# Statistics in R

Some of the important functions and packages (collections of functions) for statistical modeling and data analysis are summarized in Table 2. Venables and Ripley (2002) give a good practical (although somewhat advanced) overview, and you can find a list of available packages and their contents at CRAN, the main R website (<http://www.cran.r-project.org> — select a mirror site near you and click on Package sources). For the most part, we will not be concerned here with this side of R.

# Data types

R distinguishes a number of data types including vectors, matrices, data frames and lists that each have special properties and which are used for calculations and data storage.

## Vectors

An important class of data types are vectors and matrices (1- and 2-dimensional rectangular arrays of numbers). Operations with vectors and matrices may seem a bit abstract now, but we need them to do useful things later. Vectors’ only properties are their type (or *class*) and length, although they can also have an associated list of names.

We’ve already seen two ways to create vectors in R:

1. A command in the console window or a script file listing the values, such as

initialsize=c(1,3,5,7,9,11)

1. Using read.table:

initialsize=read.table("c:/temp/initialdata.txt")

(assuming of course that the file exists in the right place).

You can then use a vector in calculations as if it were a number (more or less)

finalsize=initialsize+1  
newsize=sqrt(initialsize)  
finalsize

## [1] 2 4 6 8 10 12

Notice that R applied each operation to every entry in the vector. Similarly, commands like initialsize-5, 2\*initialsize, initialsize/10 apply subtraction, multiplication, and division to each element of the vector. The same is true for

initialsize^2

## [1] 1 9 25 49 81 121

In R the default is to apply functions and operations to vectors in an *element by element* (or “vectorized”) manner. This is an extremely useful propery in R

## Functions for creating vectors

You can use the seq function to create a set of regularly spaced values. seq’s syntax is x=seq(from,to,by) or x=seq(from,to) or x=seq(from,to,length.out). The first form generates a vector (from,from+by,from+2\*by,...) with the last entry not extending further than than to. In the second form the value of by is assumed to be 1 or -1, depending on whether from or to is larger. The third form creates a vector with the desired endpoints and length. The syntax from:to is a shortcut for seq(from,to):

1:8

## [1] 1 2 3 4 5 6 7 8

**Exercise 8.1** Use seq to create the vector v=(1 5 9 13), and to create a vector going from 1 to 5 in increments of 0.2.

You can use rep to create a constant vector such as (1 1 1 1); the basic syntax is rep(values,lengths). For example,

rep(3,5)

## [1] 3 3 3 3 3

creates a vector in which the value 3 is repeated 5 times. rep will repeat a whole vector multiple times

rep(1:3,3)

## [1] 1 2 3 1 2 3 1 2 3

or will repeat each of the elements in a vector a given number of times:

rep(1:3,each=3)

## [1] 1 1 1 2 2 2 3 3 3

Even more flexibly, you can repeat each element in the vector a different number of times:

rep( c(3,4),c(2,5) )

## [1] 3 3 4 4 4 4 4

The value 3 was repeated 2 times, followed by the value 4 repeated 5 times. rep can be a little bit mind-blowing as you get started, but it will turn out to be useful.

Table 3 lists some of the main functions for creating and working with vectors.

### Vector indexing

You will often want to extract a specific entry or other part of a vector. This procedure is called *vector indexing*, and uses square brackets ([]):

z=c(1,3,5,7,9,11)  
z[3]

## [1] 5

(how would you use seq to construct z?) z[3] extracts the third item, or *element*, in the vector z. You can also access a block of elements using the functions for vector construction, e.g.

z[2:5]

## [1] 3 5 7 9

extracts the second through fifth elements.

What happens if you enter v=z[seq(1,5,2)] ? Try it and see, and make sure you understand what happened.

You can extracted irregularly spaced elements of a vector. For example

z[c(1,2,5)]

## [1] 1 3 9

You can also use indexing to **set specific values within a vector**. For example,

z[1]=12

changes the value of the first entry in z while leaving all the rest alone, and

z[c(1,3,5)]=c(22,33,44)

changes the first, third, and fifth values (note that we had to use c to create the vector — can you interpret the error message you get if you try z[1,3,5] ?)

**Exercise 8.2** Write a *one-line* command to extract a vector consisting of the second, first, and third elements of z *in that order*.

**Exercise 8.3** Write a script file that computes values of for , and plots versus with the points plotted and connected by a line (hint: in ?plot, search for type).

**Exercise 8.4\***  The sum of the geometric series approaches the limit for as . Set the values and , and then write a **one-line** command that creates the vector . Compare the sum (using sum) of this vector to the limiting value . Repeat for . (*Note* that comparing very similar numeric values can be tricky: rounding can happen, and some numbers cannot be represented exactly in binary (computer) notation. By default R displays 7~significant digits (options("digits")).

For example:

x = 1.999999  
x

## [1] 1.999999

x-2

## [1] -1e-06

x=1.9999999999999  
x

## [1] 2

x-2

## [1] -9.992007e-14

All the digits are still there, in the second case, but they are not shown. Also note that x-2 is not exactly ; this is unavoidable.)

### Logical operators

Logical operators return a value of TRUE or FALSE. For example, try:

a=1  
b=3  
c=a<b  
d=(a>b)  
c

## [1] TRUE

d

## [1] FALSE

The parentheses around (a>b) are optional but make the code easier to read. One special case where you *do* need parentheses (or spaces) is when you make comparisons with negative values; a<-1 will surprise you by setting a=1, because <- (representing a left-pointing arrow) is equivalent to = in R. Use a< -1, or more safely a<(-1), to make this comparison.

When we compare two vectors or matrices of the same size, or compare a number with a vector or matrix, comparisons are done element-by-element. For example,

x=1:5  
(b=(x<=3))

## [1] TRUE TRUE TRUE FALSE FALSE

So if x and y are vectors, then (x==y) will return a vector of values giving the element-by-element comparisons. If you want to know whether x and y are identical vectors, use identical(x,y) which returns a single value: TRUE if each entry in x equals the corresponding entry in y, otherwise FALSE. You can use ?Logical to read more about logical operators. **Note the difference between = and ==: can you figure out what happened in the following cautionary tale?**

a = 1:3  
b = 2:4  
a==b

## [1] FALSE FALSE FALSE

a=b  
a==b

## [1] TRUE TRUE TRUE

Exclamation points ! are used in R to mean “not”; != (not ==) means “not equal to”.

R also does arithmetic on logical values, treating TRUE as 1 and FALSE as 0. So sum(b) returns the value 3, telling us that three entries of x satisfied the condition (x<=3). This is useful for (e.g.) seeing how many of the elements of a vector are larger than a cutoff value. Build more complicated conditions by using *logical operators* to combine comparisons:

* !: Negation
* &, &&: AND
* |, ||: O

OR is *non-exclusive*, meaning that x|y is true if either x or y *or both* are true (a ham-and-cheese sandwich would satisfy the condition “ham OR cheese”). For example, try

a=c(1,2,3,4)  
b=c(1,1,5,5)  
(a<b)& (a>3)

## [1] FALSE FALSE FALSE TRUE

(a<b) | (a>3)

## [1] FALSE FALSE TRUE TRUE

and make sure you understand what happened (if it’s confusing, try breaking up the expression and looking at the results of a<b and a>3 separately first). The two forms of AND and OR differ in how they handle vectors. The shorter one does element-by-element comparisons; the longer one only looks at the first element in each vector.

## Vector indexing II

We can also use *logical* vectors (lists of TRUE and FALSE values) to pick elements out of vectors. This is important, e.g., for subsetting data (getting rid of those pesky outliers!)

As a simple example, we might want to focus on just the low-light values of in the *Chlorella* example:

X=read.table("ChlorellaGrowth.txt",header=TRUE)  
Light=X[,1]  
rmax=X[,2]  
lowLight = Light[Light<50]  
lowLightrmax = rmax[Light<50]  
lowLight

## [1] 20 20 20 21 24 44

lowLightrmax

## [1] 1.65 2.02 1.89 2.61 1.36 2.37

What is really happening here (think about it for a minute) is that Light<50 generates a logical vector the same length as Light (TRUE TRUE TRUE ...) which is then used to select the appropriate values.

If you want the positions at which Light is lower than 50, you could say (1:length(Light))[Light<50], but you can also use a built-in function: which(Light<50). If you wanted the position at which the maximum value of Light occurs, you could say which(Light==max(Light)). (This normally results in a vector of length 1; when could it give a longer vector?) There is even a built-in command for this specific function, which.max (although which.max always returns just the *first* position at which the maximum occurs).

**Exercise 8.5**: What would happen if instead of setting lowLight you replaced Light by saying Light=Light[Light<50], and then rmax=rmax[Light<50]? Why would that be wrong? Try it with some temporary variables — set Light2=Light and rmax2=rmax and then play with Light2 and rmax2 so you don’t mess up your working variables — and work out what happened …

We can also combine logical operators (making sure to use the element-by-element & and | versions of AND and OR):

Light[Light<50 & rmax <= 2.0]

## [1] 20 20 24

rmax[Light<50 & rmax <= 2.0]

## [1] 1.65 1.89 1.36

**Exercise 8.6** runif(n) is a function (more on it soon) that generates a vector of n random, uniformly distributed numbers between 0 and 1. Create a vector of 20 numbers, then select the subset of those numbers that is less than the mean. (If you want your answers to match mine exactly, use set.seed(273) to set the random-number generator to a particular starting point before you use runif; [273 is an arbitrary number I chose].)

**Exercise 8.7\***  Find the *positions* of the elements that are less than the mean of the vector you just created (e.g. if your vector were (0.1 0.9. 0.7 0.3) the answer would be (1 4)).

As I mentioned in passing above, vectors can have names associated with their elements: if they do, you can also extract elements by name (use names to find out the names).

x = c(first=7,second=5,third=2)  
names(x)

## [1] "first" "second" "third"

x["first"]

## first   
## 7

x[c("third","first")]

## third first   
## 2 7

Finally, it is sometimes handy to be able to drop a particular set of elements, rather than taking a particular set: you can do this with negative indices. For example, x[-1] extracts all but the first element of a vector.

**Exercise 8.8\*** : Specify two ways to take only the elements in the odd positions (first, third, …) of a vector of arbitrary length.

## Matrices

### Creating matrices

Like vectors, you can create matrices by using read.table to read in values from a data file. (Actually, this creates a data frame, which is *almost* the same as a matrix — see section 10.2.) You can also create matrices of numbers by creating a vector of the matrix entries, and then reshaping them to the desired number of rows and columns using the function matrix. For example

(X=matrix(1:6,nrow=2,ncol=3))

## [,1] [,2] [,3]  
## [1,] 1 3 5  
## [2,] 2 4 6

takes the values 1 to 6 and reshapes them into a 2 by 3 matrix.

By default R loads the values into the matrix *column-wise* (this is probably counter-intuitive since we’re used to reading tables row-wise). Use the optional parameter byrow to change this behavior. For example :

(A=matrix(1:9,nrow=3,ncol=3,byrow=TRUE))

## [,1] [,2] [,3]  
## [1,] 1 2 3  
## [2,] 4 5 6  
## [3,] 7 8 9

R will re-cycle through entries in the data vector, if necessary to fill a matrix of the specified size. So for example

matrix(1,nrow=10,ncol=10)

creates a matrix of ones.

**Exercise 9.1** Use a command of the form X=matrix(v,nrow=2,ncol=4) where v is a data vector, to create the following matrix X:

## [,1] [,2] [,3] [,4]  
## [1,] 1 1 1 1  
## [2,] 2 2 2 2

If you can, try to use R commands to construct the vector rather than typing out all of the individual values.

R will also collapse a matrix to behave like a vector whenever it makes sense: for example sum(X) above is 12.

**Exercise 9.2** Use rnorm (which is like runif, but generates Gaussian (normally distributed) numbers with a specified mean and standard deviation instead) and matrix to create a matrix of Gaussian random numbers with mean 1 and standard deviation 2. (Use set.seed(273) again for consistency.)

Another useful function for creating matrices is diag. diag(v,n) creates an matrix with data vector on its diagonal. So for example diag(1,5) creates the *identity matrix*, which has 1’s on the diagonal and 0 everywhere else. Try diag(1:5,5) and diag(1:2,5); why does the latter produce a warning?

Finally, you can use the data.entry function. This function can only edit existing matrices, but for example (try this now!!)

A=matrix(0,nrow=3,ncol=4)  
data.entry(A)

will create A as a matrix, and then call up a spreadsheet-like interface in which you can change the values to whatever you need.

### cbind and rbind

If their sizes match, you can combine vectors to form matrices, and stick matrices together with vectors or other matrices. cbind (“column bind”) and rbind (“row bind”) are the functions to use.

cbind binds together columns of two objects. One thing it can do is put vectors together to form a matrix:

(C=cbind(1:3,4:6,5:7))

## [,1] [,2] [,3]  
## [1,] 1 4 5  
## [2,] 2 5 6  
## [3,] 3 6 7

R interprets vectors as row or column vectors according to what you’re doing with them. Here it treats them as column vectors so that columns exist to be bound together. On the other hand,

(D=rbind(1:3,4:6))

## [,1] [,2] [,3]  
## [1,] 1 2 3  
## [2,] 4 5 6

treats them as rows. Now we have two matrices that can be combined.

**Exercise 9.3** Verify that rbind(C,D) works, cbind(C,C) works, but cbind(C,D) doesn’t. Why not?

### Matrix indexing

Matrix indexing is like vector indexing except that you have to specify both the row and column, or range of rows and columns. For example z=A[2,3] sets z equal to 6, which is the (2nd row, 3rd column) entry of the matrix **A** that you recently created, and

A[2,2:3]

## [1] 5 6

(B=A[2:3,1:2])

## [,1] [,2]  
## [1,] 4 5  
## [2,] 7 8

There is an easy shortcut to extract entire rows or columns: leave out the limits, leaving a blank before or after the comma.

(first.row=A[1,])

## [1] 1 2 3

(second.column=A[,2])

## [1] 2 5 8

(What does A[,] do?)

As with vectors, indexing also works in reverse for assigning values to matrix entries. For example,

(A[1,1]=12)

## [1] 12

You can do the same with blocks, rows, or columns, for example

(A[1,]=c(2,4,5))

## [1] 2 4 5

If you use which on a matrix, R will normally treat the matrix as a vector — so for example which(A==8) will give the answer 6 (figure out why). However, which does have an option that will treat its argument as a matrix:

which(A==8,arr.ind=TRUE)

## row col  
## [1,] 3 2

## Lists

While vectors and matrices may seem familiar, lists are probably new to you. Vectors and matrices have to contain elements that are all the same type: lists in R can contain anything — vectors, matrices, other lists … Indexing lists is a little different too: use double square brackets [[ ]] (rather than single square brackets as for a vector) to extract an element of a list by number or name, or $ to extract an element by name (only). Given a list like this:

L = list(A=x,B=y,C=c("a","b","c"))

Then L$A, L[["A"]], and L[[1]] will all grab the first element of the list.

You won’t use lists too much at the beginning, but many of R’s own results are structured in the form of lists.

## Data frames

Data frames are the solution to the problem that most data sets have several different kinds of variables observed for each sample (e.g. categorical site location and continuous rainfall), but matrices can only contain a single type of data. Data frames are a hybrid of lists and vectors; internally, they are a list of vectors that may be of different types but must all be the same length, but you can do most of the same things with them (e.g., extracting a subset of rows) that you can do with matrices. You can index them either the way you would index a list, using [[ ]] or $ — where each variable is a different item in the list — or the way you would index a matrix. Use as.matrix if you have a data frame (where all variables are the same type) that you really want to be a matrix, e.g. if you need to transpose it (use as.data.frame to go the other way).
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