Dataframe Manipulation with dplyr

Remembering that we can use the readxl package to read external data into R, for this lesson we are going to use the wetland data:

library("readxl")  
veg <- read\_excel("data/WetPlots.xlsx", 3)   
veg

## # A tibble: 259 x 8  
## fid plot.id species.name latin pc\_cover gt\_3m eq\_1to3 lt\_1m  
## <chr> <dbl> <chr> <chr> <chr> <dbl> <dbl> <dbl>  
## 1 111563 1 Sitka sedge/ Wate~ carex aquatil~ 10 NA NA NA  
## 2 111563 1 Calamograsis cana~ calamograsis ~ 15 NA NA NA  
## 3 111563 1 Mannagrass sp. glyceria sp 5 NA NA NA  
## 4 111563 1 Water arum calla palustr~ 5 NA NA NA  
## 5 111563 1 Pink Spirea sprea salicif~ 5 NA NA 100  
## 6 111563 1 Mountain alder alnus incana 10 90 NA NA  
## 7 111563 1 Salix Sp. (Pacifi~ <NA> T NA 80 20  
## 8 111563 1 Marsh cinquefoil potentilla pa~ 15 NA NA NA  
## 9 111563 1 Open water <NA> 5 NA NA NA  
## 10 111563 1 Bur-reed sp. carex sprgani~ T NA NA NA  
## # ... with 249 more rows

Manipulation of dataframes means many things to many researchers, we often select certain observations (rows) or variables (columns), we often group the data by a certain variable(s), or we even calculate summary statistics. We can do these types of operations using the normal base R operations:

mean(veg$gt\_3m)

## [1] NA

mean(veg$gt\_3m, na = TRUE)

## [1] 45.08108

The question here is how might you take averages (or any other summary statistic) by some group you might be interested in.

## The dplyr package

Luckily, the [dplyr](https://cran.r-project.org/package=dplyr) package provides a number of very useful functions for manipulating dataframes in a way that will reduce the above repetition, reduce the probability of making errors, and probably even save you some typing. As an added bonus, you might even find the dplyr grammar easier to read.

Here we’re going to cover 5 of the most commonly used functions as well as using pipes (%>%) to combine them.

1. select()
2. filter()
3. group\_by()
4. summarize()
5. mutate()

If you have have not installed this package earlier, please do so:

install.packages('dplyr')

Now let’s load the package:

library("dplyr")

## Warning: package 'dplyr' was built under R version 3.6.2

## Using select()

If, for example, we wanted to move forward with only a few of the variables in our dataframe we could use the select() function. This will keep only the variables you select.

veg\_pc <- select(veg, plot.id, species.name, pc\_cover)

## Using filter()

To select on some subset of rows:

filter(veg, plot.id == 1)

## # A tibble: 190 x 8  
## fid plot.id species.name latin pc\_cover gt\_3m eq\_1to3 lt\_1m  
## <chr> <dbl> <chr> <chr> <chr> <dbl> <dbl> <dbl>  
## 1 111563 1 Sitka sedge/ Wate~ carex aquatil~ 10 NA NA NA  
## 2 111563 1 Calamograsis cana~ calamograsis ~ 15 NA NA NA  
## 3 111563 1 Mannagrass sp. glyceria sp 5 NA NA NA  
## 4 111563 1 Water arum calla palustr~ 5 NA NA NA  
## 5 111563 1 Pink Spirea sprea salicif~ 5 NA NA 100  
## 6 111563 1 Mountain alder alnus incana 10 90 NA NA  
## 7 111563 1 Salix Sp. (Pacifi~ <NA> T NA 80 20  
## 8 111563 1 Marsh cinquefoil potentilla pa~ 15 NA NA NA  
## 9 111563 1 Open water <NA> 5 NA NA NA  
## 10 111563 1 Bur-reed sp. carex sprgani~ T NA NA NA  
## # ... with 180 more rows

Above we used ‘normal’ grammar, but the strengths of dplyr lie in combining several functions using pipes. This [description](https://twitter.com/WeAreRLadies/status/1172576445794803713) is very useful:

I work up %>%   
 showered %>%   
 dressed %>%   
 had coffee %>%   
 came to an R workshop

Since the pipes grammar is unlike anything we’ve seen in R before, let’s repeat what we’ve done above using pipes.

veg\_pc <- veg %>% select(plot.id, species.name, pc\_cover)

To help you understand why we wrote that in that way, let’s walk through it step by step. First we summon the gapminder dataframe and pass it on, using the pipe symbol %>%, to the next step, which is the select() function. In this case we don’t specify which data object we use in the select() function since in gets that from the previous pipe.

## Using filter() with pipes

If we now wanted to move forward with the above, but only with European countries, we can combine select and filter

veg\_pc\_p1 <- veg %>%  
 filter(plot.id == 1) %>%  
 select(species.name, pc\_cover)

## Challenge 1

Write a single command (which can span multiple lines and includes pipes) that will produce a dataframe that has data for plot 2 and contains the column for latin, pc\_cover. How many rows does your dataframe have and why?

As with last time, first we pass the gapminder dataframe to the filter() function, then we pass the filtered version of the gapminder dataframe to the select() function. **Note:** The order of operations is very important in this case. If we used ‘select’ first, filter would not be able to find the variable plot.id since we would have removed it in the previous step.

## Using group\_by() and summarize()

Now, we were supposed to be reducing the error prone repetitiveness of what can be done with base R, but up to now we haven’t done that since we would have to repeat the above for each continent. Instead of filter(), which will only pass observations that meet your criteria (in the above: plot.id== 1), we can use group\_by(), which will essentially use every unique criteria that you could have used in filter.

veg

## # A tibble: 259 x 8  
## fid plot.id species.name latin pc\_cover gt\_3m eq\_1to3 lt\_1m  
## <chr> <dbl> <chr> <chr> <chr> <dbl> <dbl> <dbl>  
## 1 111563 1 Sitka sedge/ Wate~ carex aquatil~ 10 NA NA NA  
## 2 111563 1 Calamograsis cana~ calamograsis ~ 15 NA NA NA  
## 3 111563 1 Mannagrass sp. glyceria sp 5 NA NA NA  
## 4 111563 1 Water arum calla palustr~ 5 NA NA NA  
## 5 111563 1 Pink Spirea sprea salicif~ 5 NA NA 100  
## 6 111563 1 Mountain alder alnus incana 10 90 NA NA  
## 7 111563 1 Salix Sp. (Pacifi~ <NA> T NA 80 20  
## 8 111563 1 Marsh cinquefoil potentilla pa~ 15 NA NA NA  
## 9 111563 1 Open water <NA> 5 NA NA NA  
## 10 111563 1 Bur-reed sp. carex sprgani~ T NA NA NA  
## # ... with 249 more rows

veg %>% group\_by(plot.id)

## # A tibble: 259 x 8  
## # Groups: plot.id [4]  
## fid plot.id species.name latin pc\_cover gt\_3m eq\_1to3 lt\_1m  
## <chr> <dbl> <chr> <chr> <chr> <dbl> <dbl> <dbl>  
## 1 111563 1 Sitka sedge/ Wate~ carex aquatil~ 10 NA NA NA  
## 2 111563 1 Calamograsis cana~ calamograsis ~ 15 NA NA NA  
## 3 111563 1 Mannagrass sp. glyceria sp 5 NA NA NA  
## 4 111563 1 Water arum calla palustr~ 5 NA NA NA  
## 5 111563 1 Pink Spirea sprea salicif~ 5 NA NA 100  
## 6 111563 1 Mountain alder alnus incana 10 90 NA NA  
## 7 111563 1 Salix Sp. (Pacifi~ <NA> T NA 80 20  
## 8 111563 1 Marsh cinquefoil potentilla pa~ 15 NA NA NA  
## 9 111563 1 Open water <NA> 5 NA NA NA  
## 10 111563 1 Bur-reed sp. carex sprgani~ T NA NA NA  
## # ... with 249 more rows

You will notice that the structure of the dataframe where we used group\_by() (grouped\_df) is not the same as the original veg (data.frame). A grouped\_df can be thought of as a list where each item in the list is a data.frame which contains only the rows that correspond to the a particular value plot.id (at least in the example above).

## Using summarize()

The above was a bit on the uneventful side but group\_by() is much more exciting in conjunction with summarize(). This will allow us to create new variable(s) by using functions that repeat for each of the plot-specific data frames. That is to say, using the group\_by() function, we split our original dataframe into multiple pieces, then we can run functions (e.g. n(), mean() or sd()) within summarize().

veg\_sp\_plot <- veg %>%  
 group\_by(fid) %>%  
 summarize(count = n())

That allowed us to calculate the number of rows (species) per site, but it gets even better.

## Challenge 2

Calculate the average (mean) percent cover per plot. Which plot has the highest pc\_cover? Hint calculations can only apply to numberic data types so you will need to convert the pc\_cover

Another way to do this is to use the dplyr function arrange(), which arranges the rows in a data frame according to the order of one or more variables from the data frame. It has similar syntax to other functions from the dplyr package. You can use desc() inside arrange() to sort in descending order.

veg$pc\_cover <- as.numeric(veg$pc\_cover)

## Warning: NAs introduced by coercion

plot\_mean <- veg %>%  
 group\_by(plot.id) %>%  
 summarize(mean\_cover = mean(pc\_cover, na.rm = TRUE))  
  
plot\_mean %>%  
 arrange(mean\_cover) %>%  
 head(1)

## # A tibble: 1 x 2  
## plot.id mean\_cover  
## <dbl> <dbl>  
## 1 3 21.5

plot\_mean %>%  
 arrange(desc(mean\_cover)) %>%  
 head(1)

## # A tibble: 1 x 2  
## plot.id mean\_cover  
## <dbl> <dbl>  
## 1 2 35.0

The function group\_by() allows us to group by multiple variables. Let’s group by plot.id and species.name.

cover\_site\_plot <- veg %>%  
 group\_by(fid, plot.id) %>%  
 summarize(mean\_pc\_cover = mean(pc\_cover, na.rm = TRUE))

That is already quite powerful, but it gets even better! You’re not limited to defining 1 new variable in summarize().

cover\_detail\_pc <- veg %>%  
 group\_by(fid, plot.id) %>%  
 summarize(mean\_pc\_cover = mean(pc\_cover, na.rm = TRUE),  
 sd\_pc\_cover = sd(pc\_cover, na.rm = TRUE),  
 mean\_gt3m = mean(gt\_3m, na.rm = TRUE),  
 sd\_gt3m = sd(gt\_3m, na.rm = TRUE))

## count() and n()

A very common operation is to count the number of observations for each group. The dplyr package comes with two related functions that help with this.

For instance, if we wanted to check the number of species included in the dataset for one site, we can use the count() function. It takes the name of one or more columns that contain the groups we are interested in, and we can optionally sort the results in descending order by adding sort=TRUE:

veg %>%  
 filter(plot.id == 1) %>%  
 count(species.name, sort = TRUE)

## # A tibble: 113 x 2  
## species.name n  
## <chr> <int>  
## 1 Sphagnum sp. 8  
## 2 Water Sedge 8  
## 3 Black Spruce 6  
## 4 Labrador Tea 6  
## 5 Marsh Cinquefoil 6  
## 6 Pink Spirea 6  
## 7 Scrub Birch 6  
## 8 Bog Cranberry 5  
## 9 Sedge sp. 4  
## 10 Spruce sp. 4  
## # ... with 103 more rows

If we need to use the number of observations in calculations, the n() function is useful. It will return the total number of observations in the current group rather than counting the number of observations in each group within a specific column.

You can also chain together several summary operations; in this case calculating the minimum, maximum, mean and se of each continent’s per-country life-expectancy:

veg %>%  
 group\_by(fid) %>%  
 summarize(  
 mean\_cover = mean(pc\_cover, na.rm = TRUE),  
 min\_cover = min(pc\_cover,na.rm = TRUE),  
 max\_cover = max(pc\_cover, na.rm = TRUE))

## # A tibble: 21 x 4  
## fid mean\_cover min\_cover max\_cover  
## <chr> <dbl> <dbl> <dbl>  
## 1 109171 25.5 1 95  
## 2 109411 24.3 1 90  
## 3 109454 48.8 10 90  
## 4 109507 39.1 5 90  
## 5 109507b 25.6 1 95  
## 6 111036 NaN Inf -Inf  
## 7 111563 16.2 5 50  
## 8 12519 58.3 25 100  
## 9 139285 24.4 1 100  
## 10 14539 27.9 5 80  
## # ... with 11 more rows

## Using mutate()

We can also create new variables prior to (or even after) summarizing information using mutate().

library(stringr)  
  
veg\_groups <- veg %>%  
 mutate(latin\_family = word(latin, 1)) %>%  
 group\_by(fid, latin\_family) %>%  
 summarize(  
 mean\_cover = mean(pc\_cover, na.rm = TRUE),  
 min\_cover = min(pc\_cover,na.rm = TRUE),  
 max\_cover = max(pc\_cover, na.rm = TRUE))

## Connect mutate with logical filtering: ifelse

When creating new variables, we can hook this with a logical condition. A simple combination of mutate() and ifelse() facilitates filtering right where it is needed: in the moment of creating something new. This easy-to-read statement is a fast and powerful way of discarding certain data (even though the overall dimension of the data frame will not change) or for updating values depending on this given condition.

veg\_groups <- veg %>%  
 mutate(latin\_family = word(latin, 1)) %>%  
 filter(latin\_family == "carex") %>%  
 group\_by(fid ) %>%  
 summarize(  
 mean\_cover = mean(pc\_cover, na.rm = TRUE))

## Combining dplyr and ggplot2

First install and load ggplot2:

install.packages('ggplot2')

library("ggplot2")

In the plotting lesson we looked at how to make a multi-panel figure by adding a layer of facet panels using ggplot2. Here is the code we used (with some extra comments):

# plot average cover of all species per plot.   
# first we have to summarise the data   
  
cover\_detail\_pc <- veg %>%  
 group\_by(fid, plot.id) %>%  
 summarize(mean\_pc\_cover = mean(pc\_cover, na.rm = TRUE),  
 sd\_pc\_cover = sd(pc\_cover, na.rm = TRUE),  
 mean\_gt3m = mean(gt\_3m, na.rm = TRUE),  
 sd\_gt3m = sd(gt\_3m, na.rm = TRUE))  
  
cover\_detail\_pc

## # A tibble: 34 x 6  
## # Groups: fid [21]  
## fid plot.id mean\_pc\_cover sd\_pc\_cover mean\_gt3m sd\_gt3m  
## <chr> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 109171 1 25.5 31.6 NaN NaN  
## 2 109411 1 24.3 33.1 1 NaN  
## 3 109454 1 48.8 39.7 NaN NaN  
## 4 109507 1 42.5 44.1 NaN NaN  
## 5 109507 2 70 0 NaN NaN  
## 6 109507 3 5 NaN NaN NaN  
## 7 109507 4 28.8 34.5 NaN NaN  
## 8 109507b 1 25.6 32.8 20 NaN  
## 9 111036 1 NaN NaN NaN NaN  
## 10 111563 1 8.5 4.12 90 NaN  
## # ... with 24 more rows

ggplot(data = veg, aes(x = plot.id, y = pc\_cover)) +  
 geom\_bar(stat = "identity")

## Warning: Removed 59 rows containing missing values (position\_stack).

![](data:image/png;base64,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)

# Make the plot per site:   
  
ggplot(data = cover\_detail\_pc, aes(x = plot.id, y = mean\_pc\_cover)) +  
 geom\_bar(stat = "identity") + facet\_wrap( ~ fid)

## Warning: Removed 1 rows containing missing values (position\_stack).
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This code makes the right plot but it also provides a way to chain operations. Just as we used %>% to pipe data along a chain of dplyr functions we can use it to pass data to ggplot(). Because %>% replaces the first argument in a function we don’t need to specify the data = argument in the ggplot() function. By combining dplyr and ggplot2 functions we can alter this figure for only those continents in Europe.

veg %>%  
 group\_by(fid, plot.id) %>%  
 summarize(mean\_pc\_cover = mean(pc\_cover, na.rm = TRUE),  
 sd\_pc\_cover = sd(pc\_cover, na.rm = TRUE),  
 mean\_gt3m = mean(gt\_3m, na.rm = TRUE),  
 sd\_gt3m = sd(gt\_3m, na.rm = TRUE)) %>%  
 ggplot(aes(x = plot.id, y = mean\_pc\_cover)) +  
 geom\_bar(stat = "identity") +   
 facet\_wrap( ~ fid)

## Warning: Removed 1 rows containing missing values (position\_stack).
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Using dplyr functions also helps us do calculations on the fly.

## Advanced Challenge

Calculate the average pc\_cover of 2 randomly selected species for each fid. Then arrange the continent names in reverse order. **Hint:** Use the dplyr functions arrange() and sample\_n(), they have similar syntax to other dplyr functions.

## Solution to Challenge 1

veg\_pc\_p2 <- veg %>%  
 filter(plot.id == 2) %>%  
 select(latin, pc\_cover)

## Solution to Challenge 2

veg$pc\_cover <- as.numeric(veg$pc\_cover)  
  
plot\_mean <- veg %>%  
 group\_by(plot.id) %>%  
 summarize(mean\_cover = mean(pc\_cover, na.rm = TRUE))

## Solution to Advanced Challenge

veg %>%  
 group\_by(fid) %>%  
 sample\_n(2) %>%  
 summarize(mean\_cover = mean(pc\_cover)) %>%  
 arrange(desc(mean\_cover))

## # A tibble: 21 x 2  
## fid mean\_cover  
## <chr> <dbl>  
## 1 7639 57.5  
## 2 171712 47.5  
## 3 163604 45   
## 4 12519 37.5  
## 5 36538 35   
## 6 44835 20   
## 7 166151 12.5  
## 8 109411 10.5  
## 9 190975 10   
## 10 109171 8   
## # ... with 11 more rows