最近看到nodejs，因为有一个处理里面有好几个异步操作，调入回调大坑，不禁觉得很恶心，真的很讨厌发明这种写法的人，简直反社会！！！遂转载一篇解坑的文章，原文地址：<http://www.infoq.com/cn/articles/nodejs-callback-hell/>。

[**Node.js**](http://lib.csdn.net/base/nodejs)需要按顺序执行异步逻辑时一般采用后续传递风格，也就是将后续逻辑封装在回调函数中作为起始函数的参数，逐层嵌套。这种风格虽然可以提高CPU利用率，降低等待时间，但当后续逻辑步骤较多时会影响代码的可读性，结果代码的修改维护变得很困难。根据这种代码的样子，一般称其为”callback hell”或”pyramid of doom”，本文称之为回调大坑，嵌套越多，大坑越深。   
坑的起源

后续传递风格

为什么会有坑？这要从后续传递风格（continuation-passing style–CPS)说起。这种编程风格最开始是由Gerald Jay Sussman和Guy L. Steele, Jr. 在AI Memo 349上提出来的，那一年是1975年，Schema语言的第一次亮相。既然**[JavaScript](http://lib.csdn.net/base/javascript" \o "JavaScript知识库" \t "_blank)**的函数式编程设计原则主要源自Schema，这种风格自然也被带到了Javascript中。

这种风格的函数要有额外的参数：“后续逻辑体”，**比如带一个参数的函数。CPS函数计算出结果值后并不是直接返回，而是调用那个后续逻辑函数，并把这个结果作为它的参数。从而实现计算结果在逻辑步骤之间的传递，以及逻辑的延续。也就是说如果要调用CPS函数，调用方函数要提供一个后续逻辑函数来接收CPS函数的“返回”值。   
回调**

在JavaScript中，这个“后续逻辑体”就是我们常说的回调(callback)。这种作为参数的函数之所以被称为回调，是因为它一般在主程序中定义，由主程序交给库函数，并由它在需要时回来调用。而将回调函数作为参数的，一般是一个会占用较长时间的异步函数，要交给另一个线程执行，以便不影响主程序的后续操作。如下图所示：   
![这里写图片描述](data:image/png;base64,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)   
下面一个例子说明回调样例的恶心之处：

module.exports = function (param, cb) {

asyncFun1(param, function (er, data) {

if (er) return cb(er);

asyncFun2(data,function (er,data) {

if (er) return cb(er);

asyncFun3(data, function (er, data) {

if (er) return cb(er);

cb(data);

})

})

})

}

像function(er,data)这种回调函数签名很常见，几乎所有的Node.js核心库及第三方库中的CPS函数都接收这样的函数参数，它的第一个参数是错误，其余参数是CPS函数要传递的结果。比如Node.js中负责文件处理的fs模块，我们再看一个实际工作中可能会遇到的例子。要找出一个目录中最大的文件，处理步骤应该是：

1. 用fs.readdir获取目录中的文件列表；
2. 循环遍历文件，获取文件的stat；
3. 找出最大文件；
4. 以最大文件的文件名为参数调用回调。   
   这些都是异步操作，但需要顺序执行，后续传递风格的代码应该是下面这样的：

var fs = require('fs')

var path = require('path')

module.exports = function (dir, cb) {

fs.readdir(dir, function (er, files) { // [1]

if (er) return cb(er)

var counter = files.length

var errored = false

var stats = []

files.forEach(function (file, index) {

fs.stat(path.join(dir,file), function (er, stat) { // [2]

if (errored) return

if (er) {

errored = true

return cb(er)

}

stats[index] = stat // [3]

if (--counter == 0) { // [4]

var largest = stats

.filter(function (stat) { return stat.isFile() }) // [5]

.reduce(function (prev, next) { // [6]

if (prev.size > next.size) return prev

return next

})

cb(null, files[stats.indexOf(largest)]) // [7]

}

})

})

})

}
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对这个模块的用户来说，只需要提供一个回调函数function(er,filename)，用两个参数分别接收错误或文件名：

var findLargest = require('./findLargest')

findLargest('./path/to/dir', function (er, filename) {

if (er) return console.error(er)

console.log('largest file was:', filename)

})

* 5介绍完CPS和回调，我们接下来看看如何平坑。

解套平坑

编写正确的并发程序归根结底是要让尽可能多的操作同步进行，但各操作的先后顺序仍能正确无误。服务端的代码一般逻辑比较复杂，步骤多，此时用嵌套实现异步函数的顺序执行会比较痛苦，所以应该尽量避免嵌套，或者降低嵌套代码的复杂性，少用匿名函数。这一般有几种途径：

最简单的是把匿名函数拿出来定义成单独的函数，然后或者像原来一样用嵌套方式调用，或者借助流程控制模块放在数组里逐一调用；   
用Promis；   
如果你的Node版本>=0.11.2，可以用generator。   
我们先介绍最容易理解的流程控制模块。   
流程控制模块

Nimble是一个轻量、可移植的函数式流程控制模块。经过最小化和压缩后只有837字节，可以运行在Node.js中，也可以用在各种浏览器中。它整合了underscore和async一些最实用的功能，并且API更简单。

nimble有两个流程控制函数，*.parallel和*.series。顾名思义，我们要用的是第二个，可以让一组函数串行执行的\_.series。下面这个命令是用来安装Nimble的：

npm install nimble
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如果用.series调度执行上面那个解方程的函数，代码应该是这样的：

var flow = require('nimble');

(function calculate(i) {

if(i === l-1) {

variables[i] = res[i];

process.exit();

}else {

flow.series([

function (callback) {

calculateTail(res[i],res[i+1],function(tail) {

variables[i] = tail;

callback();

});

},

function (callback) {

calculateHead(res[i],res[i+1],function(head) {

res[i+1] = head;

callback();

});

},

function(callback){

calculate(i+1);

}]);

}

})(0);
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.series数组参数中的函数会挨个执行，只是我们的calculateTail和calculateHead都被包在了另一个函数中。尽管这个用流程控制实现的版本代码更多，但通常可读性和可维护性要强一些。接下来我们介绍Promise。   
Promise

什么是Promise呢？在纸牌屋的第一季第一集中，当琳达告诉安德伍德不能让他做国务卿后，他说：“所谓Promise，就是说它不会受不断变化的情况影响。”

Promise不仅去掉了嵌套，它连回调都去掉了。因为按照Promise的观点，回调一点也不符合函数式编程的精神。回调函数什么都不返回，没有返回值的函数，执行它仅仅是因为它的副作用。所以用回调函数编程天生就是指令式的，是以副作用为主的过程的执行顺序，而不是像函数那样把输入映射到输出，可以组装到一起。   
这里用的Promis框架是著名的Q，可以用npm install q安装。虽然可用的Promis框架有很多，但在它们用法上都大同小异。我们在这里会用到其中的三个方法。

第一个负责将Node.js的CPS函数变成Promise。Node.js核心库和第三方库中有非常多的CPS函数，我们的程序肯定要用到这些函数，要解决回调大坑，就要从这些函数开始。这些函数的回调函数参数大多遵循一个相同的模式，即函数签名为function(err, result)。对于这种函数，可以用简单直接的Q.nfcall和Q.nfapply调用这种Node.js风格的函数返回一个Promise：

return Q.nfcall(FS.readFile, "foo.txt", "utf-8");

return Q.nfapply(FS.readFile, ["foo.txt", "utf-8"]);
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也可以用Q.denodeify或Q.nbind创建一个可重用的包装函数，比如：

var readFile = Q.denodeify(FS.readFile);

return readFile("foo.txt", "utf-8");

var redisClientGet = Q.nbind(redisClient.get, redisClient);

return redisClientGet("user:1:id");
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第二个是then方法，这个方法是Promise对象的核心部件。我们可以用这个方法从异步操作中得到返回值（履约值），或抛出的异常（拒绝的理由）。then方法有两个可选的参数，分别对应Promis对象的两种执行结果。成功时调用的onFulfilled函数，错误时调用onRejected函数：

var promise = asyncFun()

promise.then(onFulfilled, onRejected)

* 1
* 2
* 1
* 2

Promise被解决时（异步处理已经完成）会调用onFulfilled 或onRejected 。因为只会有一种可能，所以这两个函数中仅有一个会被触发。尽管then方法的名字让人觉得它跟某种顺序化操作有关，并且那确实是它所承担的职责的副产品，但你真的可以把它当作unwrap来看待。Promise对象是一个存放未知值的容器，而then的任务就是把这个值从Promise中提取出来，把它交给另一个函数。

var promise = readFile()

var promise2 = promise.then(readAnotherFile, console.error)
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这个promise表示 onFulfilled 或 onRejected 的返回结果。既然结果只能是其中之一，所以不管是什么结果，Promise都会转发调用:

var promise = readFile()

var promise2 = promise.then(function (data) {

return readAnotherFile() // if readFile was successful, let's readAnotherFile

}, function (err) {

console.error(err) // if readFile was unsuccessful, let's log it but still readAnotherFile

return readAnotherFile()

})

promise2.then(console.log, console.error) // the result of readAnotherFile

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8
* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8

因为then 返回的是Promise，所以promise可以形成调用链，从而避免出现回调大坑：

readFile()

.then(readAnotherFile)

.then(doSomethingElse)

.then(...)

* 1
* 2
* 3
* 4
* 1
* 2
* 3
* 4

再来看一下那个找最大文件的例子用Promise实现的样子：

var fs = require('fs')

var path = require('path')

var Q = require('q')

var fs\_readdir = Q.denodeify(fs.readdir) // [1]

var fs\_stat = Q.denodeify(fs.stat)

module.exports = function (dir) {

return fs\_readdir(dir)

.then(function (files) {

var promises = files.map(function (file) {

return fs\_stat(path.join(dir,file))

})

return Q.all(promises).then(function (stats) { // [2]

return [files, stats] // [3]

})

})

.then(function (data) { // [4]

var files = data[0]

var stats = data[1]

var largest = stats

.filter(function (stat) { return stat.isFile() })

.reduce(function (prev, next) {

if (prev.size > next.size) return prev

return next

})

return files[stats.indexOf(largest)]

})

}

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8
* 9
* 10
* 11
* 12
* 13
* 14
* 15
* 16
* 17
* 18
* 19
* 20
* 21
* 22
* 23
* 24
* 25
* 26
* 27
* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8
* 9
* 10
* 11
* 12
* 13
* 14
* 15
* 16
* 17
* 18
* 19
* 20
* 21
* 22
* 23
* 24
* 25
* 26
* 27

这时这个模块的用法变成了：

var findLargest = require('./findLargest')

findLargest('./path/to/dir')

.then(function (er, filename) {

console.log('largest file was:', filename)

})

.fail(function(err){

console.error(err);

});

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8
* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8

因为模块返回的是Promise，所以客户端也变成了Promise风格的，调用链中的所有异常都可以在这里捕获到。不过Q也有可以支持回调风格函数的nodeify方法。   
generators

generator科普   
在计算机科学中，generator实际上是一种迭代器。它很像一个可以返回数组的函数，有参数，可以调用，并且会生成一系列的值。然而generator不是把数组中的值都准备好然后一次性返回，而是一次yield一个，所以它所需的资源更少，并且调用者可以马上开始处理开头的几个值。简言之，generator看起来像函数，但行为表现像迭代器。

Generator也被称为半协程，是协程的一种特例（别协程弱），它总是把控制权交回给调用者（同时返回一个结果值），而不是像协程一样跳转到指定的目的地。如果要说得具体一点儿，就是虽然它们两个都可以yield多次，暂停执行并允许多次进入，但协程可以指定yield之后的去向，而generator不行，它只能把控制权交回给调用者。因为generator主要是为了降低编写迭代器的难度的，所以generator中的yield语句不是用来指明程序要跳到哪里去的，而是用来把值传回给父程序的。

2008年7月，Eich宣布开始ECMAScript Harmony（即ECMAScript 6）项目，从2011年7月开始，ECMAScript Harmony草案开始定期公布，预计到2014年12月正式发布。generator就是在这一过程中出现在ECMAScript中的，随后不久就被引入了V8引擎中。

Node.js对generator的支持是从v0.11.2开始的，但因为Harmony还没正式发布，所以需要指明–harmony或–harmony-generator参数启用它。我们用node –harmony进入REPL，创建一个generator：

function\* values() {

for (var i = 0; i < arguments.length; i++) {

yield arguments[i];

}

}

* 1
* 2
* 3
* 4
* 5
* 1
* 2
* 3
* 4
* 5

注意generator的定义，用的是像函数可又不是函数的function\*，循环时每次遇到yield，程序就会暂停执行。那么暂停后，generator何时会再次执行呢？在REPL中执行o.next()：

>var o = values(1, 2, 3);

> o.next();

{ value: 1, done: false }

> o.next();

{ value: 2, done: false }

> o.next();

{ value: 3, done: false }

> o.next();

{ value: undefined, done: true }

>

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8
* 9
* 10
* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8
* 9
* 10

第一次执行o.next()，返回了一个对象{ value: 1, done: false }，执行到第四次时，value变成了undefined，状态done变成了true。表现得像迭代器一样。next()除了得到generator的下一个值并让它继续执行外，还可以把值传给generator。有些文章提到了send()，不过那是老黄历了，也许你看这篇文章的时候，本文中也有很多内容已经过时了，IT技术发展得就是这样快。我们再看一个例子，还是在REPL中：

function\* foo(x) {

yield x + 1;

var y = yield null;

return x + y;

}

* 1
* 2
* 3
* 4
* 5
* 1
* 2
* 3
* 4
* 5

再次执行next()：

>var f = foo(2);

> f.next();

{ value: 3, done: false }

> f.next();

{ value: null, done: false }

> f.next(5);

{ value: 7, done: true }

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 1
* 2
* 3
* 4
* 5
* 6
* 7

注意最后的f.next(5)，value变成了7，因为最后一个next将5压进了这个generator的栈中，y变成了5。如果要总结一下，那么generator就是：

yield可以出现在任何表达式中，所以可以随时暂停执行，比如foo(yield x, yield y)或在循环中。   
调用generator只是看起来像函数，但实际上是创建了一个generator对象。只有调用next才会再次启动generator。next还可以向generator对象中传值。   
generator返回的不是原始值，而是有两个属性的对象：value和done。当generator结束时，done会变成true，之前则一直是false。   
可是generator和回调大坑有什么关系呢？因为yield可以暂停程序，next可以让程序再次执行，所以只需稍加控制，就能让异步回调代码顺序执行。

用generator平坑   
Node.js社区中有很多借助generator实现异步回调顺序化的库，比如suspend、co等，不过我们重点介绍的还是Q。它提供了一个spawn方法。这个方法可以立即运行一个generator，并将其中未捕获的错误发给Q.onerror。