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Window Sliding Technique

* Difficulty Level : [Easy](https://www.geeksforgeeks.org/easy/)

This technique shows how a nested for loop in some problems can be converted to a single for loop to reduce the time complexity.  
Let’s start with a problem for illustration where we can apply this technique –

Given an array of integers of size **‘n’**.

Our aim is to calculate the maximum sum of **‘k’**

consecutive elements in the array.

import sys

print "GFG"

# O(n \* k) solution for finding

# maximum sum of a subarray of size k

INT\_MIN = -sys.maxsize - 1

# Returns maximum sum in a

# subarray of size k.

def maxSum(arr, n, k):

# Initialize result

max\_sum = INT\_MIN

# Consider all blocks

# starting with i.

for i in range(n - k + 1):

m = 0

current\_sum = 0

for j in range(k):

current\_sum = current\_sum + arr[i + j]

# Update result if required.

max\_sum = max(current\_sum, m)

m = max\_sum

current\_sum=0

return m

# Driver code

arr = [1, 4, 2, 10, 2,

3, 1, 0, 20]

k = 4

n = len(arr)

print(maxSum(arr, n, k))

It can be observed from the above code that the time complexity is **O(k\*n)** as it contains two nested loops.

**Window Sliding Technique**

The technique can be best understood with the window pane in bus, consider a window of length **n** and the pane which is fixed in it of length **k**. Consider, initially the pane is at extreme left i.e., at 0 units from the left. Now, co-relate the window with array arr[] of size n and pane with current\_sum of size k elements. Now, if we apply force on the window such that it moves a unit distance ahead. The pane will cover next **k** consecutive elements.   
Consider an array **arr[]** = {5, 2, -1, 0, 3} and value of **k** = 3 and **n** = 5  
**Applying sliding window technique**:

1. We compute the sum of first k elements out of n terms using a linear loop and store the sum in variable window\_sum.
2. Then we will graze linearly over the array till it reaches the end and simultaneously keep track of maximum sum.
3. To get the current sum of block of k elements just subtract the first element from the previous block and add the last element of the current block .

The below representation will make it clear how the window slides over the array.  
This is the initial phase where we have calculated the initial window sum starting from index 0 . At this stage the window sum is 6. Now, we set the maximum\_sum as current\_window i.e 6. 
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Now, we slide our window by a unit index. Therefore, now it discards 5 from the window and adds 0 to the window. Hence, we will get our new window sum by subtracting 5 and then adding 0 to it. So, our window sum now becomes 1. Now, we will compare this window sum with the maximum\_sum. As it is smaller we wont the change the maximum\_sum. 
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Similarly, now once again we slide our window by a unit index and obtain the new window sum to be 2. Again we check if this current window sum is greater than the maximum\_sum till now. Once, again it is smaller so we don’t change the maximum\_sum.  
Therefore, for the above array our maximum\_sum is 6.
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**code for the above description :**

# O(n) solution for finding

# maximum sum of a subarray of size k

def maxSum(arr, k):

    # length of the array

    n = len(arr)

    # n must be greater than k

    if n < k:

        print("Invalid")

        return -1

    # Compute sum of first window of size k

    window\_sum = sum(arr[:k])

    # first sum available

    max\_sum = window\_sum

    # Compute the sums of remaining windows by

    # removing first element of previous

    # window and adding last element of

    # the current window.

    for i in range(n - k):

        window\_sum = window\_sum - arr[i] + arr[i + k]

        max\_sum = max(window\_sum, max\_sum)

    return max\_sum

# Driver code

arr = [1, 4, 2, 10, 2, 3, 1, 0, 20]

k = 4

print(maxSum(arr, k))

2 - Given an array of integers nums and an integer k, return the total number of continuous subarrays whose sum equals to *k*. (hard!)  
  
**naïve answer:**

arr=[-1, -2, 3, 2, 1, -1, 4, -2 ]

k = 2

# arr = [ 10, 2, -2, -20, 10 ]

n = len(arr)

# k = -10

res = 0

# Calculate all subarrays

for i in range(n):

summ = 0

for j in range(i, n):

# Calculate required sum

summ += arr[j]

# Check if sum is equal to

# required sum

if summ == k:

res += 1

print(res)

better solution:

intro:

from collections import defaultdict

somedict = {}

print(somedict[3]) # KeyError

someddict = defaultdict(int)

print(someddict[3])

defaultdict means that if a key is not found in the dictionary, then instead of a KeyError being thrown, a new entry is created. The type of this new entry is given by the argument of defaultdict.

دیفالت دیک : کار آن ساخت مقدار پیش فرض 0 برای عضوی که که از قبل وجود ندارد است.

someddict = defaultdict(lambda:10)

لاندا هم به آن مقدار پیش فرض میدهد. یعنی مثلا اینجا   
someddic[3]   
برابر با ده میشود نه صفر.  
  
from collections import defaultdict

def findSubarraySum(arr, n, Sum):

# Dictionary to store number of subarrays

# starting from index zero having

# particular value of sum.

prevSum = defaultdict(lambda : 0)

res = 0

# Sum of elements so far.

currsum = 0

for i in range(0, n):

# Add current element to sum so far.

currsum += arr[i]

# If currsum is equal to desired sum,

# then a new subarray is found. So

# increase count of subarrays.

if currsum == Sum:

res += 1

# currsum exceeds given sum by currsum - sum.

# Find number of subarrays having

# this sum and exclude those subarrays

# from currsum by increasing count by

# same amount.

if (currsum - Sum) in prevSum:

res += prevSum[currsum - Sum]

# Add currsum value to count of

# different values of sum.

prevSum[currsum] += 1

return res

# if \_\_name\_\_ == "\_\_main\_\_":

arr = [10, 2, -2, -20, 10]

Sum = -10

n = len(arr)

print(findSubarraySum(arr, n, Sum))

print(findSubarraySum([1,2,3,-1,1,5], 6, 5))

Given a binary array, find the maximum number of consecutive 1s in this array.

**Example 1:**

**Input:** [1,1,0,1,1,1]

**Output:** 3

**Explanation:** The first two digits or the last three digits are consecutive 1s.

The maximum number of consecutive 1s is 3.

**Note:**

* The input array will only contain 0 and 1.
* The length of input array is a positive integer and will not exceed 10,000

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

یه سوال مکمل هم میتونیم طراحی کنیم که در آن بیشترین توالی رو پیدا کند مثلا بیشترین تعداد تکرار عضوهای مشابه و متوالی  
  
[ 1, 2, 2, 2, 2, 0, 0, 4, 4, 4, 4, 4, 4]=> {‘4’:6}

solution:

def ones(arr):

obj = {}

for i in range(len(arr)):

if arr[i] == 1:

obj[i] =1

for j in range(i, len(arr)):

if j+1 < len(arr) and arr[j] == arr[j+1]:

obj[i] += 1

else:

break

MaxKey = max(obj, key=obj.get)

return obj[MaxKey]

print(ones([1,1,0,1,1,1,1,9,9,1]))  
  
 **better solution:**

class Solution:

def findMaxConsecutiveOnes(self, x: List[int]) -> int:

count = 0

compare=0

for i in range (len(x)):

if x[i]==1:

count +=1

else:

compare= max(compare,count)

count = 0

return(max(compare,count))

Given an unsorted array of integers nums, return *the length of the longest consecutive elements sequence.*

**Example 1:**

**Input:** nums = [100,4,200,1,3,2]

**Output:** 4

**Explanation:** The longest consecutive elements sequence is [1, 2, 3, 4]. Therefore its length is 4.

**Example 2:**

**Input:** nums = [0,3,7,2,5,8,4,6,0,1]

**Output:** 9

print('Hello, world!')

def long(x):

x.sort()

if x == []:

return 0

count=1

compare = 0

for i in range (len(x)):

if i+1 < len(x) and x[i]==x[i+1]-1:

count += 1

elif i+1 < len(x) and x[i]==x[i+1]:

continue

else:

compare = max(compare, count)

count = 1

print("here's compare:",compare)

return(max(compare, count))

print(long([1,2,500,300,4,4,6,5]))

print(long([100,4,200,1,3,2]))

print(long([2]))

print(long([2,4,6]))

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

#next permutation

Implement **next permutation**, which rearranges numbers into the lexicographically next greater permutation of numbers.

If such an arrangement is not possible, it must rearrange it as the lowest possible order (i.e., sorted in ascending order).

The replacement must be [**in place**](http://en.wikipedia.org/wiki/In-place_algorithm) and use only constant extra memory.

print('Hello, world!')

def nextPerm(x):

n = len(x)

y = sorted(x,reverse=True)

print("this is the list with a descending order :",y)

if x == y:

x.sort()

return x

for i in range(n-1 , -1, -1):

if (i-1 > -1 and x[i] < x[i-1]) or (i-1 > 1 and x[i]==x[i-1]):

continue

else:

sub1 = x[:i]

sub2 = x[i:n]

sub2.sort()

for j in range(len(sub2)):

if i-1 > -1 and sub1[i-1] < sub2[j]:

tt = sub1[i-1]

sub1[i-1]= sub2[j]

sub2[j] = tt

sub1.extend(sub2)

return sub1

print(nextPerm([1,2,3]))

print(nextPerm([2]))

print(nextPerm([2,3,6,5,1]))

print(nextPerm([5,4,0]))

**better solution:**

class Solution:

def nextPermutation(self, nums: List[int]) -> None:

index = len(nums) - 1

while index - 1 >= 0 and nums[index] <= nums[index - 1]:

index -= 1

if index == 0:

nums.reverse()

return

greater = index

while greater + 1 < len(nums) and nums[greater + 1] > nums [index - 1]:

greater += 1

nums[greater], nums[index - 1] = nums[index - 1], nums[greater]

nums[index :] = nums[index :][::-1]

**Slicing in python with step:**

>>> "ABCD"[1:]

'BCD'

>>> "ABCD"[:3]

'ABC'

>>> "ABCD"[1:3]

'BC'

>>> "ABCD"[1:3:]

'BC'

>>> "ABCD"[::2]

'AC'

>>> "ABCD"[::]

'ABCD'

>>> "ABCD"[:]

'ABCD

**Reverse strings and lists:**

>>> "ABCD"[::-1]

'DCBA'

>>> [0, 1, 2, 3][::-1]

[3, 2, 1, 0]

**Replace multiple items all at once:**

>>> # slices can be used to replace multiple items

>>> l = [0, 1, 2, 3]

>>> l[:2] = ("AB", "CD")

>>> l

['AB', 'CD', 2, 3]

>>> # when using extended slice syntax both chunks must match

>>> l = [0, 1, 2, 3]

>>> l[::2] = "ABCD"

Traceback (most recent call last):

File "<interactive input>", line 1, in <module>

ValueError: attempt to assign sequence of size 4 to extended slice of size 2

**Remove multiple items all at once:**

>>> # deleting items

>>> l = [0, 1, 2, 3]

>>> del l[::2]

>>> l

[1, 3]

There is an integer array nums sorted in ascending order (with **distinct** values).

Prior to being passed to your function, nums is **rotated** at an unknown pivot index k (0 <= k < nums.length) such that the resulting array is [nums[k], nums[k+1], ..., nums[n-1], nums[0], nums[1], ..., nums[k-1]] (**0-indexed**). For example, [0,1,2,4,5,6,7] might be rotated at pivot index 3 and become [4,5,6,7,0,1,2].

Given the array nums **after** the rotation and an integer target, return *the index of*target*if it is in*nums*, or*-1*if it is not in*nums.  
(foolishly simple)

**Example 1:**

**Input:** nums = [4,5,6,7,0,1,2], target = 0

**Output:** 4

**Example 2:**

**Input:** nums = [4,5,6,7,0,1,2], target = 3

**Output:** -1

**Example 3:**

**Input:** nums = [1], target = 0

**Output:** -1

class Solution:

def search(self, nums: List[int], target: int) -> int:

low = 0

high = len(nums)-1

while low<=high:

mid = (low+high)//2

if nums[mid] == target:

return mid

if nums[mid]>=nums[low]:

if target>=nums[low] and target<nums[mid]:

high = mid-1

else:

low = mid+1

else:

if target>nums[mid] and target<=nums[high]:

low = mid+1

else:

high = mid-1

return -1

**class Solution:**

**def search(self, nums: List[int], target: int) -> int:**

**if target in nums:**

**return nums.index(target)**

**else:**

**return (-1)**

Given an integer array nums where every element appears **three times** except for one, which appears **exactly once**. *Find the single element and return it*.

**Example 1:**

**Input:** nums = [2,2,3,2]

**Output:** 3

**Example 2:**

**Input:** nums = [0,1,0,1,0,1,99]

**Output:** 99

**Constraints:**

* 1 <= nums.length <= 3 \* 104
* -231 <= nums[i] <= 231 - 1
* Each element in nums appears exactly **three times** except for one element which appears **once**.

**Follow up:** Your algorithm should have a linear runtime complexity. Could you implement it without using extra memory?

**List comprehension :**

newlist = [x for x in fruits if x != "apple"]

///

fruits = ["apple", "banana", "cherry", "kiwi", "mango"]

newlist = [x for x in fruits if x != "apple"]

print(newlist)

result: ['banana', 'cherry', 'kiwi', 'mango']

The expression can also contain conditions, not like a filter, but as a way to manipulate the outcome:

newlist = [x if x != "banana" else "orange" for x in fruits]

"Return the item if it is not banana, if it is banana return orange".

Answer:

class Solution:

def singleNumber(self, nums: List[int]) -> int:

return [i for i in nums if nums.count(i)<3][0]

شمردن اعضای یک لیست به طور جداگانه:

fruits = ["apple", "banana", "cherry"]

x = fruits.count("cherry")

print(x)

حلقه for با بیش از یک اندیس:

test2 = [

("dog", "god", True, "hi"),

("abcd", "bacd", True,"good")

]

for str1, str2, ex, y in test2:

print (str1,str2,y)

for x in test2:

print x

Answer:

('dog', 'god', 'hi')

('abcd', 'bacd', 'good')

('dog', 'god', True, 'hi')

('abcd', 'bacd', True, 'good')

**Palindrome Permutation**: Given a string, write a function to check if it is a permutation of a palindrome.

A palindrome is a word or phrase that is the same forwards and backwards. A permutation

is a rearrangement of letters. The palindrome does not need to be limited to just dictionary words.

Palindrome examples:

*Level, defied, radar, naan, rotor*

*شمارنده تعداد هر عضو:*

*from collections import Counter*

*ll = ["a","b","a"]*

*c = Counter(ll)*

*for i in c:*

*print(i)*

*// a, b*

*for val in c.values():*

*print(val)*

*// 2, 1*

*print(c)*

***solution:***

*from collections import Counter*

*def is\_palindrome\_permutation\_pythonic(phrase):*

*"""function checks if a string is a permutation of a palindrome or not"""*

*counter = Counter(phrase.replace(" ", "").lower())*

*return sum(val % 2 for val in counter.values()) <= 1*

*\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  
Leetcode contest:*

### 5723. Finding the Users Active Minutes

[My Submissions](https://leetcode.com/contest/weekly-contest-235/problems/finding-the-users-active-minutes/submissions/)[Back to Contest](https://leetcode.com/contest/weekly-contest-235/)

* **User Accepted:**616
* **User Tried:**636
* **Total Accepted:**616
* **Total Submissions:**648
* **Difficulty:Medium**

You are given the logs for users' actions on LeetCode, and an integer k. The logs are represented by a 2D integer array logs where each logs[i] = [IDi, timei] indicates that the user with IDi performed an action at the minute timei.

**Multiple users** can perform actions simultaneously, and a single user can perform **multiple actions** in the same minute.

The **user active minutes (UAM)** for a given user is defined as the **number of unique minutes** in which the user performed an action on LeetCode. A minute can only be counted once, even if multiple actions occur during it.

You are to calculate a **1-indexed** array answer of size k such that, for each j (1 <= j <= k), answer[j] is the **number of users** whose **UAM** equals j.

Return *the array*answer*as described above*.

**Example 1:**

**Input:** logs = [[0,5],[1,2],[0,2],[0,5],[1,3]], k = 5

**Output:** [0,2,0,0,0]

**Explanation:**

The user with ID=0 performed actions at minutes 5, 2, and 5 again. Hence, they have a UAM of 2 (minute 5 is only counted once).

The user with ID=1 performed actions at minutes 2 and 3. Hence, they have a UAM of 2.

Since both users have a UAM of 2, answer[2] is 2, and the remaining answer[j] values are 0.

**Example 2:**

**Input:** logs = [[1,1],[2,2],[2,3]], k = 4

**Output:** [1,1,0,0]

**Explanation:**

The user with ID=1 performed a single action at minute 1. Hence, they have a UAM of 1.

The user with ID=2 performed actions at minutes 2 and 3. Hence, they have a UAM of 2.

There is one user with a UAM of 1 and one with a UAM of 2.

Hence, answer[1] = 1, answer[2] = 1, and the remaining values are 0.

**Constraints:**

* 1 <= logs.length <= 104
* 0 <= IDi <= 109
* 1 <= timei <= 105
* k is in the range [The maximum **UAM** for a user, 105].

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\

You are given two positive integer arrays nums1 and nums2, both of length n.

The **absolute sum difference** of arrays nums1 and nums2 is defined as the **sum** of |nums1[i] - nums2[i]| for each 0 <= i < n (**0-indexed**).

You can replace **at most one** element of nums1 with **any** other element in nums1 to **minimize** the absolute sum difference.

Return the *minimum absolute sum difference****after****replacing at most one**element in the array nums1.* Since the answer may be large, return it **modulo** 109 + 7.

|x| is defined as:

* x if x >= 0, or
* -x if x < 0.

**Example 1:**

**Input:** nums1 = [1,7,5], nums2 = [2,3,5]

**Output:** 3

**Explanation:** There are two possible optimal solutions:

- Replace the second element with the first: [1,**7**,5] => [1,**1**,5], or

- Replace the second element with the third: [1,**7**,5] => [1,**5**,5].

Both will yield an absolute sum difference of |1-2| + (|1-3| or |5-3|) + |5-5| = 3.

**Example 2:**

**Input:** nums1 = [2,4,6,8,10], nums2 = [2,4,6,8,10]

**Output:** 0

**Explanation:** nums1 is equal to nums2 so no replacement is needed. This will result in an

absolute sum difference of 0.

**Example 3:**

**Input:** nums1 = [1,10,4,4,2,7], nums2 = [9,3,5,1,7,4]

**Output:** 20

**Explanation:** Replace the first element with the second: [**1**,10,4,4,2,7] => [**10**,10,4,4,2,7].

This yields an absolute sum difference of |10-9| + |10-3| + |4-5| + |4-1| + |2-7| + |7-4| = 20

### Number of Different Subsequences GCDs

[My Submissions](https://leetcode.com/contest/weekly-contest-235/problems/number-of-different-subsequences-gcds/submissions/)[Back to Contest](https://leetcode.com/contest/weekly-contest-235/)

* **User Accepted:**42
* **User Tried:**221
* **Total Accepted:**46
* **Total Submissions:**346
* **Difficulty:Hard**

You are given an array nums that consists of positive integers.

The **GCD** of a sequence of numbers is defined as the greatest integer that divides **all** the numbers in the sequence evenly.

* For example, the GCD of the sequence [4,6,16] is 2.

A **subsequence** of an array is a sequence that can be formed by removing some elements (possibly none) of the array.

* For example, [2,5,10] is a subsequence of [1,2,1,**2**,4,1,**5**,**10**].

Return the ***number*** of ***different*** GCDs among all ***non-empty*** subsequences of nums.

**Example 1:**

![](data:image/png;base64,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)

**Input:** nums = [6,10,3]

**Output:** 5

**Explanation:** The figure shows all the non-empty subsequences and their GCDs.

The different GCDs are 6, 10, 3, 2, and 1.

**Example 2:**

**Input:** nums = [5,15,40,5,6]

**Output:** 7

**End of the first contest  
\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

**621. Task Scheduler**  
Given a characters array tasks, representing the tasks a CPU needs to do, where each letter represents a different task. Tasks could be done in any order. Each task is done in one unit of time. For each unit of time, the CPU could complete either one task or just be idle.

However, there is a non-negative integer n that represents the cooldown period between two **same tasks** (the same letter in the array), that is that there must be at least n units of time between any two same tasks.

Return *the least number of units of times that the CPU will take to finish all the given tasks*.

**Example 1:**

**Input:** tasks = ["A","A","A","B","B","B"], n = 2

**Output:** 8

**Explanation:**

A -> B -> idle -> A -> B -> idle -> A -> B

There is at least 2 units of time between any two same tasks.

**Example 2:**

**Input:** tasks = ["A","A","A","B","B","B"], n = 0

**Output:** 6

**Explanation:** On this case any permutation of size 6 would work since n = 0.

["A","A","A","B","B","B"]

["A","B","A","B","A","B"]

["B","B","B","A","A","A"]

...

And so on.

**Example 3:**

**Input:** tasks = ["A","A","A","A","A","A","B","C","D","E","F","G"], n = 2

**Output:** 16

**Explanation:**

One possible solution is

A -> B -> C -> A -> D -> E -> A -> F -> G -> A -> idle -> idle -> A -> idle -> idle -> A

my solution :

class Solution:

def leastInterval(self, arr: List[str], n: int) -> int:

for i in range(len(arr)):

if i+1 <len(arr) and arr[i] != arr[i+1]:

continue

else:

for j in range(i+1,len(arr)):

if arr[i] != arr[j]:

arr[i+1],arr[j]=arr[j],arr[i+1]

break

# return arr

# print arr

rest=0

for i in range(len(arr)):

if i+1 < len(arr) and arr[i] == arr[i+1]:

rest += n \*(len(arr)-1-i)

break

else:

return n+len(arr)

return rest+ len(arr)

correct solution:

<https://leetcode.com/problems/task-scheduler/discuss/699297/Python-Very-detailed-explanation-with-examples>

<https://leetcode.com/problems/task-scheduler/discuss/761070/Python-or-Heavily-visualized-%2B-Detailed-explanation>

**4sum**

## Return Value from get()

get() method returns:

* the value for the specified key if key is in dictionary.
* None if the key is not found and value is not specified.
* value if the key is not found and value is specified.

dictionary.get(keyname, default\_value)

در صورتی که کلید مورد نظر مقداری نداشته باشد مقدار دیفالت(پارامتر دوم) در نظر گرفته میشود در غیر این صورت این مقدار پیشفرض هر چه که باشد به حساب نمی آید و ملاک خود دیکشنری اصلی است:

**person = {'name': 'Phill', 'age': 22, 'boz':11}**

**print('Salary: ', person.get('boz',1000))**

**// 🡺 salary 11**

**Question:**

Given four lists A, B, C, D of integer values, compute how many tuples (i, j, k, l) there are such that A[i] + B[j] + C[k] + D[l] is zero.

To make problem a bit easier, all A, B, C, D have same length of N where 0 ≤ N ≤ 500. All integers are in the range of -228 to 228 - 1 and the result is guaranteed to be at most 231 - 1.

**Example:**

**Input:**

A = [ 1, 2]

B = [-2,-1]

C = [-1, 2]

D = [ 0, 2]

**Output:**

2

**Explanation:**

The two tuples are:

1. (0, 0, 0, 1) -> A[0] + B[0] + C[0] + D[1] = 1 + (-2) + (-1) + 2 = 0

2. (1, 1, 0, 0) -> A[1] + B[1] + C[0] + D[0] = 2 + (-1) + (-1) + 0 = 0

class Solution:

def fourSumCount(self, A: List[int], B: List[int], C: List[int], D: List[int]) -> int:

sum\_cd = {}

res = 0

for i in C:

for j in D:

sum\_cd[i+j] = sum\_cd.get(i+j,0) + 1

for i in A:

for j in B:

res += sum\_cd.get(-i-j,0)

return res

**One Away:** There are three types of edits that can be performed on strings: insert a character,

remove a character, or replace a character. Given two strings, write a function to check if they are

one edit (or zero edits) away.

EXAMPLE

pale, ple -> true

pales, pale -> true

pale, bale -> true

pale, bake -> false

zip:

to iterate through two arrays or tuples at the same time:

a = ("John", "Charles", "Mike")

b = ("Jenny", "Christy", "Monica", "Vicky")

x = zip(a, b)

// 🡺 (('John', 'Jenny'), ('Charles', 'Christy'), ('Mike', 'Monica'))

#use the tuple() function to display a readable version of the result:

print(tuple(x))

*def* one\_away(*s1*, *s2*):

    '''Check if a string can converted to another string with a single edit'''

    if len(s1) == len(s2):

        return one\_edit\_replace(s1, s2)

    elif len(s1) + 1 == len(s2):

        return one\_edit\_insert(s1, s2)

    elif len(s1) - 1 == len(s2):

        return one\_edit\_insert(s2, s1)

    return False

*def* one\_edit\_replace(*s1*, *s2*):

    edited = False

    for c1, c2 in zip(s1, s2):

        if c1 != c2:

            if edited:

                return False

            edited = True

    return True

*def* one\_edit\_insert(*s1*, *s2*):

    edited = False

    i, j = 0, 0

    while i < len(s1) and j < len(s2):

        if s1[i] != s2[j]:

            if edited:

                return False

            edited = True

            j += 1

        else:

            i += 1

            j += 1

    return True

You are given row x col grid representing a map where grid[i][j] = 1 represents land and grid[i][j] = 0 represents water.

Grid cells are connected **horizontally/vertically** (not diagonally). The grid is completely surrounded by water, and there is exactly one island (i.e., one or more connected land cells).

The island doesn't have "lakes", meaning the water inside isn't connected to the water around the island. One cell is a square with side length 1. The grid is rectangular, width and height don't exceed 100. Determine the perimeter of the island.
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**Input:** grid = [[0,1,0,0],[1,1,1,0],[0,1,0,0],[1,1,0,0]]

**Output:** 16

**Explanation:** The perimeter is the 16 yellow stripes in the image above.

**Example 2:**

**Input:** grid = [[1]]

**Output:** 4

**Example 3:**

**Input:** grid = [[1,0]]

**Output:** 4

class Solution:

def islandPerimeter(self, grid):

res = 0

for i in range(len(grid)):

for j in range(len(grid[i])):

upNeighbor=0

downNeighbor = 0

leftNeighbor = 0

rightNeighbor = 0

if grid[i][j] == 1:

if(i-1> -1):

# print("this is g[i-1]",grid[i-1][j])

upNeighbor = grid[i-1][j]

if(i+1 < len(grid)):

# print("this is g[i+1]",grid[i+1])

downNeighbor = grid[i+1][j]

if(j-1 > -1):

leftNeighbor = grid[i][j-1]

if(j+1 < len(grid[i])):

rightNeighbor = grid[i][j+1]

res += 4- (upNeighbor + downNeighbor + leftNeighbor + rightNeighbor)

return res

Given a binary array, find the maximum length of a contiguous subarray with equal number of 0 and 1.

**Example 1:**

**Input:** [0,1]

**Output:** 2

**Explanation:** [0, 1] is the longest contiguous subarray with equal number of 0 and 1.

**Example 2:**

**Input:** [0,1,0]

**Output:** 2

**Explanation:** [0, 1] (or [1, 0]) is a longest contiguous subarray with equal number of 0 and 1.

Cracking:

String Compression: Implement a method to perform basic string compression using the counts

of repeated characters. For example, the string aabcccccaaa would become a2blc5a3. If the

"compressed" string would not become smaller than the original string, your method should return

the original string. You can assume the string has only uppercase and lowercase letters (a - z).

**string compression:**

Given an input string of a certain length, design an algorithm that compresses the string. The string should be compressed such that consecutive duplicates of characters are replaced with the character and followed by the number of consecutive duplicates.

For example, if the input string is “wwwwaaadexxxxxx”, then the function should return “w4a3dex6”.

# X is the input string

*def* stringCompression(*x*):

  obj={}

  string1=""

  for letter in x:

    obj[letter]=obj.get(letter,0)+1

    # if letter not in obj:

    #   obj[letter] =1

    # else:

    #   obj[letter] += 1

  print(obj)

  for letter in x:

    if letter in string1:

      continue

    if obj[letter] != 1:

      string1 +=letter + *str*(obj[letter])

    else:

      string1 += letter

  print(string1)

stringCompression("permanent")

stringCompression("hello")

stringCompression("baby")

stringCompression("wwwwaaab")

cracking solution:  
(a bit of diff concept)

شمارش قطاری

#another one acooding to the book's example

print('Hello, world!')

*def* compress\_string(*string*):

    compressed = []

    counter = 0

    for i in range(len(string)):  # noqa

        if i != 0 and string[i] != string[i - 1]:

            compressed.append(string[i - 1] + *str*(counter))

            counter = 0

        counter += 1

    # add last repeated character

    if counter:

        compressed.append(string[-1] + *str*(counter))

    # returns original string if compressed string isn't smaller

    print("this is the result:","".join(compressed))

    return min(string, "".join(compressed), *key*=len)

print(compress\_string("hello"))

print(compress\_string("permanent"))

print(compress\_string("aabcccccaaa"))

**Get method in dictionaries:  
روشی برای ساخت عضو در دیکشنری**

**car = {**

**"brand": "Ford",**

**"model": "Mustang",**

**"year": 1964**

**}**

**x = car.get("price", 15000)**

**car["price"]=car.get("price",14000)**

**car["price"]=car.get("price",999)**

**print(x)**

**print(car)**

**جواب ها:**

15000

{'brand': 'Ford', 'model': 'Mustang', 'year': 1964, 'price': 14000}

می بینیم که گت فقط در صورت نبود مقدار -مقدار میدهد. اگر کلیدی مقدار داشته باشد مقدار گت کار نخواهد کرد. بسیار ایده آل برای پاپیولیت کردن دیکشنری

**500-keyboard row**

Given an array of strings words, return *the words that can be typed using letters of the alphabet on only one row of American keyboard like the image below*.

In the **American keyboard**:

* the first row consists of the characters "qwertyuiop",
* the second row consists of the characters "asdfghjkl", and
* the third row consists of the characters "zxcvbnm".
* ![](data:image/png;base64,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)
* **Example 1:**
* **Input:** words = ["Hello","Alaska","Dad","Peace"]
* **Output:** ["Alaska","Dad"]
* **Example 2:**
* **Input:** words = ["omk"]
* **Output:** []
* **Example 3:**
* **Input:** words = ["adsdf","sfd"]
* **Output:** ["adsdf","sfd"]

class Solution:

def findWords(self, words: List[str]) -> List[str]:

row1 ="qwertyuiop"

row2 = "asdfghjkl"

row3 = "zxcvbnm"

arr=[]

for val in words:

obj1={}

for i in range(len(val)):

if val[i] in row1:

obj1["row1"]=obj1.get("row1",0)+1

if val[i] in row2:

obj1["row2"] = obj1.get("row2",0)+1

if val[i] in row3:

obj1["row3"] = obj1.get("row3",0)+1

if len(obj1) == 1:

# arr.append(obj1)

arr.append(val)

return(arr)

روش بهتر

class Solution:

def findWords(self, words: List[str]) -> List[str]:

#

set1 = {'q','w','e','r','t','y','u','i','o','p'}

set2 = {'a','s','d','f','g','h','j','k','l'}

set3 = {'z','x','c','v','b','n','m'}

res = []

for i in words:

wordset = set(i.lower())

if (wordset&set1 == wordset) or (wordset&set2 == wordset) or (wordset&set3 == wordset):

res.append(i)

return res

معرفی set

**Note:** Sets are unordered, so you cannot be sure in which order the items will appear.

## **Set Items**

Set items are unordered, unchangeable, and do not allow duplicate values.

Duplicate values will be ignored:

thisset = {"apple", "banana", "cherry", "apple"}

print(thisset)

res:

{'banana', 'cherry', 'apple'}

print(len(thisset)) = 3 not 4!

set1 = {"apple", "banana", "cherry"}

set2 = {1, 5, 7, 9, 3}

set3 = {True, False, False}

print(set1)

print(set2)

print(set3)

جواب

{'cherry', 'apple', 'banana'}

{1, 3, 5, 7, 9}

{False, True}

**Set() constructor:**

thisset = set(("apple", "banana", "cherry")) # note the double round-brackets  
print(thisset)

result: {“banana”, ”apple”, “cherry”}

**for:**

thisset = {"apple", "banana", "cherry"}  
  
for x in thisset:  
  print(x)

**existence:**

Check if "banana" is present in the set:

thisset = {"apple", "banana", "cherry"}  
  
print("banana" in thisset)

sets are immutable:

Once a set is created, you cannot change its items, but you can add new items.

**Add:**

thisset = {"apple", "banana", "cherry"}  
  
thisset.add("orange")  
  
print(thisset)

**Add set to set:**

thisset = {"apple", "banana", "cherry"}

tropical = {"pineapple", "mango", "papaya", "apple"}

thisset.update(tropical)

print(thisset)

## **Add Any Iterable**

The object in the update() method does not have be a set, it can be any iterable object (tuples, lists, dictionaries etc.).

### Example

Add elements of a list to at set:

thisset = {"apple", "banana", "cherry"}  
mylist = ["kiwi", "orange"]  
  
thisset.update(mylist)  
  
print(thisset)

(result is still aa set)

## **Remove Item**

To remove an item in a set, use the remove(), or the discard() method.

### Example

Remove "banana" by using the remove() method:

thisset = {"apple", "banana", "cherry"}  
  
thisset.remove("banana")  
  
print(thisset)

Discard is better

### Example

Remove "banana" by using the discard() method:

thisset = {"apple", "banana", "cherry"}  
  
thisset.discard("banana")  
  
print(thisset)

[Try it Yourself »](https://www.w3schools.com/python/trypython.asp?filename=demo_set_discard)

**Note:** If the item to remove does not exist, discard() will **NOT** raise an error.

**Note:** Sets are unordered, so when using the pop() method, you do not know which item that gets removed.

**Clear all at once**

The clear() method empties the set:

thisset = {"apple", "banana", "cherry"}  
  
thisset.clear()  
  
print(thisset)

**Delete completely**

The del keyword will delete the set completely:

thisset = {"apple", "banana", "cherry"}  
  
del thisset  
  
print(thisset)

## **Join Two Sets**

There are several ways to join two or more sets in Python.

You can use the union() method that returns a new set containing all items from both sets, or the update() method that inserts all the items from one set into another:

### Example

The union() method returns a new set with all items from both sets:

set1 = {"a", "b" , "c"}  
set2 = {1, 2, 3}  
  
set3 = set1.union(set2)  
print(set3)

(New set is created unlike update where the second set is added to the first one)

تساوی در ست ها:  
جایگاه اهمیتی نداره.

Print({1,3} == {3,1})🡺

True

print({1,2,3} == {3,2,1,1,2,1}) 🡺True

اگر مستقیما درون ست یک رشته قرار دهیم آن رشته را به اجرایش تجزیه میکند.

(یعنی روش خوبی برای پر کردن ست با کلمات نیست)

w4 = set("hello")

print(w4)

Amazon Top Questions:

Given an array of integers nums and an integer target, return *indices of the two numbers such that they add up to target*.

You may assume that each input would have ***exactly* one solution**, and you may not use the *same* element twice.

You can return the answer in any order.

**1. Two Sum**

Easy

**Example 1:**

**Input:** nums = [2,7,11,15], target = 9

**Output:** [0,1]

**Output:** Because nums[0] + nums[1] == 9, we return [0, 1].

**Example 2:**

**Input:** nums = [3,2,4], target = 6

**Output:** [1,2]

**Example 3:**

**Input:** nums = [3,3], target = 6

**Output:** [0,1]

**Constraints:**

* 2 <= nums.length <= 104
* -109 <= nums[i] <= 109
* -109 <= target <= 109
* **Only one valid answer exists.**

**Follow-up:**Can you come up with an algorithm that is less than O(n2) time complexity?

class Solution:

def twoSum(self, nums: List[int], target: int) -> List[int]:

hashmap = {}

for i in range(len(nums)):

complement = target - nums[i]

if complement in hashmap:

return [i, hashmap[complement]]

hashmap[nums[i]] = i

**56. Merge Intervals**

Medium

Given an array of intervals where intervals[i] = [starti, endi], merge all overlapping intervals, and return *an array of the non-overlapping intervals that cover all the intervals in the input*.

**Example 1:**

**Input:** intervals = [[1,3],[2,6],[8,10],[15,18]]

**Output:** [[1,6],[8,10],[15,18]]

**Explanation:** Since intervals [1,3] and [2,6] overlaps, merge them into [1,6].

**Example 2:**

**Input:** intervals = [[1,4],[4,5]]

**Output:** [[1,5]]

**Explanation:** Intervals [1,4] and [4,5] are considered overlapping.

**Constraints:**

* 1 <= intervals.length <= 104
* intervals[i].length == 2
* 0 <= starti <= endi <= 104

class Solution:

def merge(self, intervals: List[List[int]]) -> List[List[int]]:

intervals.sort(key=lambda x: x[0])

merged = []

print("not merged:\t", not merged)

for interval in intervals:

# if the list of merged intervals is empty or if the current

# interval does not overlap with the previous, simply append it.

if len(merged) == 0 or merged[-1][1] < interval[0]:

merged.append(interval)

else:

# otherwise, there is overlap, so we merge the current and previous

# intervals.

merged[-1][1] = max(merged[-1][1], interval[1])

return merged

**696. Count Binary Substrings**

Easy

Give a binary string s, return the number of non-empty substrings that have the same number of 0's and 1's, and all the 0's and all the 1's in these substrings are grouped consecutively.

Substrings that occur multiple times are counted the number of times they occur.

**Example 1:**

**Input:** s = "00110011"

**Output:** 6

**Explanation:** There are 6 substrings that have equal number of consecutive 1's and 0's: "0011", "01", "1100", "10", "0011", and "01".

Notice that some of these substrings repeat and are counted the number of times they occur.

Also, "00110011" is not a valid substring because all the 0's (and 1's) are not grouped together.

**Example 2:**

**Input:** s = "10101"

**Output:** 4

**Explanation:** There are 4 substrings: "10", "01", "10", "01" that have equal number of consecutive 1's and 0's.

**Constraints:**

* 1 <= s.length <= 105
* s[i] is either '0' or '1'.

#### **Approach #1: Group By Character [Accepted]**

**Intuition**

We can convert the string s into an array groups that represents the length of same-character contiguous blocks within the string. For example, if s = "110001111000000", then groups = [2, 3, 4, 6].

For every binary string of the form '0' \* k + '1' \* k or '1' \* k + '0' \* k, the middle of this string must occur between two groups.

Let's try to count the number of valid binary strings between groups[i] and groups[i+1]. If we have groups[i] = 2, groups[i+1] = 3, then it represents either "00111" or "11000". We clearly can make min(groups[i], groups[i+1]) valid binary strings within this string. Because the binary digits to the left or right of this string must change at the boundary, our answer can never be larger.

**Algorithm**

Let's create groups as defined above. The first element of s belongs in it's own group. From then on, each element either doesn't match the previous element, so that it starts a new group of size 1; or it does match, so that the size of the most recent group increases by 1.

Afterwards, we will take the sum of min(groups[i-1], groups[i])

class Solution(object):

def countBinarySubstrings(self, s):

groups = [1]

for i in range(1, len(s)):

if s[i-1] != s[i]:

groups.append(1)

else:

groups[-1] += 1

ans = 0

for i in range(1, len(groups)):

ans += min(groups[i-1], groups[i])

return ans

**2nd approach (brute force- mine)**

print("Hello world")

def x(s):

arr=[]

sum = 0

for i in range(len(s)):

for j in range(i+1,len(s)+1):

arr.append(s[i:j])

print(arr)

for i in range(len(arr)):

if arr[i].count("0") == arr[i].count("1"):

print("hi sub",arr[i][0: (len(arr[i]))//2 ])

if len( set(arr[i][0:(len(arr[i]))//2]) ) ==1:

sum += 1

return(sum)

print(x("1100"))

print(x( "110001111000000" ))

**49. Group Anagrams**

Medium

7071257Add to ListShare

Given an array of strings strs, group **the anagrams** together. You can return the answer in **any order**.

An **Anagram** is a word or phrase formed by rearranging the letters of a different word or phrase, typically using all the original letters exactly once.

**Example 1:**

**Input:** strs = ["eat","tea","tan","ate","nat","bat"]

**Output:** [["bat"],["nat","tan"],["ate","eat","tea"]]

**Example 2:**

**Input:** strs = [""]

**Output:** [[""]]

**Example 3:**

**Input:** strs = ["a"]

**Output:** [["a"]]

**Constraints:**

* 1 <= strs.length <= 104
* 0 <= strs[i].length <= 100
* strs[i] consists of lowercase English letters.

Brute Force Solution:

def g(strs):

res=[]

obj={}

for i in range(len(strs)):

if ''.join(sorted(strs[i])) not in obj:

obj[''.join(sorted(strs[i]))]=[strs[i]]

for j in range(i+1, len(strs)):

if ''.join(sorted(strs[i])) == ''.join(sorted(strs[j])):

obj[''.join(sorted(strs[i]))].append(strs[j])

print("sorted elements of the string array:\t",''.join(sorted(strs[i])))

res.append(obj[''.join(sorted(strs[i]))])

else:

continue

return(res)

print(g(["eat","tea","tan","ate","nat","bat"]))

better solution:

class Solution(object):

def groupAnagrams(self, strs):

ans = collections.defaultdict(list)

for s in strs:

ans[tuple(sorted(s))].append(s)

return ans.values()

**1710. Maximum Units on a Truck**

Easy
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You are assigned to put some amount of boxes onto **one truck**. You are given a 2D array boxTypes, where boxTypes[i] = [numberOfBoxesi, numberOfUnitsPerBoxi]:

* numberOfBoxesi is the number of boxes of type i.
* numberOfUnitsPerBoxiis the number of units in each box of the type i.

You are also given an integer truckSize, which is the **maximum** number of **boxes** that can be put on the truck. You can choose any boxes to put on the truck as long as the number of boxes does not exceed truckSize.

Return *the****maximum****total number of****units****that can be put on the truck.*

**Example 1:**

**Input:** boxTypes = [[1,3],[2,2],[3,1]], truckSize = 4

**Output:** 8

**Explanation:** There are:

- 1 box of the first type that contains 3 units.

- 2 boxes of the second type that contain 2 units each.

- 3 boxes of the third type that contain 1 unit each.

You can take all the boxes of the first and second types, and one box of the third type.

The total number of units will be = (1 \* 3) + (2 \* 2) + (1 \* 1) = 8.

**Example 2:**

**Input:** boxTypes = [[5,10],[2,5],[4,7],[3,9]], truckSize = 10

**Output:** 91

**1603. Design Parking System**

Easy
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Design a parking system for a parking lot. The parking lot has three kinds of parking spaces: big, medium, and small, with a fixed number of slots for each size.

Implement the ParkingSystem class:

* ParkingSystem(int big, int medium, int small) Initializes object of the ParkingSystem class. The number of slots for each parking space are given as part of the constructor.
* bool addCar(int carType) Checks whether there is a parking space of carType for the car that wants to get into the parking lot. carType can be of three kinds: big, medium, or small, which are represented by 1, 2, and 3 respectively. **A car can only park in a parking space of its**carType. If there is no space available, return false, else park the car in that size space and return true.

**Example 1:**

**Input**

["ParkingSystem", "addCar", "addCar", "addCar", "addCar"]

[[1, 1, 0], [1], [2], [3], [1]]

**Output**

[null, true, true, false, false]

**Explanation**

ParkingSystem parkingSystem = new ParkingSystem(1, 1, 0);

parkingSystem.addCar(1); // return true because there is 1 available slot for a big car

parkingSystem.addCar(2); // return true because there is 1 available slot for a medium car

parkingSystem.addCar(3); // return false because there is no available slot for a small car

parkingSystem.addCar(1); // return false because there is no available slot for a big car. It is already occupied.

class ParkingSystem:

def \_\_init\_\_(self, big: int, medium: int, small: int):

self.big = big

self.medium = medium

self.small = small

self.arr = [self.big,self.medium,self.small]

def addCar(self, carType: int) -> bool:

# print("this is arr:\t",arr)

if carType == 1:

self.arr[0] = self.arr[0]-1

if self.arr[0] >= 0:

return True

else:

return False

if carType == 2:

self.arr[1]=self.arr[1]-1

if self.arr[1] >= 0:

return True

else:

return False

if carType == 3:

self.arr[2]=self.arr[2]-1

if self.arr[2] >= 0:

return True

else:

return False

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_