Hashing is a process to speed up searching.

Data:

7

10

13

19

14

20

33

44

15

//stores information into a hashtable

//sample table size is 5

|  |
| --- |
|  |
|  |
|  |
|  |
|  |

H[0]🡪[10 15]->[10 20]->[10|/]

H[1]🡪[/]

i=data%5 H[2]🡪[7|/]

H[3]🡪[13]->[13|/]

H[4]🡪[19]

class HASH

{

private:

//we have a linked list so we need declaration for each node

struct node

{

int info;

node \*next;
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node \*H[5]

public:

void clearHashTable()

{

for(int i=0; i<5; ++i)

{

H[i]=NULL;

}//endfor

}//end clearHashTable

int hashFx(int x) //hash function

{return x%5;}//end hashFx

void push(int x)

{

//find te insertion place first so call hashfunction

int i = hashFx(x);

![](data:image/png;base64,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) node \*p = new node; // p->[x] refer to image

p->info = x;

~~p->next=NULL;~~

//insert this new node in front of H[i];

p->next=H[i]; H[i]=p;

}//end push

void search(int x)

{

//send it to hash function bec we searching if it belongs

//to H[0], H[1] etc. . .

int i = hashFunc(x);

//don’t want to lose your head node so create a copy

node \*p = H[i];

while(p!=NULL) //in case value is not there. visit all nodes

{

if(p->info==x){break;}

p=p->next;

}//endwhile

if(p==NULL)

{cout<<x<<”Does not exist\n”;}//endif

else

{cout<<x<<”is found\n”;}//endelse

}//end search

void displayH()

{

//node \*p;? ? ?

for(int i =0; i < 5; ++i)

{

p=H[i];

cout<<”H[“<<i<<”]->”;

while(p!=NULL)

{

cout<<p->info<<”->”;

p=p->next;

}//endwhile

cout<<”NULL\n”;

//output will be like

/\*

H[0]->150>20->10->NULL

H[1]->NULL

H[2]->7->NULL

H[3]->33->13->NULL;

H[4]->44->14->19->NULL;

\*/

}//endfor

}//end displayH

}//end clash HASH

//sample in main

int main()

{

int a[9]={7, 10, 13, 19, 14, 20, 33, 44, 15};

HASH h;//in this object we have hashtable of size 5

h.clearHashTable(); //set all pointers to NULL

for(int i=0; i<9; ++i)

{

h.pushH(a[i]);

}//endfor

h.displayH();//display out hash table

//-----we want to search an item------

int item;

cout<<”Enter the value of item you want to search: “;

cin>>item;

h.search(item);

}//end main

/\*to make like a hash table to have id and balance you’ll hav eto add those to your struct

sample

H[i]->[Bob|200.25|(next)] \*/

//the value of i comes from the hash function, if u give him a number it will divide it by the size of the hash table to give it back but since Bob is not a number

Data

Bob

Tom

Mary

John

Bill

Tim

..etc

//how to make searching faster

//we do it alphabetically

//use the asci of the first character

name=”Bob”

i=int(name[i])%26; //is 66 because int asci of ‘B’ is 66

//or the asci of the first two chars to make the hashtable smaller

i = int(name[i]) + int(name[i]) % 10

//this is if u don’t want to use just first letter, we can grab the 2 first letters and we can change the modulator to anything not 26.. 10, or 7.. whatever

//-----------what if we have social security 111-22-3333----------

//same concept, up to you is to look digits

//you just want to distribute data evenly as much as possible

RADIX SORT

ex: sort the ff data:

235

100

55

166

698

700

345

567

9

88

200

//how to extract 235
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extract the number based on the digit
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distribute on the 10th digit
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distribution based

----------🡪
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