//THIS IS FOR THAT HOMEWORK PROJECT 3

//function you can use

while(!s.emptyStack())

{

int x = s.popStack();

cout<<x<<” “;

}

to select randomize letters use the asci character number

Letter\_\_\_\_\_\_\_\_\_\_\_ASCII

‘A’ 65=random version is 65+0

‘B’ 66=65+1

‘C’

.

.

.

‘Z’ =65+25

^ 🡪 ^ 🡪 cout<<int(‘A’)=65

cout<<char(65)=A

x=rand()%26 🡨 0-25 randomize

ex. alphabets.pushStack(char(x+65));

//for months to randomize em

string months[12]={“Jan”,”Feb”,…”Dec”};

month[0] month[1] month[2]. . . . month[11]

Jan Feb Mar Dec

x.rand()%12 🡪 from 0 to 11

month.pushStack(months[x]);

if(x<=9) cout<<x;

else switch(x)

{

case 10: cout<<’A’; break;

case 11: cout<<’B’; break;

.

.

.

case 15: cout<<’F’l break;

}

if(x<=9) cout<<x;

else cout<<char(x+55);

STACK UPP, LOW, VOW; //uppercase, lowercase, vowel

class STACK

{

private: char a[80];

int counter;

}

//at the beginning we have to clear the stack

UPP.clearStack();

LOW.clearStack();

VOW.clearStack();

bool isVowel(char x)

{

x=toUpper(x);

if(x==’A’||x==’E’||x==’I’||. . .x==’U’)

return true;

else

return false;

} //this function introduced before the class

char c;

cout<<”enter a sentence. . .”<<endl;

while(cin.get(c), c!=’\n’)

{

if(isupper(c))UPP.pushStack(c);

if(islower(c)) ~ ~ ~

if(isVowel(c))~ ~ ~

}

class STACK

{

private:

int a[5];

int counter;

public:

void clearStack()

{counter = 0;}

bool emptyStack()

}

//note example of terniary

P: Operators

if(a>b)

max=a;

else

max=b;

//above is same as (a>b)?
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//going back to above class stack

class STACK

{

private:

int a[5];

int counter;

public:

void clearStack()

{counter = 0;}

bool emptyStack()

{return((counter==0)?true:false;)}

bool fullStack()

{return (counter==5)?true:false;}

void pushStack(int x)

{a[counter]=x; counter++;}

int popStack()

{//the counter is 1 more than the index of the top element

counter--; return a[counter];

}//end popStack

}//end class STACK

int main()

{

STACK s; //in object s we have array of size 5 and a counter

}

//\*\*\*\*\*\*\*now we change it to a template function ayo don’t use this for the project due Wednesday sept 19

template <class T, int n>

class STACK 🡨 dunno if this disappears tho yes it does

{

private:

T a[n]; //now type template

int counter;

public:

void clearStack()

{counter = 0;}

bool emptyStack()

{return(counter==0)?true:false;)}

bool fullStack()

{return (counter==n)?true:false;}

void pushStack(T x)

{a[counter]=x; counter++;}

T popStack()

{//the counter is 1 more than the index of the top element

counter--; return a[counter];

}//end popStack

}//end class STACK

//the changes we have to make in main

int main()

{

//STACK < > p; //object p we want it for example char a[10]

//in the <> we put in the type and then the size

STACK <char, 10> p;

//example in object q we want array of size and string type string a[5]

STACK <string, 5> q;

}

/\*we can actually make a userdefined library. if we like it we can just keep calling this. . .

\*/

copy that entire template<class T, int n> stack thing

.cpp

.h

in visual studio add it in the header area add a header extension file of .h
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now in our program we’ll need to include one line

example:

#include <iostream>

//you want to include your own library

#include “STACKPACK.h”

int main()

{

STACK <char, 10> p;

STACK <string, 5> q;

}

**//AYO DO THAT BEFORE WEDNESDAY SEPT 19 TO GET DAT EXTRA CREDIT BOI**

btw all of that above with the .h, that is called a userdefined library…

//going back to the stack in main

int main()

{

STACK <char, 10> p;

STACK <string, 5> q;

p.clearStack();

q.clearStack(); //we want to clear them first

for(int i=1; i<=10; ++i)

{

p.pushStack(char(i+64) p) //i+64 bec char 65 is ‘A’

}

}

**//AYO DO THAT BEFORE WEDNESDAY SEPT 19 TO GET DAT EXTRA CREDIT BOI**

**//display days of the week Monday to Friday n stuff.**

Back to Big-OH :’(

we use big oh to estimate runtime in mathematics

how many times a loop is going to execute

Recall

i.) for(int i=1; i<=n; ++i)

{

} 🡨 this is all O(n)

ii.) for(int i=1; i<=n; ++i) 🡪 O(n)

cout<<I;

for(int j=1; j<=n; ++j) 🡪 O(n)

cout<<j;

* O(n)+O(m) = O(max(n,m)) //whichever is bigger

iii.) for(int i=1; i<=n; ++i) 🡪 O(n)

{

for(int j=1; j<=n; ++j) 🡪 O(n)

{

for(int j=1; j<=n; ++j) 🡪 O(n)

cout<<i+j+k;

}

}

=O(n)\*O(n)\*O(n) = O(n^3)

//when you nest the loops, the program will run or take longer

//NOTE

f(n) = log (n^k+. . .)

f(n) = O(log n) //if log, doesn’t matter it is log of n I guess. . .

Find the big-OH estimate of the following

1. f(n) = (n+1)^4 (n-1)^3 + (n+2)^6

O(n^4) \* O(n^3) + O(n^6)

O(n^7) + O(n^6)

O(max(n^7, n^5)

=O(n^7)

1. long int Fib(int n)

{

if(n<=2) return 1;

else return Fib(n-1)+Fib(n-2);

} //recursive function to return the nth Fibonacci number

![](data:image/png;base64,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)

//this is recursive Fibonacci, we will switch it to non recursive

1. NON RECURSIVE function to return the nth Fibonacci number

long int NRFib(int n)

{

//fib numbers, 1 1 2 3 5 8 we call 1, to be f0, 2nd 1 to be //f1, 2 to be fn=f0+f1, the old f1 becomes f0, the old fn //becomes f2=fn

long int f0=1, f1=1, fn;

for(inti =2; i<=n; ++i)

{

fn=f0+f1;

f0=f1;

f1=fn;

}

return fn; //this entire function big oh is O(n)

}

//**DUE WEDNESDAY September 19! LET’S MAKE BOTH RECURSIVE AND NON RECURRSIVE HOMIE!!**