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#include <iostream>

using namespace std;

struct node

{

int num;

node \*next;

};//end node

int main()

{

/\*int a[4] = {1,9,1,3};

node \*p; //p is a pointer to node

p = new(node);

p->num = a[0];

p->next = new(node);

p->next->num = a[1];

p->next->next = new(node);

p->next->next->num = a[2];

p->next->next->next = new(node);

p->next->next->next->num = a[3];

node \*c = p;\*/

int a[4] = { 3,6,9,1 };

node \*p;

p = new(node); //p->[ ]

p->num = a[0];

p->next = NULL;

node \*r;

int sum=(p->num);

int nodesCounter = 0;

//since we used a[0] we start loop at 1

for (int i = 1; i < 4; ++i)

{

//create new node

r = new(node);

r->num = a[i];

//p->[3], want r->[6] to conenct to p

//connect pointers

//i.)

r->next = p;

p = r;

//ii.)

sum += (r->num);

}//end for

//---------i.) display results in LIFO------------

cout << "Content of the nodes are in LIFO: ";

while (r != NULL)

{

nodesCounter++;

cout << (r->num) << "->";

r = r->next;

}//end while

cout << "NULL\n";

//----------ii.) compute total of all nodes------

cout << "The total of all the numbers is: " << sum << endl;

//----------iii.) determine how many nodes in linked list-----

cout << "The total number of NODES is: " << nodesCounter << endl;

system("pause");

return 0;

}//end main
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#include <iostream>

#include <iomanip>

#include <string>

#include "STACKPAC.h"

using namespace std;

int main()

{

STACK<int, 20> S;

string token;

int tokenVal=0;

int x, y, r;

char again = 'y';

int i = 0;

do {

S.clearStack();

cout << "Enter a postfix expression: ";

while (cin >> token, token != "$")

{

if (isalpha(token[0]))

{

cout << "Enter value for " << token << ": ";

/\*for (int j = 0; j < 20; j++)

{

if (token[i] == '\0') //= tokenVal;

cin >> tokenVal; // this cin gets skipped entirely

cout << "Value of " << token << " is " << tokenVal << endl;

S.pushStack(tokenVal);

}\*/

cin >> tokenVal; // this cin gets skipped entirely

cout << "Value of " << token << " is " << tokenVal << endl;

S.pushStack(tokenVal);

} //endif

else if (isdigit(token[0]))

{

tokenVal = stoi(token);

S.pushStack(tokenVal);

} //end elseif

else

{

switch (char(token[0]))

{

case '+':

x = S.popStack();

y = S.popStack();

r = y + x;

S.pushStack(r);

break;

case '-':

x = S.popStack();

y = S.popStack();

r = y - x;

S.pushStack(r);

break;

case '\*':

x = S.popStack();

y = S.popStack();

r = y \* x;

S.pushStack(r);

break;

case '/':

x = S.popStack();

y = S.popStack();

r = y / x;

S.pushStack(r);

break;

}//end switch

} // End else

cin >> token;

}//end while

cout << "Final value = " << S.popStack() << endl;

} while ((again == 'y') || (again == 'Y'));//end dowhile

system("pause");

return 0;

}//end main

![](data:image/png;base64,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)