**广播发送流程：**

依据罗升阳博客例子，结合Android 6 的代码分析：

<http://blog.csdn.net/luoshengyang/article/details/6730748>

广播发送的两种方式：有序发送、无序发送

在CounterService.java中的startCounter:

1. **public** **void** startCounter(**int** initVal) {
2. AsyncTask<Integer, Integer, Integer> task = **new** AsyncTask<Integer, Integer, Integer>() {
3. ......
4. @Override
5. **protected** **void** onProgressUpdate(Integer... values) {
6. **super**.onProgressUpdate(values);
7. **int** counter = values[0];
8. Intent intent = **new** Intent(BROADCAST\_COUNTER\_ACTION);
9. intent.putExtra(COUNTER\_VALUE, counter);
10. sendBroadcast(intent);
11. }
13. @Override
14. **protected** **void** onPostExecute(Integer val) {
15. **int** counter = val;
16. Intent intent = **new** Intent(BROADCAST\_COUNTER\_ACTION);
17. intent.putExtra(COUNTER\_VALUE, counter);
18. sendBroadcast(intent);
19. }
20. };
21. task.execute(0);
22. }

使用异步任务AsyncTask来实现计数器，将当前的值写入到BROADCAST\_COUNTER\_ACTION类型的广播中，并且CounterService将这个广播发送给AMS。该广播是存储在intent 中，使用函数sendBroadcast将intent 发送出去。sendBroadcast方法来自父类ContextWrapper：

1. @Override
2. **public** **void** sendBroadcast(Intent intent) {
3. mBase.sendBroadcast(intent);
4. }

成员变量mBase是一个ContextImpl实例，进入ContextImpl的方法sendBroadcast：

1. @Override
2. **public** **void** sendBroadcast(Intent intent) {
3. warnIfCallingFromSystemProcess();
4. String resolvedType = intent.resolveTypeIfNeeded(getContentResolver());
5. **try** {
6. intent.prepareToLeaveProcess();
7. ActivityManagerNative.getDefault().broadcastIntent(
8. mMainThread.getApplicationThread(), intent, resolvedType, **null**,
9. Activity.RESULT\_OK, **null**, **null**, **null**, AppOpsManager.OP\_NONE, **null**, **false**, **false**,
10. getUserId());
11. } **catch** (RemoteException e) {
12. **throw** **new** RuntimeException("Failure from system", e);
13. }
14. }

第4行，resolvedType表示这个Intent的MIME类型，我们没有设置这个Intent的MIME类型，因此，这里的resolvedType为null。第7行，ActivityManagerNative.getDefault()获得一个ActivityManagerService的代理ActivityManagerProxy，第8行我们可以看出mMainThread.getApplicationThread()还给broadcastIntent传入了一个ApplicationThread对象，给AMS说明是谁给它发了一个广播。调用它的broadcastIntent方法:

1. **public** **int** broadcastIntent(IApplicationThread caller,
2. Intent intent, String resolvedType, IIntentReceiver resultTo,
3. **int** resultCode, String resultData, Bundle map,
4. String[] requiredPermissions, **int** appOp, Bundle options, **boolean** serialized,
5. **boolean** sticky, **int** userId) **throws** RemoteException
6. {
7. Parcel data = Parcel.obtain();
8. Parcel reply = Parcel.obtain();
9. data.writeInterfaceToken(IActivityManager.descriptor);
10. data.writeStrongBinder(caller != **null** ? caller.asBinder() : **null**);
11. intent.writeToParcel(data, 0);
12. data.writeString(resolvedType);
13. data.writeStrongBinder(resultTo != **null** ? resultTo.asBinder() : **null**);
14. data.writeInt(resultCode);
15. data.writeString(resultData);
16. data.writeBundle(map);
17. data.writeStringArray(requiredPermissions);
18. data.writeInt(appOp);
19. data.writeBundle(options);
20. data.writeInt(serialized ? 1 : 0);
21. data.writeInt(sticky ? 1 : 0);
22. data.writeInt(userId);
23. mRemote.transact(BROADCAST\_INTENT\_TRANSACTION, data, reply, 0);
24. reply.readException();
25. **int** res = reply.readInt();
26. reply.recycle();
27. data.recycle();
28. **return** res;
29. }

将数据进行封装，将intent通过Binder驱动发送给AMS的broadcastIntent方法，到此为止都是在Broadcounter应用程序所在的进程进行的，接下来将进入AMS所在的进程，也就是system\_server进程。AMS收到BROADCAST\_INTENT\_TRANSACTION类型的请求，通过在ActivityManagerNative的onTransact解析，由于AMS是ActivityManagerNative的子类，在AMS中实现了ActivityManagerNative中定义的方法broadcastIntent。所以由AMS来执行ActivityManagerNative的onTransact中解析BROADCAST\_INTENT\_TRANSACTION类型的请求。看看AMS.java里面的broadcastIntent方法的具体实现:

1. **public** **final** **int** broadcastIntent(IApplicationThread caller,
2. Intent intent, String resolvedType, IIntentReceiver resultTo,
3. **int** resultCode, String resultData, Bundle resultExtras,
4. String[] requiredPermissions, **int** appOp, Bundle options,
5. **boolean** serialized, **boolean** sticky, **int** userId) {
6. enforceNotIsolatedCaller("broadcastIntent");
7. **synchronized**(**this**) {
8. intent = verifyBroadcastLocked(intent);
10. **final** ProcessRecord callerApp = getRecordForAppLocked(caller);
11. **final** **int** callingPid = Binder.getCallingPid();
12. **final** **int** callingUid = Binder.getCallingUid();
13. **final** **long** origId = Binder.clearCallingIdentity();
14. **int** res = broadcastIntentLocked(callerApp,
15. callerApp != **null** ? callerApp.info.packageName : **null**,
16. intent, resolvedType, resultTo, resultCode, resultData, resultExtras,
17. requiredPermissions, appOp, **null**, serialized, sticky,
18. callingPid, callingUid, userId);
19. Binder.restoreCallingIdentity(origId);
20. **return** res;
21. }
22. }

第8行主要来验证intent的内容的合法性，系统启动过程中，可能PMS还没有启动，AMS就无法获得相关APP的信息，静态注册的广播接受者就不能就收广播。代码如下：

1. **final** Intent verifyBroadcastLocked(Intent intent) {
2. // Refuse possible leaked file descriptors
3. **if** (intent != **null** && intent.hasFileDescriptors() == **true**) {
4. **throw** **new** IllegalArgumentException("File descriptors passed in Intent");
5. }
7. **int** flags = intent.getFlags();
9. **if** (!mProcessesReady) {
10. // if the caller really truly claims to know what they're doing, go
11. // ahead and allow the broadcast without launching any receivers
12. **if** ((flags&Intent.FLAG\_RECEIVER\_REGISTERED\_ONLY\_BEFORE\_BOOT) != 0) {
13. // This will be turned into a FLAG\_RECEIVER\_REGISTERED\_ONLY later on if needed.
14. } **else** **if** ((flags&Intent.FLAG\_RECEIVER\_REGISTERED\_ONLY) == 0) {
15. Slog.e(TAG, "Attempt to launch receivers of broadcast intent " + intent
16. + " before boot completion");
17. **throw** **new** IllegalStateException("Cannot broadcast before boot completed");
18. }
19. }
21. **if** ((flags&Intent.FLAG\_RECEIVER\_BOOT\_UPGRADE) != 0) {
22. **throw** **new** IllegalArgumentException(
23. "Can't use FLAG\_RECEIVER\_BOOT\_UPGRADE here");
24. }
26. **return** intent;
27. }

回到broadcastIntent代码中，第10-12行是获得发送广播的应用进程的身份。第14-18行调用broadcastIntentLocked来处理参数intent所描述的广播，主要作用是查找目标广播的接收者。broadcastIntentLocked代码很长，分块分析，下面的代码块主要处理发送sticky广播的情况：

1. // Add to the sticky list if requested.
2. **if** (sticky) {
3. ......
4. ArrayMap<String, ArrayList<Intent>> stickies = mStickyBroadcasts.get(userId);
5. **if** (stickies == **null**) {
6. stickies = **new** ArrayMap<>();
7. mStickyBroadcasts.put(userId, stickies);
8. }
9. ArrayList<Intent> list = stickies.get(intent.getAction());
10. **if** (list == **null**) {
11. list = **new** ArrayList<>();
12. stickies.put(intent.getAction(), list);
13. }
14. final int stickiesCount = list.size();
15. **for** (i = 0; i < stickiesCount; i++) {
16. **if** (intent.filterEquals(list.get(i))) {
17. // This sticky already exists, replace it.
18. list.set(i, **new** Intent(intent));
19. **break**;
20. }
21. }
22. **if** (i >= stickiesCount) {
23. list.add(**new** Intent(intent));
24. }
25. }

第2行检测intent是不是一个黏性广播，如果是则要将其保存起来，方便后面注册该广播的广播接收者来获得这个广播。所以在第3-24行的代码就是为了将这个是黏性广播的intent保存起来。在AMS中，具有相同类型的黏性广播只保存在一个列表（一般用stickies 表示）中，该列表使用广播的类型（即intent的action名称）为key，这些列表又保存在AMS中的成员变量mStickyBroadcasts中。

第4-8行的代码，主要是查看该userId的广播，如果存储黏性广播的列表（stickies ）不存在，则会创建一个并且保存到mStickyBroadcasts中。第9-13行，在stickies 查看有没有intent.action所代表的类型的广播，没有的话就创建，这点其实和4.0版本的mStickyBroadcasts是相同的（4.0中mStickyBroadcasts.put(intent.getAction(), list);而在6.0里面stickies.put(intent.getAction(), list);）。第14-21行，在这里的在list中查找和intent的参数一致的广播，存在的话18行替换之，不存在则进入22-24行代码，创建一个存入list。接下来看另外一块这一块的主要工作是查询满足条件的动态广播接收者及静态广播接收者。：

1. // Figure out who all will receive this broadcast.
2. List receivers = **null**;
3. List<BroadcastFilter> registeredReceivers = **null**;
4. // Need to resolve the intent to interested receivers...
5. **if** ((intent.getFlags()&Intent.FLAG\_RECEIVER\_REGISTERED\_ONLY)
6. == 0) {
7. receivers = collectReceiverComponents(intent, resolvedType, callingUid, users);
8. }
9. **if** (intent.getComponent() == **null**) {
10. **if** (userId == UserHandle.USER\_ALL && callingUid == Process.SHELL\_UID) {
11. // Query one target user at a time, excluding shell-restricted users
12. UserManagerService ums = getUserManagerLocked();
13. **for** (**int** i = 0; i < users.length; i++) {
14. **if** (ums.hasUserRestriction(
15. UserManager.DISALLOW\_DEBUGGING\_FEATURES, users[i])) {
16. **continue**;
17. }
18. List<BroadcastFilter> registeredReceiversForUser =
19. mReceiverResolver.queryIntent(intent,
20. resolvedType, **false**, users[i]);
21. **if** (registeredReceivers == **null**) {
22. registeredReceivers = registeredReceiversForUser;
23. } **else** **if** (registeredReceiversForUser != **null**) {
24. registeredReceivers.addAll(registeredReceiversForUser);
25. }
26. }
27. } **else** {
28. registeredReceivers = mReceiverResolver.queryIntent(intent,
29. resolvedType, **false**, userId);
30. }
31. }

第2行的receivers 用来保存静态注册的广播接收者，第3行的registeredReceivers 用来保存动态注册的广播接收者。第5-8行，FLAG\_RECEIVER\_REGISTERED\_ONLY表示该广播只能发给动态注册者，如果没有这种设置，则执行第7行，通过collectReceiverComponents方法获得所有的静态注册该广播的接收者。第9行是没有指定接收者，说明是发送给所有的广播注册者的，第18行查询所有所有的动态注册广播接收者，第24行再把查询结果registeredReceiversForUser添加到registeredReceivers（保存动态注册的广播接收者）中。到此AMS已经获得了所有的目标广播接收者。接下来在不同情况下处理广播，看下一块代码，主要是对无序广播的发送处理：

1. final boolean replacePending =
2. (intent.getFlags()&Intent.FLAG\_RECEIVER\_REPLACE\_PENDING) != 0;
4. **if** (DEBUG\_BROADCAST) Slog.v(TAG\_BROADCAST, "Enqueing broadcast: " + intent.getAction()
5. + " replacePending=" + replacePending);
7. **int** NR = registeredReceivers != null ? registeredReceivers.size() : 0;
8. **if** (!ordered && NR > 0) {
9. // If we are not serializing this broadcast, then send the
10. // registered receivers separately so they don't wait for the
11. // components to be launched.
12. final BroadcastQueue queue = broadcastQueueForIntent(intent);
13. BroadcastRecord r = **new** BroadcastRecord(queue, intent, callerApp,
14. callerPackage, callingPid, callingUid, resolvedType, requiredPermissions,
15. appOp, brOptions, registeredReceivers, resultTo, resultCode, resultData,
16. resultExtras, ordered, sticky, **false**, userId);
17. **if** (DEBUG\_BROADCAST) Slog.v(TAG\_BROADCAST, "Enqueueing parallel broadcast " + r);
18. final boolean replaced = replacePending && queue.replaceParallelBroadcastLocked(r);
19. **if** (!replaced) {
20. queue.enqueueParallelBroadcastLocked(r);
21. queue.scheduleBroadcastsLocked();
22. }
23. registeredReceivers = null;
24. NR = 0;
25. }

Intent.FLAG\_RECEIVER\_REPLACE\_PENDING如果该值为1，表示当该类型的新广播来了，但是旧广播还没有发送出去，那么就要把用新广播内容把旧的广播内容替代掉（不过在这种情况下，有些该类型的广播是接受不到的）。第1-2行，如果FLAG\_RECEIVER\_REPLACE\_PENDING等于1就把replacePending 设置为true。第7行获得动态注册该广播的广播接收者的数量。Ordered（也叫串行化） 描述当前发送的广播是否是一个无序广播，如果是一个无序广播，则AMS将广播发送给接收者就行，不考虑先给哪个接收者发，哪个接收者后发；如果是有序广播，则需要把优先级高的广播接收者先发，优先级低的广播接收者后发。第8行判断如果是不是有序广播（即该广播是一个无序广播），并且有动态注册的广播接收者，那就执行12-24行代码。第13-16行，将intent和该广播的动态目标接收者封装到BroadcastRecord 对象，该对象用来描述一个AMS要执行的广播转发任务。这个广播不是立即执行的，而是添加到AMS的无序广播调度队列queue的mParallelBroadcasts中（第12行定义了）。第18行，在replacePending 为true的情况下，在无序广播调度队列queue中查找是否存在这样的广播，如果有，替换之，并且将replaced 置为true，具体的执行如下：

1. **public** final boolean replaceParallelBroadcastLocked(BroadcastRecord r) {
2. **for** (**int** i = mParallelBroadcasts.size() - 1; i >= 0; i--) {
3. **if** (r.intent.filterEquals(mParallelBroadcasts.get(i).intent)) {
4. **if** (DEBUG\_BROADCAST) Slog.v(TAG\_BROADCAST,
5. "\*\*\*\*\* DROPPING PARALLEL ["
6. + mQueueName + "]: " + r.intent);
7. mParallelBroadcasts.set(i, r);  //非ordered的广播都被AMS保存在mParallelBroadcasts中
8. **return** **true**;  // mParallelBroadcasts中都是动态广播接收者
9. }
10. }
11. **return** **false**;
12. }

回到第20行，如果是没有替换（也就是在queue 中没有查找到），replaced为flase，那么把该BroadcastRecord 对象r添加到queue中。第21行，重新调度这个队列queue的 mParallelBroadcasts。由于到此处无序广播的AMS就已经把广播发送给动态注册的广播接收者了，第23-24行代码是将保存动态接收机的信息重置。接下里看下一块代码：

1. // Merge into one list.
2. **int** ir = 0;
3. **if** (receivers != null) {
4. // A special case for PACKAGE\_ADDED: do not allow the package
5. // being added to see this broadcast.  This prevents them from
6. // using this as a back door to get run as soon as they are
7. // installed.  Maybe in the future we want to have a special install
8. // broadcast or such for apps, but we'd like to deliberately make
9. // this decision.
10. String skipPackages[] = null;
11. **if** (Intent.ACTION\_PACKAGE\_ADDED.equals(intent.getAction())
12. || Intent.ACTION\_PACKAGE\_RESTARTED.equals(intent.getAction())
13. || Intent.ACTION\_PACKAGE\_DATA\_CLEARED.equals(intent.getAction())) {
14. Uri data = intent.getData();
15. **if** (data != null) {
16. String pkgName = data.getSchemeSpecificPart();
17. **if** (pkgName != null) {
18. skipPackages = **new** String[] { pkgName };
19. }
20. }
21. } **else** **if** (Intent.ACTION\_EXTERNAL\_APPLICATIONS\_AVAILABLE.equals(intent.getAction())) {
22. skipPackages = intent.getStringArrayExtra(Intent.EXTRA\_CHANGED\_PACKAGE\_LIST);
23. }
24. **if** (skipPackages != null && (skipPackages.length > 0)) {
25. **for** (String skipPackage : skipPackages) {
26. **if** (skipPackage != null) {
27. **int** NT = receivers.size();
28. **for** (**int** it=0; it<NT; it++) {
29. ResolveInfo curt = (ResolveInfo)receivers.get(it);
30. **if** (curt.activityInfo.packageName.equals(skipPackage)) {
31. receivers.remove(it);
32. it--;
33. NT--;
34. }
35. }
36. }
37. }
38. }
40. **int** NT = receivers != null ? receivers.size() : 0;
41. **int** it = 0;
42. ResolveInfo curt = null;
43. BroadcastFilter curr = null;
44. **while** (it < NT && ir < NR) {
45. **if** (curt == null) {
46. curt = (ResolveInfo)receivers.get(it);
47. }
48. **if** (curr == null) {
49. curr = registeredReceivers.get(ir);
50. }
51. **if** (curr.getPriority() >= curt.priority) {
52. // Insert this broadcast record into the final list.
53. receivers.add(it, curr);
54. ir++;
55. curr = null;
56. it++;
57. NT++;
58. } **else** {
59. // Skip to the next ResolveInfo in the final list.
60. it++;
61. curt = null;
62. }
63. }
64. }
65. **while** (ir < NR) {
66. **if** (receivers == null) {
67. receivers = **new** ArrayList();
68. }
69. receivers.add(registeredReceivers.get(ir));
70. ir++;
71. }

前面已经处理了无序广播的动态注册接收者的广播发送。剩下的就是无序广播的静态注册接收者的广播发送，以及所有有序广播的动态和静态注册的广播接收者的广播发送，而这些广播的处理就是在这块代码执行，所有广播不论是不是有序的，都会保存到AMS的有序广播调度队列中（queue.mOrderedBroadcasts）。第11-20行代码处理的是ACTION\_PACKAGE\_ADDED、ACTION\_PACKAGE\_RESTARTED、ACTION\_PACKAGE\_DATA\_CLEARED广播，当这些广播类型的广播，并且intent的data为空，那么就将接受该广播的Package加入到skipPackages 中。在24-38行代码中将其从receivers去除掉。这是为了防止有些应用监听这些广播，在系统启动的时候跟着启动（和广播的正常发送没有什么关系）。从第40行开始才是本块代码的重点，目的就是将静态和动态注册的广播接收者按照广播的优先级从高到低的都放到静态注册广播接收者的的列表receivers中，(在原来的registeredReceivers 和receivers列表中都是按照优先级由高到底排好序的)

所以在这里40-64行代码只是将两个list进行合并。从代码中可以看出，相同优先级的广播接收者，动态注册的广播会在静态广播之前接收到广播。第65-71行代码，有可能在44行的while循环执行完成之后，registeredReceivers中还有没有添加进去的，由于这些广播接收者的优先级比receivers里面的优先级都低导致的。最后在第65-71行代码中将其加入到receivers中。

到此，静态注册的无序广播，动态注册以及静态注册的有序广播都添加到了receivers列表中，

（疑问：为什么要将静态注册的无序广播保存在receivers中，最后进入queue.mOrderedBroadcasts队列，而不是和动态注册的广播接收者走同样的发送道路，这是由于动态广播接收者已经启动了，而静态注册的广播接收者没有启动，如果走一样的广播方式，就需要AMS循环创建这些进程，如果静态注册的很多那么对系统的压力是非常大的。所以，对于静态注册者，它们对应的广播记录都被放到mOrderedBroadcasts中保存。AMS在处理这类广播信息时，一个进程一个进程地处理，只有处理完一个接收者，才继续下一个接收者。这种做法的好处是，避免了惊群效应的出现，坏处则是延时较长。）

该广播信息的剩余接收者都在receivers中了，接下来AMS就要将这些广播发送出去：

1. **if** ((receivers != null && receivers.size() > 0)
2. || resultTo != null) {
3. BroadcastQueue queue = broadcastQueueForIntent(intent);
4. BroadcastRecord r = **new** BroadcastRecord(queue, intent, callerApp,
5. callerPackage, callingPid, callingUid, resolvedType,
6. requiredPermissions, appOp, brOptions, receivers, resultTo, resultCode,
7. resultData, resultExtras, ordered, sticky, **false**, userId);
9. **if** (DEBUG\_BROADCAST) Slog.v(TAG\_BROADCAST, "Enqueueing ordered broadcast " + r
10. + ": prev had " + queue.mOrderedBroadcasts.size());
11. **if** (DEBUG\_BROADCAST) Slog.i(TAG\_BROADCAST,
12. "Enqueueing broadcast " + r.intent.getAction());
14. boolean replaced = replacePending && queue.replaceOrderedBroadcastLocked(r);
15. **if** (!replaced) {
16. queue.enqueueOrderedBroadcastLocked(r);
17. queue.scheduleBroadcastsLocked();
18. }
19. }
21. **return** ActivityManager.BROADCAST\_SUCCESS;

和无序广播的动态注册接收者的流程类似。第3行，创建队列，第4行将receivers 封装成BroadcastRecord 对象，第14行代码， replacePending如果为true，用新的广播替换queue中OrderedBroadcast的旧广播内容。15-18行，如果没有替换，则把该BroadcastRecord 对象添加到queue的mOrderedBroadcasts队列中，18行重新调度该队列。21行表明对于AMS来说到这广播的发送已经完成了，所以返回了ActivityManager.BROADCAST\_SUCCESS。

在无序广播的动态注册接收者的广播发送和这里的receivers列表的发送都是使用了queue.scheduleBroadcastsLocked()进行重新调度，接下来详细研究该函数（该函数之前是在AMS.java中的，后来改到了BroadcastQueue.java，这是queue的类型）的执行：

1. **public** **void** scheduleBroadcastsLocked() {
2. **if** (DEBUG\_BROADCAST) Slog.v(TAG\_BROADCAST, "Schedule broadcasts ["
3. + mQueueName + "]: current="
4. + mBroadcastsScheduled);
6. **if** (mBroadcastsScheduled) {
7. **return**;
8. }
9. mHandler.sendMessage(mHandler.obtainMessage(BROADCAST\_INTENT\_MSG, **this**));
10. mBroadcastsScheduled = **true**;
11. }

BroadcastQueue(原来在AMS中)的成员变量mBroadcastsScheduled用来描述BroadcastQueue是否已经向所运行的线程消息队列发送了一个类型为BROADCAST\_INTENT\_MSG的消息。BroadcastQueue就是通过ROADCAST\_INTENT\_MSG这个消息来调度有序广播调度队列mOrderedBroadcasts和无序广播调度队列mParallelBroadcasts里面的广播转发任务。第6行判断在BroadcastQueue（其实就是AMS）所在线程的消息队列中是否已经存在一个BROADCAST\_INTENT\_MSG，如果有直接返回，如果没有，就在第9行向该消息队列发送一个该类型的消息，并且将mBroadcastsScheduled 改为true。mHandler.sendMessage的消息在HandlerMessage中的处理：

1. @Override
2. **public** **void** handleMessage(Message msg) {
3. **switch** (msg.what) {
4. **case** BROADCAST\_INTENT\_MSG: {
5. **if** (DEBUG\_BROADCAST) Slog.v(
6. TAG\_BROADCAST, "Received BROADCAST\_INTENT\_MSG");
7. processNextBroadcast(**true**);
8. } **break**;
9. **case** BROADCAST\_TIMEOUT\_MSG: {
10. synchronized (mService) {
11. broadcastTimeoutLocked(**true**);
12. }
13. } **break**;
14. **case** SCHEDULE\_TEMP\_WHITELIST\_MSG: {
15. DeviceIdleController.LocalService dic = mService.mLocalDeviceIdleController;
16. **if** (dic != null) {
17. dic.addPowerSaveTempWhitelistAppDirect(UserHandle.getAppId(msg.arg1),
18. msg.arg2, **true**, (String)msg.obj);
19. }
20. } **break**;
21. }
22. }
23. };

可以看出是调用了processNextBroadcast函数，这个代码又是很长，所以分块处理（processNextBroadcast第一块：处理mParallelBroadcasts成员）：

1. final **void** processNextBroadcast(boolean fromMsg) {
2. synchronized(mService) {
3. BroadcastRecord r;
5. **if** (DEBUG\_BROADCAST) Slog.v(TAG\_BROADCAST, "processNextBroadcast ["
6. + mQueueName + "]: "
7. + mParallelBroadcasts.size() + " broadcasts, "
8. + mOrderedBroadcasts.size() + " ordered broadcasts");
10. mService.updateCpuStats();  //更新CPU使用情况
12. **if** (fromMsg) {
13. mBroadcastsScheduled = **false**;
14. }
16. // First, deliver any non-serialized broadcasts right away.
17. **while** (mParallelBroadcasts.size() > 0) {
18. r = mParallelBroadcasts.remove(0);
19. r.dispatchTime = SystemClock.uptimeMillis();
20. r.dispatchClockTime = System.currentTimeMillis();
21. final **int** N = r.receivers.size();
22. **if** (DEBUG\_BROADCAST\_LIGHT) Slog.v(TAG\_BROADCAST, "Processing parallel broadcast ["
23. + mQueueName + "] " + r);
24. **for** (**int** i=0; i<N; i++) {
25. Object target = r.receivers.get(i);
26. **if** (DEBUG\_BROADCAST)  Slog.v(TAG\_BROADCAST,
27. "Delivering non-ordered on [" + mQueueName + "] to registered "
28. + target + ": " + r);
29. deliverToRegisteredReceiverLocked(r, (BroadcastFilter)target, **false**);
30. }
31. addBroadcastToHistoryLocked(r);
32. **if** (DEBUG\_BROADCAST\_LIGHT) Slog.v(TAG\_BROADCAST, "Done with parallel broadcast ["
33. + mQueueName + "] " + r);
34. }

fromMsg表示processNextBroadcast是不是由BROADCAST\_INTENT\_MSG消息启动的，12行代码，如果是，则将mBroadcastsScheduled 置为false 。第17-34行来处理无序广播的mParallelBroadcasts列表，在循环中处理mParallelBroadcasts中的每一个BroadcastRecord ，第18-20行，依次取出保存在r中，并设置相关信息。广播记录块BroadcastRecord的receivers列表中包含了要接收这个广播的目标列表，所以在25行取出每一个该广播的接收者，由于在广播接收者注册的时候，每一个广播接收者都是BroadcastFilter对象，所以在29行中将target强转为BroadcastFilter，调用deliverToRegisteredReceiverLocked（该函数在后面介绍）将无序广播发送给每一个广播的接收者（实际上，这种处理方式也会造成惊群效应，但影响相对较少）。第31行将这条处理过的记录保存到mHistoryBroadcast中，供调试使用。接着分析下一块代码（processNextBroadcast第二块： 现在要处理mOrderedBroadcasts中的成员）：

1. // Now take care of the next serialized one...
3. // If we are waiting for a process to come up to handle the next
4. // broadcast, then do nothing at this point.  Just in case, we
5. // check that the process we're waiting for still exists.
6. **if** (mPendingBroadcast != null) {
7. **if** (DEBUG\_BROADCAST\_LIGHT) Slog.v(TAG\_BROADCAST,
8. "processNextBroadcast [" + mQueueName + "]: waiting for "
9. + mPendingBroadcast.curApp);
11. boolean isDead;
12. synchronized (mService.mPidsSelfLocked) {
13. ProcessRecord proc = mService.mPidsSelfLocked.get(mPendingBroadcast.curApp.pid);
14. isDead = proc == null || proc.crashing;
15. }
16. **if** (!isDead) {
17. // It's still alive, so keep waiting
18. **return**;
19. } **else** {
20. Slog.w(TAG, "pending app  ["
21. + mQueueName + "]" + mPendingBroadcast.curApp
22. + " died before responding to broadcast");
23. mPendingBroadcast.state = BroadcastRecord.IDLE;
24. mPendingBroadcast.nextReceiver = mPendingBroadcastRecvIndex;
25. mPendingBroadcast = null;
26. }
27. }

我们知道在广播的发送中，如果有静态注册的广播接收者（在mOrderedBroadcasts中），为了让这些接收者收到广播，AMS要确保这些广播接收者所在的进程启动起来（如果是动态接收者，接收者所在的进程一定是启动的，没有启动怎么动态注册，对不？）。只要静态注册接收者所在的进程是启动的，当该进程收到AMS的广播之后就会启动相应的广播接收者。该块函数是为了将mOrderedBroadcasts中的广播发送出去做准备，处理mOrderedBroadcasts中的成员。如前所述，它要处理一个接一个的接收者，如果接收者所在进程还未启动，则需要等待。mPendingBroadcast变量用于标识正在等待静态注册的目标广播者启动的广播转发任务。第6行，有需要启动的广播接收者，就为true。11-19行是在判断该函数是否为一个死进程，如果不是，继续等待。如果是一个死进程，进行23-25行的操作，没有将广播接收者启动，我们需要重新设置状态。

1. boolean looped = **false**;
2. **do** {
3. **if** (mOrderedBroadcasts.size() == 0) {
4. // No more broadcasts pending, so all done!
5. mService.scheduleAppGcsLocked();
6. **if** (looped) {
7. // If we had finished the last ordered broadcast, then
8. // make sure all processes have correct oom and sched
9. // adjustments.
10. mService.updateOomAdjLocked();
11. }
12. **return**;
13. }
14. r = mOrderedBroadcasts.get(0);
15. boolean forceReceive = **false**;
17. // Ensure that even if something goes awry with the timeout
18. // detection, we catch "hung" broadcasts here, discard them,
19. // and continue to make progress.
20. //
21. // This is only done if the system is ready so that PRE\_BOOT\_COMPLETED
22. // receivers don't get executed with timeouts. They're intended for
23. // one time heavy lifting after system upgrades and can take
24. // significant amounts of time.
25. **int** numReceivers = (r.receivers != null) ? r.receivers.size() : 0;
26. **if** (mService.mProcessesReady && r.dispatchTime > 0) {
27. **long** now = SystemClock.uptimeMillis();
28. **if** ((numReceivers > 0) &&
29. (now > r.dispatchTime + (2\*mTimeoutPeriod\*numReceivers))) {
30. Slog.w(TAG, "Hung broadcast ["
31. + mQueueName + "] discarded after timeout failure:"
32. + " now=" + now
33. + " dispatchTime=" + r.dispatchTime
34. + " startTime=" + r.receiverTime
35. + " intent=" + r.intent
36. + " numReceivers=" + numReceivers
37. + " nextReceiver=" + r.nextReceiver
38. + " state=" + r.state);
39. broadcastTimeoutLocked(**false**); // forcibly finish this broadcast
40. forceReceive = **true**;
41. r.state = BroadcastRecord.IDLE;
42. }
43. }
45. **if** (r.state != BroadcastRecord.IDLE) {
46. **if** (DEBUG\_BROADCAST) Slog.d(TAG\_BROADCAST,
47. "processNextBroadcast("
48. + mQueueName + ") called when not idle (state="
49. + r.state + ")");
50. **return**;
51. }
53. **if** (r.receivers == null || r.nextReceiver >= numReceivers
54. || r.resultAbort || forceReceive) {
55. // No more receivers for this broadcast!  Send the final
56. // result if requested...
57. **if** (r.resultTo != null) {
58. **try** {
59. **if** (DEBUG\_BROADCAST) Slog.i(TAG\_BROADCAST,
60. "Finishing broadcast [" + mQueueName + "] "
61. + r.intent.getAction() + " app=" + r.callerApp);
62. performReceiveLocked(r.callerApp, r.resultTo,
63. **new** Intent(r.intent), r.resultCode,
64. r.resultData, r.resultExtras, **false**, **false**, r.userId);
65. // Set this to null so that the reference
66. // (local and remote) isn't kept in the mBroadcastHistory.
67. r.resultTo = null;
68. } **catch** (RemoteException e) {
69. r.resultTo = null;
70. Slog.w(TAG, "Failure ["
71. + mQueueName + "] sending broadcast result of "
72. + r.intent, e);
73. }
74. }
76. **if** (DEBUG\_BROADCAST) Slog.v(TAG\_BROADCAST, "Cancelling BROADCAST\_TIMEOUT\_MSG");
77. cancelBroadcastTimeoutLocked();
79. **if** (DEBUG\_BROADCAST\_LIGHT) Slog.v(TAG\_BROADCAST,
80. "Finished with ordered broadcast " + r);
82. // ... and on to the next...
83. addBroadcastToHistoryLocked(r);
84. mOrderedBroadcasts.remove(0);
85. r = null;
86. looped = **true**;
87. **continue**;
88. }
89. } **while** (r == null);

第2-89行代码的主要工作就是循环（while循环）的把mOrderedBroadcasts中的下一个等待处理的广播任务取出，如果上一条还没有处理完成，或者是其他原因，则不能去取出新的BroadcastRecord对象r，即r == null一直成立，AMS就在这一直等待，一直等到取出下一条需要处理的BroadcastRecord对象r。

第2-13行，处理mOrderedBroadcasts为空，为空则说明mOrderedBroadcasts里的广播转发任务处理完了。14行，不为空就取出，保存在BroadcastRecord对象r中（下一个需要处理的广播任务就是在mOrderedBroadcasts中的第一个位置，所以使用get(0)）。25行获得目标广播接收者的个数，26-43行，下面这段代码用于判断此条广播是否处理时间过长。28-29行判断，上一条广播（因为只有上一条执行完，才进入下一条，当执行完才在84行执行remove，不然在while中一直取出的都是同一条BroadcastRecord对象r）是否在2\*mTimeoutPeriod\*numReceivers毫秒内还没有完成，如果没有完成，则用broadcastTimeoutLocked函数强制结束。40-41表示要继续处理mOrderedBroadcasts里下一条广播。45-51判断r描述的AMS是不是正在执行一个广播转发任务，如果是则AMS需要等待，50行直接返回。53-87行就是处理当广播是已经处理完，或者是被强制结束的操作。（57-74没看懂。。。。。。）。第83行，删除消息队列中的BROADCAST\_TIMEOUT\_MSG消息（39行的broadcastTimeoutLocked函数发送的），表示r所描述的广播已经在规定时间处理完成了。

在上面的代码中，如果能结束**while** (r == null)的循环，说明已经取到了下一个需要处理的广播转发任务，接下来就该对该广播转发任务进行处理了,代码比较长， 这里先处理如果是有序广播动态注册的广播情况（该情况相对简单，因为广播接收者所在的进程已经启动了）:

1. // Get the next receiver...
2. **int** recIdx = r.nextReceiver++;
4. // Keep track of when this receiver started, and make sure there
5. // is a timeout message pending to kill it if need be.
6. r.receiverTime = SystemClock.uptimeMillis();
7. **if** (recIdx == 0) {
8. r.dispatchTime = r.receiverTime;
9. r.dispatchClockTime = System.currentTimeMillis();
10. **if** (DEBUG\_BROADCAST\_LIGHT) Slog.v(TAG\_BROADCAST, "Processing ordered broadcast ["
11. + mQueueName + "] " + r);
12. }
13. **if** (! mPendingBroadcastTimeoutMessage) {
14. **long** timeoutTime = r.receiverTime + mTimeoutPeriod;
15. **if** (DEBUG\_BROADCAST) Slog.v(TAG\_BROADCAST,
16. "Submitting BROADCAST\_TIMEOUT\_MSG ["
17. + mQueueName + "] for " + r + " at " + timeoutTime);
18. setBroadcastTimeoutLocked(timeoutTime);
19. }
21. final BroadcastOptions brOptions = r.options;
22. final Object nextReceiver = r.receivers.get(recIdx);
24. **if** (nextReceiver instanceof BroadcastFilter) {
25. // Simple case: this is a registered receiver who gets
26. // a direct call.
27. BroadcastFilter filter = (BroadcastFilter)nextReceiver;
28. **if** (DEBUG\_BROADCAST)  Slog.v(TAG\_BROADCAST,
29. "Delivering ordered ["
30. + mQueueName + "] to registered "
31. + filter + ": " + r);
32. deliverToRegisteredReceiverLocked(r, filter, r.ordered);
33. **if** (r.receiver == null || !r.ordered) {
34. // The receiver has already finished, so schedule to
35. // process the next one.
36. **if** (DEBUG\_BROADCAST) Slog.v(TAG\_BROADCAST, "Quick finishing ["
37. + mQueueName + "]: ordered="
38. + r.ordered + " receiver=" + r.receiver);
39. r.state = BroadcastRecord.IDLE;
40. scheduleBroadcastsLocked();
41. } **else** {
42. **if** (brOptions != null && brOptions.getTemporaryAppWhitelistDuration() > 0) {
43. scheduleTempWhitelistLocked(filter.owningUid,
44. brOptions.getTemporaryAppWhitelistDuration(), r);
45. }
46. }
47. **return**;
48. }

第2行，取出下一个需要被处理的接收者的位置，4-19行，为了处理广播是否超时。22行，取出接收者。24-48处理动态注册的广播（因为动态广播接收者的类型为BroadcastFilter）。32行，如果是动态接收者，则直接调用deliverToRegisteredReceiverLocked处理。33-41行，接收者为空或者是无序广播接收者，说明该广播处理完，不用等待，所以执行39行，给AMS说明，不需要等待前一个广播处理完成， 直接可以处理下一个广播。

接下来分析，如果是静态注册的广播，该广播就有点麻烦，要考虑对应的进程是否启动。该块代码实在繁琐，只拿出主要的代码分析：

1. //如果是静态接收者，则它的真实类型是ResolveInfo
2. ResolveInfo info =  (ResolveInfo)nextReceiver;
3. booleanskip = **false**;
4. //检查权限
5. **int** perm =checkComponentPermission(info.activityInfo.permission,
6. r.callingPid, r.callingUid, info.activityInfo.applicationInfo.uid,
7. info.activityInfo.exported);
8. **if** (perm!= PackageManager.PERMISSION\_GRANTED) skip = **true**;
9. **if**(info.activityInfo.applicationInfo.uid != Process.SYSTEM\_UID &&
10. r.requiredPermission != **null**) {
11. ......
12. }
13. //设置skip为true
14. **if**(r.curApp != **null** && r.curApp.crashing) skip = **true**;
16. **if** (skip){
17. r.receiver = **null**;
18. r.curFilter = **null**;
19. r.state = BroadcastRecord.IDLE;
20. scheduleBroadcastsLocked();//再调度一次广播处理
21. **return**;
22. }
24. r.state= BroadcastRecord.APP\_RECEIVE;
25. StringtargetProcess = info.activityInfo.processName;
26. r.curComponent = **new** ComponentName(
27. info.activityInfo.applicationInfo.packageName,
28. info.activityInfo.name);
29. r.curReceiver = info.activityInfo;
30. **try** {
31. //设置Package stopped的状态为false
32. AppGlobals.getPackageManager().setPackageStoppedState(
33. r.curComponent.getPackageName(),**false**);
34. } ......
35. // targetProcess是广播接收者的android:process属性
36. ProcessRecord app = getProcessRecordLocked(targetProcess,
37. info.activityInfo.applicationInfo.uid);
38. //如果该接收者对应的进程已经存在（检查是否已经启动）
39. **if** (app!= **null** && app.thread != **null**) {
40. **try** {
41. app.addPackage(info.activityInfo.packageName);
42. //该函数内部调用应用进程的scheduleReceiver函数，读者可自行分析
43. processCurBroadcastLocked(r, app);
44. **return**;//已经触发该接收者处理本广播，需要等待处理结果
45. }......
46. }
47. //最糟的情况就是该进程还没有启动
48. **if**((r.curApp=startProcessLocked(targetProcess,
49. info.activityInfo.applicationInfo, **true**,......)!= 0)) == **null**) {
50. ......//进程启动失败的处理
51. //启动失败，调用scheduleBroadcastsLocked结束对BroadcastRecord对象r所描述的广播转发任务
52. scheduleBroadcastsLocked();
53. r.state = BroadcastRecord.IDLE;
54. **return**;
55. }
56. //表明AMS正在等待进程的启动
57. mPendingBroadcast = r; //设置mPendingBroadcast
58. mPendingBroadcastRecvIndex = recIdx;
59. }

静态广播的接收者的类型为ResolveInfo 。

· 如果广播接收者为动态注册对象，则直接调用deliverToRegisteredReceiverLocked处理它。

· 如果广播接收者为静态注册对象，并且该对象对应的进程已经存在，则调用processCurBroadcastLocked处理它。

· 如果广播接收者为静态注册对象，并且该对象对应的进程还不存在，则需要创建该进程。这是最糟糕的情况。

在无序，还是有序的广播任务处理过程中，对于动态广播的处理最终都是deliverToRegisteredReceiverLocked函数来处理，接下来我们来分析该函数的执行：

1. **private** **final** **void** deliverToRegisteredReceiverLocked(BroadcastRecord r,
2. BroadcastFilter filter, booleanordered) {
3. booleanskip = **false**;
4. //检查发送进程是否有filter要求的权限
5. **if**(filter.requiredPermission != **null**) {
6. intperm = checkComponentPermission(filter.requiredPermission,
7. r.callingPid, r.callingUid, -1, **true**);
8. **if**(perm != PackageManager.PERMISSION\_GRANTED) skip = **true**;
9. }
10. //检查接收者是否有发送者要求的权限
11. **if**(r.requiredPermission != **null**) {
12. intperm = checkComponentPermission(r.requiredPermission,
13. filter.receiverList.pid, filter.receiverList.uid, -1, **true**);
14. **if**(perm != PackageManager.PERMISSION\_GRANTED) skip = **true**;
15. }
17. **if**(!skip) {
18. **if**(ordered) {
19. ......//设置一些状态，成员变量等信息，不涉及广播发送
20. }
21. **try** {
22. //发送广播
23. performReceiveLocked(filter.receiverList.app,
24. filter.receiverList.receiver,**new** Intent(r.intent), r.resultCode,
25. r.resultData, r.resultExtras, r.ordered, r.initialSticky);
27. **if**(ordered) r.state = BroadcastRecord.CALL\_DONE\_RECEIVE;
28. }......
29. }
30. }
31. }

在广播的发送过程中，需要检查广播是否有相关权限，检查是双向的，即发送端和接收端都要检查，在4-15行的代码就是在执行相关的检查工作。检查过程主要是使用checkComponentPermission函数检查对方的PID和UID（用户身份证明(User Identification)的缩写）是否符合要求。若果不需要检查权限或者权限检查通过。Skip就会被置为false。就会进入17行。通过函数performReceiveLocked来发送广播给接收者去处理：

1. **private** **static** **void** performReceiveLocked(ProcessRecord app, IIntentReceiver receiver,
2. Intent intent, **int** resultCode, String data, Bundle extras,
3. **boolean** ordered, **boolean** sticky, **int** sendingUser) **throws** RemoteException {
4. // Send the intent to the receiver asynchronously using one-way binder calls.
5. **if** (app != **null**) {
6. **if** (app.thread != **null**) {
7. // If we have an app thread, do the call through that so it is
8. // correctly ordered with other one-way calls.
9. app.thread.scheduleRegisteredReceiver(receiver, intent, resultCode,
10. data, extras, ordered, sticky, sendingUser, app.repProcState);
11. } **else** {
12. // Application has died. Receiver doesn't exist.
13. **throw** **new** RemoteException("app.thread must not be null");
14. }
15. } **else** {
16. receiver.performReceive(intent, resultCode, data, extras, ordered,
17. sticky, sendingUser);
18. }
19. }

App是一个processrecord对象，描述广播接收者所在的进程；Receiver指向了一个实现了IIntentReceiver 的Binder代理，描述了目标广播接收者；intent是即将要发送的广播，

第9行，注册动态广播接收者，应用进程ApplicationThread的scheduleRegisteredReceiver函数将被调用，进行发送广播。来看看scheduleRegisteredReceiver函数（这里是代理所以是ApplicationThreadNative.java文件中的ApplicationThreadProxy. scheduleRegisteredReceiver）：

1. **public** **void** scheduleRegisteredReceiver(IIntentReceiver receiver, Intent intent,
2. **int** resultCode, String dataStr, Bundle extras, **boolean** ordered,
3. **boolean** sticky, **int** sendingUser, **int** processState) **throws** RemoteException {
4. Parcel data = Parcel.obtain();
5. data.writeInterfaceToken(IApplicationThread.descriptor);
6. data.writeStrongBinder(receiver.asBinder());
7. intent.writeToParcel(data, 0);
8. data.writeInt(resultCode);
9. data.writeString(dataStr);
10. data.writeBundle(extras);
11. data.writeInt(ordered ? 1 : 0);
12. data.writeInt(sticky ? 1 : 0);
13. data.writeInt(sendingUser);
14. data.writeInt(processState);
15. mRemote.transact(SCHEDULE\_REGISTERED\_RECEIVER\_TRANSACTION, data, **null**,
16. IBinder.FLAG\_ONEWAY);
17. data.recycle();
18. }

ApplicationThreadProxy通过Binder代理发送了一个SCHEDULE\_REGISTERED\_RECEIVER\_TRANSACTION进程间请求。在16行设置了IBinder.FLAG\_ONEWAY，所以这个是一个异步请求。

到此在AMS中的处理告一段落，现在进入到广播接收者的应用进程中,分析接收者收到广播怎么处理（ApplicationThread.java(在ActivityThread.java中)：scheduleRegisteredReceiver）：

1. // This function exists to make sure all receiver dispatching is
2. // correctly ordered, since these are one-way calls and the binder driver
3. // applies transaction ordering per object for such calls.
4. **public** **void** scheduleRegisteredReceiver(IIntentReceiver receiver, Intent intent,
5. **int** resultCode, String dataStr, Bundle extras, **boolean** ordered,
6. **boolean** sticky, **int** sendingUser, **int** processState) **throws** RemoteException {
7. updateProcessState(processState, **false**);
8. receiver.performReceive(intent, resultCode, dataStr, extras, ordered,
9. sticky, sendingUser);
10. }

Receiver是指向了一个IntentReceiver对象，每一个IntentReceiver对象中都封装了一个广播接收者，并且代替它的广播接收者注册到AMS中。也就是当AMS给广播接受者发送广播时，其实是发送给IntentReceiver对象，IntentReceiver对象是通过performReceive来接受广播的，这也就是第8行代码。

继续分析IntentReceiver对象的performReceive函数的实现，（LoadedApk.java中ReceiverDispatcher:IntentReceiver：: performReceive）:

1. **public** **void** performReceive(Intent intent, **int** resultCode, String data,
2. Bundle extras, **boolean** ordered, **boolean** sticky, **int** sendingUser) {
3. LoadedApk.ReceiverDispatcher rd = mDispatcher.get();
4. ......
5. **if** (rd != **null**) {
6. rd.performReceive(intent, resultCode, data, extras,
7. ordered, sticky, sendingUser);
8. } **else** {
9. ......
10. }
11. }

调用LoadedApk.ReceiverDispatcher的performReceive方法：

1. **public** **void** performReceive(Intent intent, **int** resultCode, String data,
2. Bundle extras, **boolean** ordered, **boolean** sticky, **int** sendingUser) {
3. **if** (ActivityThread.DEBUG\_BROADCAST) {
4. **int** seq = intent.getIntExtra("seq", -1);
5. Slog.i(ActivityThread.TAG, "Enqueueing broadcast " + intent.getAction() + " seq=" + seq
6. + " to " + mReceiver);
7. }
8. Args args = **new** Args(intent, resultCode, data, extras, ordered,
9. sticky, sendingUser);
10. **if** (!mActivityThread.post(args)) {
11. **if** (mRegistered && ordered) {
12. IActivityManager mgr = ActivityManagerNative.getDefault();
13. **if** (ActivityThread.DEBUG\_BROADCAST) Slog.i(ActivityThread.TAG,
14. "Finishing sync broadcast to " + mReceiver);
15. args.sendFinished(mgr);
16. }
17. }
18. }

mActivityThread是一个Handler对象，指向了ActivityThread的成员变量mH， 用来向广播接收者的主线程的消息队列里发送消息的。第9行将intent描述的广播封装成一个Args对象，Args是一个runnable对象。第10行，注意这里处理消息的方式是通过Handler.post函数进行的，post函数的参数是Runnable类型的，这个消息最终会调用这个这个参数的run成员函数来处理。scheduleRegisteredReceiver最终向主线程的Handler投递了一个Args对象，这个对象的run函数将在主线程中被调用。

1. **public** **void** run() {
2. **final** BroadcastReceiver receiver = mReceiver;
3. **final** **boolean** ordered = mOrdered;
4. ......
5. **final** IActivityManager mgr = ActivityManagerNative.getDefault();
6. **final** Intent intent = mCurIntent;
7. mCurIntent = **null**;
9. **if** (receiver == **null** || mForgotten) {
10. **if** (mRegistered && ordered) {  // mRegistered 用来描述广播接收者是否已经注册到AMS中了，ordered是否是有序广播
11. **if** (ActivityThread.DEBUG\_BROADCAST) Slog.i(ActivityThread.TAG,
12. "Finishing null broadcast to " + mReceiver);
13. sendFinished(mgr);
14. }
15. **return**;
16. }
18. Trace.traceBegin(Trace.TRACE\_TAG\_ACTIVITY\_MANAGER, "broadcastReceiveReg");
19. **try** {
20. ClassLoader cl =  mReceiver.getClass().getClassLoader();
21. intent.setExtrasClassLoader(cl);
22. setExtrasClassLoader(cl);
23. receiver.setPendingResult(**this**);
24. receiver.onReceive(mContext, intent);
25. } **catch** (Exception e) {
26. ......
27. }
29. **if** (receiver.getPendingResult() != **null**) {
30. finish();
31. }
32. Trace.traceEnd(Trace.TRACE\_TAG\_ACTIVITY\_MANAGER);
33. }

第2行，mReceiver是ReceiverDispatcher类的成员变量，它的类型是BroadcastReceiver，这里它就是MainActivity注册广播接收器时创建的BroadcastReceiver实例了。第6行，mCurIntent是用来描述一个广播。所以，24行，描述广播接收者的receiver调用接收函数onReceive来接受广播。13行，通过mgr给AMS发送一个完成有序广播完成的消息，让AMS可以进行目标广播接收者的处理。sendFinished是Args类的父类，直接调用父类的函数，进行处理。

24行的receiver.onReceive，其实也就是我们在例子代码里面的BroadcastReceiver实例counterActionReceiver中的onReceive函数，这样，发送的广播就到达接收者手里了，接收者可以对接收的广播进行处理。

**总结：**

在广播发送的过程中，从所在进程，主要分为三个阶段，第一阶段是在广播发送者的进程中；第二阶段是在AMS的进程中（system\_server进程）;第三阶段广播进入广播接收者的进程。

第一阶段流程图：

![C:\Users\liqiang\Desktop\广播发送第一阶段\广播发送第一阶段.png](data:image/png;base64,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)

第二阶段流程图：
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第三阶段流程图：
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