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# Lösungsidee

Um die Aufgabe 5 zu lösen, haben wir uns zu jedem Gewicht zwei weitere Character gemerkt. Diese Characters können entweder den Wert 0, 1 oder # tragen.

Anfangs werden dem ersten Gewicht eine 1 und eine 0 zugewiesen. Bei den restlichen Gewichten werden jeweils eine 0 in beide Characters eingetragen.

Letztendlich wird dann jedes Gewicht, bei dem der erste Character eine 1 ist, auf die rechte Seite und jedes Gewicht bei dem der zweite Character eine 1 ist, auf die linke Seite gebracht.

Das Gewicht, welches nun abgemessen werden kann, wird abgespeichert. Dann erst wird der zweite Character, so wie beim binär addieren (nur von links nach rechts), um eins erhöht.

Hierbei wird beachtet, dass der zweite Character keine 1 sein kann, solange der erste Character des dazugehörigen Gewichts eine 1 ist.

Dies wiederholt sich so lange, bis beide Character ihr Maximum erreicht haben. Jetzt wird geschaut, ob das Gewicht von 10g bis 10000g in Zehnerschritten bereits abgespeichert ist und wenn es nicht abgespeichert ist, dass man sich dann das nähste Ergebnis raussucht.

# Umsetzung

Zuerst haben wir mithilfe der Klassen scanner und File die Gewichtsstücke eingelesen. Die Gewichte haben wir uns dann so in eine ArrayList abgespeichert, dass wenn wir zweimal das selbe Gewicht haben, dass das Gewicht dann auch zwei Mal in der ArrayList abgespeichert wird. Um uns die extra Character zu speicher, haben wir zwei Char Arrays erstellt, die genau so lang sind, wie wir auch einzelne Gewichtsstücke haben. Um unsere Zwischenergebnisse, so wie auch die Endergebnisse werden in einer Hashmap gespeichert. Um sicherzugehen, dass alle möglichen Kombinationen der Characters in den beiden Char Arrays zu berechnen, haben wir zwei ineinander geschachtelte while-Schleifen geschrieben.

# Hinweis zum Ausführen

Zum Ausführen des Programms rufen sie bitte die Main Klasse auf und schreiben hinter die Klasse das gewünschte Beispiel oder das Wort „all“.

Bitte wundern sie sich außerdem nicht, falls beim letzten Beispiel erstmal nichts nach dem Methodenaufruf passiert. Die Programmlaufzeit ist aufgrund von den vielen und sehr hohen Gewichten lange. Bei mir hat das Programm ungefähr 30sek gebraucht, um fertig zu werden.

# Beispiele

Hier ist ein Ausschnitt der Ausgabe für gewichtsstuecke0.txt.
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Bei 9940g tritt es zum ersten Mal auf, dass ein Gewicht nicht möglich ist. Dies sieht dann so aus:

![](data:image/png;base64,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)

Um die ganze Ausgabe anzusehen, öffnen sie bitte die Textdatei: output.txt

# Quellcode

**Der Code zum Einlesen der Datei:**

private void einlesen(String input) {

        File file = new File(input);

        lines = new ArrayList<String>();

        try {

            Scanner scanner = new Scanner(file);

            while (scanner.hasNext()) {

                parts = (scanner.nextLine()).split(" ");

                if (parts.length == 2) {

                    for (int i = 0; i < Integer.parseInt(parts[1]); i++) {

                        lines.add(parts[0]);

                    }

                } else {

                    lines.add(parts[0]);

                }

            }

            scanner.close();

        } catch (FileNotFoundException e) {

            e.printStackTrace();

        }

    }

**Hier der Code um alle möglichen Ergebnisse berechnet:**

public void alleberechnen() {

        long gegengewicht = 0;

        long gewichtsadd = 0;

        for (int i = 0; i < binarGG.length; i++) {

            binarGG[i] = '0';

            binarGA[i] = '0';

        }

        binarGG[0] = '1';

        while (true) {

            if (binarGG[0] == '#') {

                return;

            }

            for (int i = 0; i < binarGA.length; i++) {

                binarGA[i] = '0';

            }

            gewichtsadd = 0;

            gegengewicht = 0;

            for (int i = 0; i < binarGG.length; i++) {

                if (binarGG[i] == '1') {

                    gegengewicht += Long.parseLong(lines.get(i + 1));

                }

            }

            while (true) {

                long gewicht = gegengewicht - gewichtsadd;

                if (gewicht > 10000) {

                    if ((gewicht < groesstesGewicht)) {

                        alleErgebnis.remove(groesstesGewicht);

                        alleErgebnisseKeys.remove(groesstesGewicht);

                        Daten neu = new Daten(gewicht);

                        if (!alleErgebnis.containsKey(gewicht)) {

                            alleErgebnis.put(gewicht, neu);

                            alleErgebnisseKeys.add(gewicht);

                        }

                    }

                } else {

                    Daten neu = new Daten(gewicht);

                    if ((gewicht % 10 == 0) && (gewicht <= 10000)) {

                        neu.links = binarGA.clone();

                        neu.rechts = binarGG.clone();

                    }

                    if (!alleErgebnis.containsKey(gewicht)) {

                        alleErgebnis.put(gewicht, neu);

                        alleErgebnisseKeys.add(gewicht);

                    }

                }

                if (gewicht < groesstesGewicht && gewicht > 10000) {

                    groesstesGewicht = gewicht;

                }

                long neuGA = Long.valueOf(gewichtsadd);

                while (neuGA <= gewichtsadd) {

                    binarGA = trinarAddieren(binarGA, binarGG);

                    neuGA = 0;

                    if (binarGA[0] == '#') {

                        break;

                    }

                    for (int i = 0; i < binarGG.length; i++) {

                        if (binarGA[i] == '1') {

                            neuGA += Long.parseLong(lines.get(i + 1));

                        }

                    }

                }

                if (binarGA[0] == '#') {

                    break;

                }

                gewichtsadd = Long.valueOf(neuGA);

            }

            long neuGG = Long.valueOf(gegengewicht);

            while (neuGG <= gegengewicht) {

                binarGG = binarAddieren(binarGG);

                neuGG = 0;

                if (binarGG[0] == '#') {

                    break;

                }

                for (int i = 0; i < binarGG.length; i++) {

                    if (binarGG[i] == '1') {

                        neuGG += Long.parseLong(lines.get(i + 1));

                    }

                }

            }

            if (binarGG[0] == '#') {

                break;

            }

            gegengewicht = Long.valueOf(neuGG);

        }

    }

**Hier der Code, der alle aus allen Ergebnisse nur die gewollten holt:**

    public void umrechnen() {

        Collections.sort(alleErgebnisseKeys);

        for (int i = 10; i <= 10000; i += 10) {

            if (alleErgebnis.containsKey(Long.valueOf(i))) {

                zehnerSchritte.put(i, alleErgebnis.get(Long.valueOf(i)));

            } else {

                int index = 0;

                for (int h = 0; h < alleErgebnisseKeys.size() - 1; h++) {

                    if (i < alleErgebnisseKeys.get(h)) {

                        break;

                    }

                    index = h;

                }

                long abstandK = (i - alleErgebnisseKeys.get(index));

                long abstandG = (alleErgebnisseKeys.get(index + 1) - i);

                if (abstandK <= abstandG) {

                    zehnerSchritte.put(i, alleErgebnis.get(Long.valueOf(alleErgebnisseKeys.get(index))));

                } else {

                    zehnerSchritte.put(i, alleErgebnis.get(Long.valueOf(alleErgebnisseKeys.get(index + 1))));

                }

            }

        }

    }

**Hier der Code, der die Ergebnisse dann ausgibt:**

    public void ausgabe() {

        for (int i = 10; i <= 10000; i += 10) {

            String rechts = "";

            String links = "";

            Daten aktuell = zehnerSchritte.get(i);

            if (aktuell.gewicht == i) {

                System.out.println(i + "g ist moeglich");

                for (int h = 0; h < aktuell.rechts.length; h++) {

                    if (aktuell.rechts[h] == '1') {

                        rechts += (lines.get(h + 1) + "    ");

                    }

                }

                for (int h = 0; h < aktuell.links.length; h++) {

                    if (aktuell.links[h] == '1') {

                        links += (lines.get(h + 1) + "    ");

                    }

                }

                System.out.println("linke Seite:\t" + links);

                System.out.println("rechte Seite:\t" + rechts);

                System.out.println();

            } else {

                System.out.println(i + "g ist nicht moeglich");

                System.out.println("naechster Abstand: " + Math.abs((aktuell.gewicht - i)));

            }

            System.out.println();

        }

    }