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**ABSTRACT**

This paper describes how Co-Perf, an open source benchmarking system, will provide capabilities beyond those of existing game benchmarking tools. We present a system that supports not only the game consumer, but also the industry developer and academia.

Full Sail Institute for Research and Entertainment is launching a collaborative performance benchmarking system named Co-Perf. This benchmarking system is a collection of lightweight CPU and GPU benchmarks we call “micro benchmarks” that collect data and drive a reporting system that coalesces results for use in determining optimization strategies and consumer purchasing decisions.

Benchmarking data, when considering the permutations of drivers, hardware, and configuration settings, requires a large set of test machines that are representative of current hardware install bases; Co-Perf addresses this need by appealing to thousands of game consumers by providing free information about their current machines and a speculative view of their machines based on potential computer upgrades.
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**1 Introduction**

Co-Perf is a system of open source benchmarks and a web-based user interface that generates reports for game consumers while also providing detailed data for industry and academia.

Users can execute the benchmark suite by either downloading the current binary release or by compiling the source code. After running, the executable generates a report. The report unlocks a website via web service.

Users create or receive an id that is allows valid access to the reporting for a specified duration. The report implements security measures that reduce users’ abilities to tamper with data.

Existing commercial benchmarks are not open source and are vulnerable to implementations that may skew final results and conclusions. Co-Perf addresses this issue by providing a public, open source view of every benchmark.

Current benchmarks for games typically use two approaches. The first format uses a repeatable, high-end, game like applications that generates scores based on the performance in areas of the benchmark. The second approach, provides detailed information on key statistics such as triangles per second. Co-Perf uses focuses on the latter, with the option of including the former if necessary.

Co-Perf benchmarks will be valuable to industry and academia. By providing developers with the source code and the metrics data they are able to adjust their coding practices to those that show the best practices and historical trends for their target hardware. The academic domain can incorporate the metrics into classrooms for use in teaching game programming best practices.

Co-Perf benchmarks are valuable to game hardware consumers. In order to generate a wide array of data, we plan to attract game consumers to Co-Perf. Co-Perf will allow users to view statistics about their machines and other machines that are similar to their configurations. Game consumers will be able perform a cost-benefit analysis on individual hardware components such as ram upgrades and GPU upgrades.

By showing consumers which benchmarks did not perform well we can give insight into what game features may cause performance bottlenecks. For example, if a particular configuration is lacking raster operations bandwidth, we could suggest to a user that this card may not perform well in games with high amounts of overdraw caused from in-game features such as dense alpha enabled grass or particle systems.

**2 Related Work**

*Futuremark <http://www.futuremark.com/>*

Futuremark Corporation specializes in 3D and PC benchmarking software. The version that we tried out, 3D Mark 06, runs up to six game engine demos as well as several individual feature tests in order to measure the computer’s CPU, SM2.0, and HDR/SM3.0 capabilities; you can configure which tests should or should not run. During each test, 3D Mark 06 displays the current frame rate so that a viewer could see which visual effects affect or do not affect it; after completing all the user-requested tests, the software tallies the average frame rate and other performance scores for each test. Current versions of the software can execute only on Windows Vista with DirectX 10 support.

*AquaMark 3*

*<http://www.softpedia.com/get/System/Benchmarks/AquaMark.shtml/>*

Here’s another offering from 2006 that uses a full-fledged game engine to benchmark gaming performance. Its USP is that it also tests the features of PS2.0 from DirectX 9 while staying compatible with DirectX 7 and DirectX 8.

*ShaderMark v2.1*

*<http://www.shadermark.com/>*

This German import targets Microsoft’s HLSL for benchmarking. The software has not been updated since build 130, June 2005.

*Rightmark <http://www.rightmark.org/>*

This software suite benchmarks not only the graphics card and the CPU, but also RAM and audio cards. Unlike the previous offerings, most of its tests are open-source, with the programs written in C++. However, the Direct3D component does not have its source code available, and the web page has not been updated since 2004.

**3 Challenges & Solutions**

As with any program, development challenges exist. In this section, we cover some of the known challenges and current solutions and/or considerations.

*User Software Configurations*

Users are able to configure settings that will unfairly skew test results. We have two philosophies concerning this issue. 1) Gather the information since this is representative game consumers. 2) Detect these settings and exclude the data from the database. At this time we are requesting advice from industry.

*Small Sample Sets*

Initial thoughts require us to have 200-300 machines of a given configuration to reduce errors and increase our statistical power. We estimate that there are thousands of relevant computer configurations. Custom systems with a low reporting rate due to obscure components could utilize a taxonomic view with main system components (CPU, GPU, motherboard, memory) positioned as “kingdom” components at the top of the benchmarking hierarchy. Novel solutions should help address the issue of attracting game consumers to the reporting web site.

*Benchmarking in a Lab vs. the Field - Internal vs. External Validity*

Internal validity of benchmarking performance scores is often controlled by the use of a clean lab space and the educated computer technician. Unfortunately, even in these carefully controlled settings we open ourselves to the threats posed by the use of a very limited sample size (typically one system for each configuration). The threat of type 1 error that is posed by using a sample size of one is often overlooked by computer technicians who build the systems and by those enthusiast who flock to their websites. A set of one does not allow for an analysis of the standard deviation and its impact on the often minor distance between two points (representing two competing products) on a performance curve. In plain words we might ask, “Is this performance point robust enough to allot for the purchase of an upgraded component?” The reverse situation also poses a variety of threats. Naturalistic benchmarking of home systems allows for multiple systems thus increasing the statistical power and reducing the threat of type 1 error while introducing variability in scores through uncontrolled system design, power quality, and heat. This could lead to type II error - “The data is too random and therefore I should not upgrade.” We can help control for type II error by increasing sample size and providing users with the knowledge they need about data points and error bars so the consumer can make an informed decision. We can comfortably state that control for type 1 error in the first scenario is, for all practical purposes, financially restrictive – and thus effectively unachievable!

*Isolating Hardware Components*

Some tests require us to isolate hardware components. This can be very difficult, especially on the GPU. A set of common benchmark functions will reduce this complexity. For example, a vertex limiter is part of the benchmark system utilities. This limiter will reduce the frame rate using static vertex buffers of degenerate triangles until the frame rate is 60 Hz. The benchmark, using the limiter, will then increase workload until performance reaches 30 Hz. For these benchmarks, the performance between 60 Hz and 30 Hz is the most valuable.

*Data Validity*

Users will create or receive a unique identifier to use Co-Perf. A list IDs from trusted partners will enable the mining of trusted data. This trusted data will act as a comparison against all data for purposes of validity.

*Benchmark Validity*

We believe that an open source environment will add in making the benchmarks valid. It is our hope that industry and academia will provide feedback that will ensure repeatable, reliable benchmarking.

*Many APIs and Compilers*

There are many graphics APIs we can benchmark. Near term graphics APIs are limited to Dx9, Dx10, and OpenGL. At this time, we are currently developing Dx9 GPU tests; Dx10 and OpenGL tests will follow. Dx9 tests are implemented by using the DXUT which facilitates Dx9 or Dx10 benchmark development.

At this time, it is unclear whether or not certain compilers should be mandated. This data could be serialized in the data output using preprocessor defines.

*Versioning*

All data will contain version numbers. If a release requires it, a new version number will be generated. Versioning also allows us to filter data on the reporting web-site. Version numbers are per release of a given benchmark.

V-Sync

Applications that enable v-sync will execute and generate data, but will be consider as standard data included in typical reports. We will warn the user that forcing v-sync will drastically affect the results of their benchmark and data validity.

**4 Implementation**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAA4EAAAE/CAIAAAB3l1G3AAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsQBlSsOGwAAMiJJREFUeF7t3Q+sHVd9IODrLqBVg7Za3OC4MdYjDQhRF1mAUjuVo2xaqKIuiq2NrKiqIF1bYktZQdKCLEWFQovkQktSiXaLam8TtEJWlMqOqlUEFMTGArsRqaLUoCq4jhXSOiakFStSraC7b8/M3HvfzL333Tt37rz5+z09oeA3c/58v/Pu/N6cM2e2ra+vD3wRIECAAAECBAgQqFDgxyqsS1UECBAgQIAAAQIEIgE5qHFAgAABAgQIECBQtYActGpx9REgQIAAAQIECMhBjQECBAgQIECAAIGqBeSgVYurjwABAgQIECBAQA5qDBAgQIAAAQIECFQtIAetWlx9BAgQIECAAAECclBjgAABAgQIECBAoGoBOWjV4uojQIAAAQIECBCQgxoDBAgQIECAAAECVQvIQasWVx8BAgQIECBAgIAc1BggQIAAAQIECBCoWkAOWrW4+ggQIECAAAECBOSgxgABAgQIECBAgEDVAnLQqsXVR4AAAQIECBAgIAc1BggQIECAAAECBKoWkINWLa4+AgQIECBAgAABOagxQIAAAQIECBAgULWAHLRqcfURIECAAAECBAjIQY0BAgQIECBAgACBqgXkoFWLq48AAQIECBAgQEAOagwQIECAAAECBAhULSAHrVpcfQQIECBAgAABAnJQY4AAAQIECBAgQKBqATlo1eJNqe/8iev2vee64081pT2hHQ1sUoN0NIUAAQIECHRKQA5acTifui9kfhPfRx97ruJWdKS6qw8eTWOeeHzJfj338Ecbl4gv2QWHEyBAgACBlgrIQRsQuAunbtq3dP7UgHbX24SQzX/42IV0G84eXpUxSWrFot7Iqp0AAQIEeiEgB60jzHvueuL8Qy8Mv+85EjXh7P0PX62jKW2t8/Hj958MbT94z4jxoRceODDYc/3aMh3affhj0enH9i5zkmMJECBAgACBEgTkoCUgrlbE3vfeu1TitFptHTn76qWLoSdrx381lT7uO/rCidt3d6SDukGAAAECBDouIAdtcICTZ3SG3x998PlUU+MfHYpunaYWmM5aVzpc8jizkGF5m5cwruX5xw6NWzJ6jClVcrZtUbHZZa8TDRsXO+7gJo9GPX487v6mD05d/nbaZCKSG0QbP0jaHLvFX6mnoOK6ksn9MKefsGcn5eeEo8GDSNMIECBAgEAzBeSgdcfl+cc+8OnLg8GBew7vSDclSok+eDb1L5eP3fme+85nW/vFP7luXzwlnXyFdaWZbC9a3XhTVPj4KxSSzasunj40r4T4xFDLnafOjcs4c/91xx/LlhyKTaWhUa6WatWMho2KzXRwMhAhXzx8ZjAI6xZmzJXvuO2da+GEkx+cMtmaeOYKx9ZUrVQCBAgQINBJATloHWGNHkIa3eAM6V20PPToLemGnD8xTL/Gy0YfuWt/lHJlMshzF0J+eeDh5Jj4gMGF818Z3xo8/5fxXb3RAeGYsGJy4uvC5XNzSogPztSSlHDmVCh5/72fjNdifvL4nvBPlx/9eno9a6rS5IALpz6bTaCjYsfrYqeyzJCARtlzOGCT6fWwlPPhg1FbQhp63b7pG7FLh/WWY+O+jBs/Ckq+cCxdpRMIECBAgECPBeSgDQh+nJKm73E+/tVwB/TAw+n0a9ftfxQtGz37hUwmF7KlUZ606/Z7opxsPD199cET0W3UIw+kstuwYnIi2Y0S0M1KGMukjtn3rjjjjBLQ08Mbtzvu/p0o/T136crwhMlahvcsJ6E3zy/DFPn8BDQpKsoah1l1dJN4655nzx2OBowlTSBAgAABAi0RkIPWEajMc/EPPRE/k5S6x5k8cDNelTi8Y5qdVY+bffDt6bunazdE5XzrueR+5JVvxzdBf2nf3A7OK2F0YuaYHTfcGP597Y6bMysHokMvXkntcprZuXNGy8PxN+6c/fxQmOsPc/RzMtR0h6J8d3QPOBLbim2VcoejjqGkTgIECBAg0FIBOWj9gRtNK4/vcSbpYxlfS+5VVEaVg0H0ANPEzp3LFHzwQLRZVXpRwcKzd91+ergk4Ozh8t/8VF44FnbEAQQIECBAoDcCctBGhDp7C3PnG6L57vSSyvFmog99Yv59zYneXPiHy1X37+qDvxM9wDRaLRq1PLnRm/vr7Z+I1rZOPT614Pwddx+dWu2au8q5B5YXjnLaoxQCBAgQINAFATloI6J4+VKUK755dzLBncx3f+fSnI2HFrc6yZxWLGRxNVNHDNcATDzmv1xBo8Wvh1d+i+nGKtXlWpA+upRwFK/emQQIECBAoJMCctD6wzrchGiw9oZdw8bccmu4pZfd8GgwiPe2zL/eMXkSKHs3Mdo1KX8JxWSS3Hfj2anhE+5LFjZcn3Dh1Admvj4q3q80s1NV+Jd4p6cjt+4dVrXr+mijgDP3jw8L+yvNXpk62baJB78GZYRjyf47nAABAgQIdF1ADlpHhNN7M+0bJkb7733f3aMcdDB8/Dx53Dv1TNIy6zt3H35f/Ax76tmmuftxlgSxsXNn0vJ8ad+Mym85Fr3F9NynPzy5K+ro2HhXptQWV+HfD96zsVZhuFFAsnlT9B22u9q/J+Tlc74mGj/K18sIR0m8iiFAgAABAh0RkIM2IZDR0s/RVkdJe3bcfWJqGWV4N/py76KMCkk20Rx9rR1/JLsR6Rb0PtzCzCwADc1O9i5d+mtvvDB0clfUqJjwENJUmUcemHzze9i8KdX90PeHTh993fxWjBL3+KiNjL+UcCzdfycQIECAAIEOC2xbX1/vcPd0jQABAgQIECBAoIEC7oM2MCiaRIAAAQIECBDouIActOMB1j0CBAgQIECAQAMF5KANDIomESBAgAABAgQ6LiAH7XiAdY8AAQIECBAg0EABOWgDg6JJBAgQIECAAIGOC8hBOx5g3SNAgAABAgQINFBADtrAoGgSAQIECBAgQKDjAnLQjgdY9wgQIECAAAECDRSQgzYwKJpEgAABAgQIEOi4gBy04wHWPQIECBAgQIBAAwUWvKvz/NPPfvLBL1353vcb2HRNIkCgCQI7f/Injhy6+ZcP7GlCY7SBAIFSBFz9S2HsQyGrXAIW5KD/8b/+yUvff7kPiPpIgEBhgVe98hX/6+Q9hU93IgECTRNw9W9aRJrcnsKXgAVz8RLQJkdd2wg0ROCHP/rXhrREMwgQKEXA1b8Uxp4UUvgSsOA+6P53fyoRPPe5D/WEUjcJEMgv4CMiv5UjCbRIwK92i4JVY1NXHCeeSaoxdqomQIAAAQIECPRUQA7a08DrNgECBAgQIECgRgE5aI34qiZAgAABAgQI9FRADtrTwOs2AQIECBAgQKBGATlojfiqJkCAAAECBAj0VEAO2tPA6zYBAgQIECBAoEYBOWiN+KomQIAAAQIECPRUQA7a08DrNgECBAgQIECgRgE5aI34qiZAgAABAgQI9FRADtrTwOs2AQIECBAgQKBGATlojfiqJkCAAAECBAj0VEAO2tPA6zYBAgQIECBAoEYBOWiN+KomQIAAAQIECPRUQA7a08DrNgECBAgQIECgRgE5aI34qiZAgAABAgQI9FRADtrTwOs2AQIECBAgQKBGATlojfiqJkCAAAECBAj0VEAO2tPA6zYBAgQIECBAoEYBOWiN+KomQIAAAQIECPRUQA7a08DrNgECBAgQIECgRgE5aI34qiZAgAABAgQI9FRADtrTwOs2AQIECBAgQKBGATlojfiqJkCAAAECBAj0VEAO2tPA6zYBAgQIECBAoEYBOWiN+KomQIAAAQIECPRUQA7a08DrNgECBAgQIECgRgE5aI34qiZAgAABAgQI9FRADtrTwOs2AQIECBAgQKBGATlojfiqJkCAAAECBAj0VEAO2tPA6zYBAgQIECBAoEYBOWiN+KomQIAAAQIECPRUQA7a08DrNgECBAgQIECgRgE5aI34qiZAgAABAgQI9FRADtrTwOs2AQIECBAgQKBGgW3r6+tzqt//7k8lPz33uQ8tbOX5p5/95INfuvK97y880gHdE9j5kz9x5NDNv3xgT/e6pkdlfUSQJECgLQJLXf3b0intLF1gxXFS5n3Q3/uzxySgpQe4LQWG0Ie/QNrSWu0kQIAAAQIE6hUoMwd96fsv19sZtdcr8MMf/Wu9DVA7AQIECBAg0BaBMufix7dkd9z4trb0XztLEbh68cmknDxrNkqpUSENEVhxIqYhvdAMAgQmBPxqGxJ5BFYcJ2XeB83TXMcQIECAAAECBAgQkIMaAwQIECBAgAABAlULyEGrFlcfAQIECBAgQICAHNQYIECAAAECBAgQqFpADlq1uPoIECBAgAABAgTkoMYAAQIECBAgQIBA1QJy0KrF1UeAAAECBAgQICAHNQYIECBAgAABAgSqFpCDVi2uPgIECBAgQIAAATmoMUCAAAECBAgQIFC1gBy0anH1ESBAgAABAgQIyEGNAQIECBAgQIAAgaoF5KBVi6uPAAECBAgQIEBADmoMECBAgAABAgQIVC0gB61aXH0ECBAgQIAAAQJyUGOAAAECBAgQIECgagE5aNXi6iNAgAABAgQIEJCDGgMECBAgQIAAAQJVC8hBqxZXHwECBAgQIECAgBzUGCBAgAABAgQIEKhaQA5atbj6CBAgQIAAAQIE5KDGAAECBAgQIECAQNUCctCqxdVHgAABAgQIECAgBzUGCBAgQIAAAQIEqhaQg1Ytrj4CBAgQIECAAAE5qDFAgAABAgQIECBQtYActGpx9REgQIAAAQIECMhBjQECBAgQIECAAIGqBeSgVYurjwABAgQIECBAQA5qDBAgQIAAAQIECFQtIAetWlx9BAgQIECAAAECclBjgAABAgQIECBAoGoBOWjV4uojQIAAAQIECBCQgxoDBAgQIECAAAECVQtsW19fn1Pn/nd/Kvnpuc99aGHTxgfvuPFtCw92QJcErl58Mv846VLH9WWpj4iOcZ1/+tlPPvilK9/7fsf61c/u7PzJnzhy6OZfPrCnn92f7nWff7WNgfwCK44T90HzUzuSAAECGwK/92ePSUA7MyBCKMNfFJ3pjo4QaIWAHLQVYdJIAgQaJ/DS919uXJs0aAWBH/7oX1c426kECCwtYC5+aTInTAuYi+/tqFhxIqbVblYftTp86cb7BJsOZZ9/tTszsCvoyIrjxH3QCmKkCgIECBAgQIAAgYyAHNSAIECAAAECBAgQqFpADlq1uPoIEChL4MTpr5VVlHIINE3A8G5aRLSndAE5aOmkCiRAoCKBk6e/7jpdkbVqKhcwvCsnV2HVAp5Jqlq8k/VttqLfBoptDPdSGyWuuCB9RZ+k9rCt49FDP79iUQVO90xSAbRmntLMZ5IaMrzz7A7ezLBqVQUCK14C3AetIEb9rcIGim2Mfes2SnS7qI3DTJtzChjeOaEc1kYBOWgbo9aaNttAsTWhyja0dRsluk63dKRpdh4BwzuPkmPaKGAuvo1Ra1ybN5vJMlnZuFAtatCyk5IrTsQsas6Cn49rT46reFLe8F4xfM05fdlhX03LGzK8zcVXE+6W1rLiJcB90JbGXbMJEJgUcLvImOiwgOHd4eD2tmty0N6GXscJdEfgVT/+75LOuE53J6h6MhIwvI2FrgrIQbsaWf0i0COBf7/zp12nexTvnnXV8O5ZwFfu7vkT1+17z3XHn1q5oC0vQA665cQqIEBgywW2/Zjr9JYjq6AugVYO76fuC2lQ9vvQw1frIly23uce/ugWpnFJjnj0secmm3X1waMR2n3np9r7/GOHWpJWLkUtB12Ky8EECDRVoJXX6aZialfTBDoxvM99+sOzEq96rZO078TjVbZi39uPhOou/MPliUqf/5tHL0T/9K3nJpP1575+/txgsP+GnVU2s4K65KAVIKuCAIFKBDpxna5ESiUtFGjj8N5z1xPnH3oh+X7krv1R4nXqA224G7r78MeiNh/buzUDZe8vHQwFn/3CxP3O5/8hJJrh69wX/2biFunlSyFfXbvj5h1b057aSpWD1kavYgIEyhdo43W6fAUldlSg1cN71+2nHzgQJViXrnQ0PEt0a+2GtXD0xP3Ox796NiSa+/eETP38V55Pl/bUF86E//u6G3YtUUUrDpWDtiJMGkmAQG6BVl+nc/fSgT0VaPXw3nV9dCt0+itZHzn8/uiD6fQr/lG8PjK9wHTW1HmmkKkncuKfRgtSx4cdf+rx46HSDx+Lpr/PHh7WPip54rGe8enpZmy+oDO7EDbbo7j7u2/eFyiy9zuvXro4GOzZd887Q3p6+dtphOevfCucc/Dtt6Tp5qBtHLYIre7fIjlo3RFQPwECpQu0+jpduoYCOybQ2uGdLGqc+IoSwQ+G+3/jr8vH7px6KOerIYO8/+TGMSFlzKShU4UMBmfun7HK84t/kq1ryZERTk8348KpmzJpaEj4kow2x9eut94R3e9MLQmNF4Puf+dbb9n9unD+ya8+NS4lcTty697xv+RCu3j60Fy0HK3c8kO8J2nLiftQgfckdSbKy74wZuZLMk6c/lo1IGE30KSiHTe+bUaN6//vn6/8/Q//5X8nPyr9LUrek1RNlCuoZdlhX80Ib8jwLvqepJCQ3X8yrAc9cfvuJIThye47T50brB1/5GN3j+eUw828kIDOOOzAw+ePRrf9kgPC18Yx4SmiONU7eM9wvebwmHTJce3hIZ57P3n6cLyGckY5SbOS0kbVjUdbcvxkFeHHoyOnuhMepb/p05cnTxmXMDWOQx55+MzgyAMPfWJf/LO4xvj/TtLFR6Z6VwpaSb9XK74nSQ5aUhz6XYwctDPxX/ZiPPMDaOIdgxXgzM5BQ8VbmYbKQSuIbDVVFB721TSv3uG9Ug46BbSRcsU/irOryfwvSeaGR07kgul0dpSVTiZzs44Z5qDpZHfYtqVy0ExTJ+qd6ssmJW+S5qZPzyadM1PSVdHKGror5qDm4ssKhHIIEGieQGtnLZtHqUXNE2jb8J5IQMM9yGgF5MZazOGS0Ohu4vyvzER28rzOgV9K7iaOv6Ynu8OPbtw5vClbLJjZFZkznytaouBkh6aLV+JH4JPFoNevxefHJV9+9OvxDk3nvxHd0H3nW0ctLwMt2W009T1jR9IlelL8UDlocTtnEiAwX+Ca1+ys5nteM9p2nTaoWiRgeC8I1nhvpnhjppMfnFjoeeXbOVdPLhwTo+xt6sDvXMo8YL6woOIHxInj2cPjtxOd/8towcCmDQsV7XzD+BH40WLQJNEcPrEUbyDw3HPfCf/75t3jXZnKQyve19LOlIOWRqkgAgQmBF79mp+q5nuBvDTU0NwaAcM7r+toY6aTJ9IvB4qTsGiF5WgP0dR/DFdJ5qxger/34YnV7We0+/Ch6L5m9CxUfIsxXsZ65OhoOeyMjuy4bfwIfLwz6EaiuWvnm6OivvH44OpXvng5e5e3DLQQjqz5cto5g5LjMDloDiSHECDQdgFpaNsjqP1zBFoxvPe963h02+/UZzc2Zt9xw42hV8vfqkzeJzS8xZjkZNP7vaePqWD0hNWf4SmoA0cOjusKTxGNnjfapP7kfmd4BD7eGTS9nCDZxD7IxHc9M2sASkGrACRXFXLQXEwOIkCg9QKtuE63XlkHahJowfDecffRaI/69K3QW24N/xI2Y8rsoBm/qz27A2i4ubixC9JT90XP14+XSCZ3E8NEf7qQiWMWBmUqhV14xuQBcbK45/r3Hhvf0009/r9Zacn9zovf+EJqMWhybCLz6O+cDotB07syjX+0GtrS3duiE+Sgy8Guv+Vnz3zktjN3Neh9WQ1s0nKmDTj6p3/h56KwRt8/+4sNaI8mbJVAC67TW9X10sv1yVM66aoFNn94D9+TnnoJUHJzNEpDNx6RiZ5Jml5GGTbjHD5DE28UuueuP0o2XQqrJw+/b6qQyWM2tx2nsEkDCr84fu8nwlugNho57E60K/68r/h+54WzJ+OdQTPPS8X7+Z+7cDk8ofSGidcj5UM7cjDdnmR31QP3jNBWHWwlnd+OHHR9sOO3hylCkijE379xw0+XpKCYZgpMx/2//cKrS29quJT+4c9fMyr2x1+3YzBMSQv9pfGLd5Wcy67SmNKtulBg86/TOZRnfyR+5Od+rUF/HefohkNKF2j68N773nvXoozzfzw16vqOu0889ET0j6mvsKfmeFfR5J/DvySvmx//38wBMwoJz+BPFrKJ9iiFjX887xGiBdGK59Mnv859+sOpO7gzSojvd0ZfqaeO4v+fPNcfNWnfbZOv6MyHduvRDFr0fFi85WqTvtqxP2j4wP3IR35m1ibUL37m43/7VxWChnzl0YPXDp755sFT8/+4qa5NTWjSVuwPGpK5979xBuOVrz3x61/+QYm+SUVPnvnK7z49LDWkfVFWunyU0wM1XeAqrc3fmPXBq//zb9x0x/aVfikKb5SY3kSwBRtnlrFvaI3d3PwjcTB46fJv/vGlv8895goPmyZ88uTu5YIDCw/7TXfuLKtlxcopdXgX3R+0WNOnzpq5P2hJZZdZzPS+8VHpyVb5Uxvgl1lxzWX1aX/Q8Nn68a8cjL/v+Pg3n4zkr/1PW3BjrOaQqn4Q3YlMEtCQySURTwW9TKBwAX7d9lDgi+dGCWj4P3//5b+OaizwZ8ZbXhv+UnrymRdDIW97czm3pIo3pkynzpXV9NtF+cBTH4lhxP7m116OTtu+9ofmiPL5dfaobgzvNoZnYv/R5D3vvjYXaMdc/HT7tw2ufj75wPXVOYFwj+dX4snxiVuJIei/+/GvlHsTtFy8d7z52iidPfXsoy8NBm98raWl5fKWXFrnrtPhz5U7Pns52lFw+9qvvKVkLcW1TKBzw7vp/slS1/HGTMnS1eTZqXvf1bQZ8OZgtmouPjvHlMxRTs/MDmeIhsYvP/rZv/7z0bR58qNwyn/58jUbk/uzpq6GE6BThYynn+44NdishI1aLrz2T9+7tjMpZDSxmyo507ZwyOT8WrZhG8W++PpoPcCozOkZseEs9qjGDMiS83Q5R2q5c/FLzD4nSyPGX9nZ84XhnjHdH5cwTTqar5zwyI6uZMVIXELShenp+Dmx2OxHMxqT7vUooLOWLhSZlC88KdmyufhxJFeYtax/Ln7OZ1fqR3M+WOYPmzyfSOklK/M+eQYbvyzJYRMf3aO6igzanB9Tcw4rPOwbOhdf6vA2F597gI1eZL9xQpdn4ZNe9mkuPjUQ1nfc8FvRrbIX/yK7NDB8umWSksE1d7z3tt+euCXwpp95NL26NDt1FbKNX/uN21IPqYRaQyHZx6W3r/3p5iUMmxlqGSeg4Z/e+DNn7rohW3IoduMZgijVmFjzOnNOLRSbzrqmfjmGs9jhChRPJWcz8niertCjNrl/CUs48PXXxjdBv7Vgxe1UrGPk6Qfb54Y7T3Pjq2NYZ7ng2Bt/YS2aiI+bffHCi+F21MR0/JxY5A9T/iPzdM0xg87dLrr45cvROqXt17w+jm7eD5apobDsiROfPHM+ir/0rWixys43vTbzUGm8jmXwzHerXN/f/fHfgeG97+gLYTf1Y3vbEKzoUaGotRvfjXsGqGmMrZqLD/nT6KH4KL2L1kJlHkgKH5rRIsL0stF4ZuptBzMZ5M7tUfL6mWSJ4XDq6tpbxov33vL6ONsYHhAdcyb6xMx8bb9m55wS4kMztSQlvHEtlBz++o+XNj4RTdcOrrlpT/pB71SlyQFTc2pRseMOTi1YHN5BHN0Cie7eHQi3CcMdiOGSyuGKsaYNw1R7Rgs0X35+bgo6jHWqa5stEZ4T7r86NQ7ESH7WGtAkuYzu9yRjJolm9H9Tt9gHr77lTdG4Gq4rvfrdJ7LT8XNikT9Mc46c0ZdqH9dr8Jha1LQOXKczXXz5+eizJdrhYfS16QfLomGz+BMpqWLyk2f+R/HT8WKV7alP3cEgXsey+C/PRbH08ymBrg1vIe6UQKty0MlEMEpJ0/c4k9V4n0k9E7rt6qU/iJaNXrs/cyt0Y7onHPAXz0S54K7483p0jQ8rETey221P/+3Bycv5piWk2piaVEo+cwcb00/bBj/4749E+fHO+J5f+JqoJRzw+N/NWvC6+WT6cI+hubPt0QMuBR61ad6YH16xzmxkgWG16Mfjvygm769Efy0MozkR7pzdiu/LvviZsVsSzYnlnjtee1P0B8azyV2cUfjmPTM3Jxb5w5T/yJyd7elh8XX637zy3ybdP3n66//zbFnvsa5ZNO8Hy3Tqkv3c2/QTKb7VGk0cpT555n8Uj4ra+As8TDXsj55BzDwaWDNcl6rv7vDuUpT62ZdW5aCzHgId3+Mc3T+79v3ZnUSzs+pxlLPTPc++GKV6P3Vtcj/yml1TT0nPGBnzShgdnjomfOZ+J8pBX37iwtSmQtuvGU9IJcsAxhugzmh5KOOll2fvuvLGeI4+m4BGme7ZcNMuWpCwFTtr1vU7s+kVK7n7OJqFHDYvT7BW7smNe67dmY1vMh0/TojnxCJ/mPIfuXKHelfAD/75hf/7o/+TdHvfW17/jn1vajnBv3xnvA4+zwfLrN7m+kSa+uTJ81E88dsxMBG/xaOtc8N7i70UX5VAq3LQLEq4A/SZ6Bbm+B5nkj6W8fXSy8+WUcxSZYQVrn+aY9HhpmU+82K8CCwzvRX+IdwFSdYb7Pz5m1qxsf8oXx/emZ5nuGmY0rOQSwVh9sHxXynXvn+8jjZZrZGqPVx044n4KNcf/wkxXA2cisicWOQPU/4jS+h5b4r4wT/948v/FD1QniSgv/+Bg6965Sva2vv4lvz4q/AHS94TZ3zy5PgoHv65OPy8MhG/pYOtU8N7S6UUXrlAi3PQYJW9hZmsgtpYwDTeVzL8x3j78VzCEzfScp2z0kHRGoA7oyfok9WiyfeSaze/G89ETz0+FdLQq5d+fbwCtQ17ByZhXby/5qZh2rgDtFJURicPH/KIHniKUszkmbAnz6a2Ac9e9bOVZpb8zolF/jDlP7KU7ne+kI5doeNb8sPZnsIfLMucOP3Js/ijOD0dP5zWeOny51N79HZ+1FXWwY4N78rcVFSNQLtz0OQB6n98MZrgHt0/W/Ee2PRy/moCMVwDMPGY/1J1jxe/vn/WDtXRNO4fJ885Td4rXaqWCg5O5unCI1ybv3gwCdPEMt/BIMkFS72NHe/KFN7R9eKT0U335Ct6xiv9V01y1U9vpz98emn2+tRorG4Wi/xhyn9kBSFrbxUdu0Jv7K073Fai8AfLEidOfPLk/ChO/rQLi1VujCfir/zdd/O/26m9463ilndseFesp7oKBFqcg45epbPxAHW85Udmw6MgGL9uO7uz0uau47/O05sxhRX3+UsoGrPJpCq7QWneUofrE7av/Vb8+qj4pdLpV0gn15WSbxPmbVzu48ZPDk3sqzVcnXbXjvHjEW87mNrcKuygFG+GVfbFLEZ76eXPnxq/sWnjQagYOftEfLqbqQnHObHIH6Z8R06l5rnl+3Zgx67QG7spPfPN0d9I+T9YJoZN/hOjUTPxyZPnozg8RHgu/F23/drfivfumLFWvm/Dsez+dmx4l82jvEYItCoHTe3NFKZEk0d2rnztm+Mt6AfDx88zy/LiBzaXWN958cvfjJ9h33i2af5+nKWEMZVUDRcUzn4gKUdlXzoVvcU0rP4c7RiwoTHcf7QNO/B96VSyd1XYVyu1wjK1XnYUpqnevXT5D0p9m3z0uH3YjCk79sLw23jGK7n5Okt16vnfObHIH6ZNj5waRXn/9MoxrDp4SBeu0NlhOfykGu0NHGKW54Nl5rDJc+LEmMh88uT7KE5S1Z3R33gvPr5gO+AOjsAt7VIXhveWAmUKD3vLx681Gn6feDz10+ce/mj078efqq45faqpVTnoZGCipZ/pNzeGz80//+OpZZRhH8fUbk0Lg5sUEj/tNP4Kc6+ZjUgXFlLggHAjIbMA9JlvDvcuXbKs8RZFYceAd4y2KxqXEa03bcPeTEkUpndmjea74/bPjHX002VinZM2eWBi4it6xite8/CO/xDdfN1sR/3x8783bh6LccgWhmnhkaPUPC5pmT+9clJ05rCOXqHj1fDZX4E8Hywzh02eE9PjIfvJk++j+OnvRk9Slj930ZlxWrAjHR3eBTUWnfbUffs+fCyzFdvZw/syaWi2hCRhnXPAogr9PCXQjnd1ClnDBcp9V2fS2XCvMayqrP2/Qx6cbHoVboWm2xOunWGRaNh5NOwF1oR2LmxDziFU+KWFLXpXZ1lX6Lre1dmQX42FQ25hO8M6lkc/clO8wDpa35I+PudwLeuwwsO+ge/qLH141/yuzrJivEk5jx9/z+Ezg8HBezZexXT+xHUnrn/ixO27Z5+SvJCz+y/hzAnf03d15tRxWOsEwnUoSUAH27Y14b+H85vb1ybaE705aTAICWhD2rmZVesGwFY3uKwr9Fa3c175zfjVWP3XM0pAt20L0/FhIn7yV75O3xbX3YXhXSn/1UsXQ31rx39170a14e2gmyaglTauD5W1ei6+DwHqXx+T6+u2bQc/9uVhelf3f0cxCFfK9fVxe5L/DouGG9XO2W79G0FzetyNK3RzfjVW/1VNfpXCG+8mfpUM2wIC3RjeBTq+8imXv/385mWE26Kj9aDhpul1w4n7MF+frB/NTsonBw+/P/rgnGJXbnQ3CpCDdiOO3elFcn2N/jdMjzTmvx/93npEnKSe4X/DLHxj2jbfqjsjY+WedOkK3ZxfjVV+VZ+c+6u0csD7VUCXhneFkdtx2zvXQnUnP/ie+86vWm2UoX7wbKqUy8fuLKHYVZvV7POtB212fFrSuq1YD9qSrnetmYUXxs1cD3rNa6Lt0iv4evVrfmp+LVtxha5rPWgFnn2rovCwr2aE1zu8u70eNAz14ZLQaNCvHX/kY3fvyg7/cGszZJYbC0Y3WQ+aHLbnro2FpM8/dujOU+cGHV85aj1o3z4t9ZdAawTCCzCr+a4+AW1NDDR0KwUM763UrajsW4499MIDB+LKojuXxZ55f/yr4Q7ogYfTC0l33f5H964NBme/sPId1oog6qjGXHwd6uokQKAqga24A1pV29VDYIGA4V3OEAnPIZ1/6IVH7tofFTd/b6aZFSbPNo0XiQ6XhN706cvlNK+7pZiL725sK+yZufgKsbe2qsKTkukJuxOnv7a1rRyVfvL015P/3GyLnC29QpuLrybKFdSy7LCvZoQ3ZHh3fi4+O8CSqfbUbk255uLDJqP3n9xkpB554KFP7KtgFNdTxYpz8XLQesLWsVrloJ0J6LIX4xU/gFZ0m58FbmkCGlouB10xfM05fdlhX03LGzK8e5aDDgYTSWeuHLS/m4aueAkwF1/Nh4laCBCoVGCrE9BKO6MyAlkBw7thI2LHDTeGFn3nks2YlgyMHHRJMIcTINB4AVfoxodIA4sLGN7F7SbODI+u78tunxT+Jd5f6cite+fWMvmk0S23hqeawiNNmT1B43fNe6vnPEg5aGmDWUEECDRBwBW6CVHQhi0SMLxLhw2bg25sLB/tphQtBt18BefGlqKZPer3vev4nnBm8mR96pmkPdevld7iDhUoB+1QMHWFQO8FXKF7PwS6DGB4lxzdXbefHj4Lv1FweIRo493xs+rbffh9cboZf22kmDvuPvHQE9FmTKmvsKuo137OjZkctOQhrTgCBOoScIWuS169FQgY3luCHNLQsCtT6nvyDmiybdOxvanao3RzeEo2xdx9+GPpoubnslvSnbYVKgdtW8S0lwCBWQKu0MZFhwUM7w4Ht89dk4P2Ofr6TqAjAq7QHQmkbvj7yhjok4ActE/R1lcCHRUIr0xMerbvLa///Q8cfNUrX9HRjupWHwUM7z5GvR99loP2I856SaAHAhLQHgS5v100vPsb++723HuSuhvbCnu28D1JFbZFVeUI5Hw5yoovyVixrePaa7kD6j1JK4avOac3/D1J9Q7vnB8FzYmmllQpsOIlwH3QKoPVu7pMifYu5DV12C2imuBVW4WA4V2FsjrqEJCD1qHemzqPHLq5N33tVEcP3ba3Rf1xhW5RsDR1WQHDe1kxx7dIwFx8i4LV3KY2cyaruV4datmKEzErSoTaa7xCm4tfMXzNOb2Zn2ANGd7m4pszUBvYkhUvAe6DNjCmmkSAQC6BGhPQXO1zEIEVBAzvFfCc2g4BOWg74qSVBAhMC9iGyajosIDh3eHg6loiIAc1EggQaKuAh97aGjntziFgeOdAcki7BawHbXf8GtL6Zq6maghOt5ux4mKgVuOkd4ZqdUc0fixg7eOYos+/2n4j8gusOE7cB81P7UgCBAhsCLhNZTQQIEBgFQE56Cp6ziVAoL8Cth7rWOzbtSVZx/B1p58C5uL7GfeSe20uvmTQ9hS34kRMezqqpQT6JeBXu1/xLtrbFceJ+6BF4Z1HgAABAgQIECBQVEAOWlTOeQQIECBAgAABAkUF5KBF5ZxHgAABAgQIECBQVEAOWlTOeQQIECBAgAABAkUF5KBF5ZxHgAABAgQIECBQVEAOWlTOeQQIECBAgAABAkUF5KBF5ZxHgAABAgQIECBQVEAOWlTOeQQIECBAgAABAkUF5KBF5ZxHgAABAgQIECBQVEAOWlTOeQQIECBAgAABAkUF5KBF5ZxHgAABAgQIECBQVEAOWlTOeQQIECBAgAABAkUF5KBF5ZxHgAABAgQIECBQVEAOWlTOeQQIECBAgAABAkUF5KBF5ZxHgAABAgQIECBQVEAOWlTOeQQIECBAgAABAkUF5KBF5ZxHgAABAgQIECBQVEAOWlTOeQQIECBAgAABAkUF5KBF5ZxHgAABAgQIECBQVEAOWlTOeQQIECBAgAABAkUF5KBF5ZxHgAABAgQIECBQVEAOWlTOeQQIECBAgAABAkUF5KBF5ZxHgAABAgQIECBQVEAOWlTOeQQIECBAgAABAkUF5KBF5ZxHgAABAgQIECBQVEAOWlTOeQQIECBAgAABAkUF5KBF5ZxHgAABAgQIECBQVEAOWlTOeQQIECBAgAABAkUF5KBF5ZxHgAABAgQIECBQVEAOWlTOeQQIECBAgAABAkUF5KBF5ZxHgAABAgQIECBQVEAOWlTOeQQIECBAgAABAkUF5KBF5ZxHgAABAgQIECBQVEAOWlTOeQQIECBAgAABAkUF5KBF5ZxHgAABAgQIECBQVGDb+vr6nHP3v/tTyU/Pfe5DC6sYH7zwSAd0VSDPOOlq3/vZr6U+IvpJpNcE2ijgV7uNUau+zSuOkzLvg77qla+ovv9qJECAAAECBAgQaJ1AmTnokUM3t67/GlyiwKHb9pZYmqIIECBAgACBDguUORffYSZdI0BgpsCKEzFUCRBopoBf7WbGpWmtWnGclHkftGk02kOAAAECBAgQINBMATloM+OiVQQIECBAgACBLgvIQbscXX0jQIAAAQIECDRTQA7azLhoFQECBAgQIECgywJy0C5HV98IECBAgAABAs0UkIM2My5aRYAAAQIECBDosoActMvR1TcCBAgQIECAQDMF5KDNjItWESBAgAABAgS6LCAH7XJ09Y0AAQIECBAg0EwBOWgz46JVBAgQIECAAIEuC8hBuxxdfSNAgAABAgQINFNADtrMuGgVAQIECBAgQKDLAnLQLkdX3wgQIECAAAECzRSQgzYzLlpFgAABAgQIEOiygBy0y9HVNwIECBAgQIBAMwXkoM2Mi1YRIECAAAECBLosIAftcnT1jQABAgQIECDQTAE5aDPjolUECBAgQIAAgS4LyEG7HF19I0CAAAECBAg0U0AO2sy4aBUBAgQIECBAoMsCctAuR1ffCBAgQIAAAQLNFJCDNjMuWkWAAAECBAgQ6LKAHLTL0dU3AgQIECBAgEAzBeSgzYyLVhEgQIAAAQIEuiwgB+1ydPWNAAECBAgQINBMATloM+OiVQQIECBAgACBLgvIQbscXX0jQIAAAQIECDRTQA7azLhoFQECBAgQIECgywJy0C5HV98IECBAgAABAs0UkIM2My5aRYAAAQIECBDosoActMvR1TcCBAgQIECAQDMF5KDNjItWESBAgAABAgS6LCAH7XJ09Y0AAQIECBAg0EwBOWgz46JVBAgQIECAAIEuC2xbX1+f07/97/5Ul3uvbwQIlCRw7nMfKqkkxRAgUL+Aq3/9MWhVC4pdAhbcB33VK1/RKgSNJUCAAAECBFYVcPVfVdD5OQQW5KBHDt2coxCHECDQa4FDt+3tdf91nkDnBFz9OxfSLexQ4UvAgrn4LWyyogkQIECAAAECBPoq4JmkvkZevwkQIECAAAEC9QnIQeuzVzMBAgQIECBAoK8CctC+Rl6/CRAgQIAAAQL1CchB67NXMwECBAgQIECgrwJy0L5GXr8JECBAgAABAvUJyEHrs1czAQIECBAgQKCvAnLQvkZevwkQIECAAAEC9QnIQeuzVzMBAgQIECBAoK8CctC+Rl6/CRAgQIAAAQL1CchB67NXMwECBAgQIECgrwJy0L5GXr8JECBAgAABAvUJyEHrs1czAQIECBAgQKCvAnLQvkZevwkQIECAAAEC9QnIQeuzVzMBAgQIECBAoK8CctC+Rl6/CRAgQIAAAQL1CchB67NXMwECBAgQIECgrwJy0L5GXr8JECBAgAABAvUJyEHrs1czAQIECBAgQKCvAnLQvkZevwkQIECAAAEC9QnIQeuzVzMBAgQIECBAoK8CctC+Rl6/CRAgQIAAAQL1CchB67NXMwECBAgQIECgrwJy0L5GXr8JECBAgAABAvUJyEHrs1czAQIECBAgQKCvAnLQvkZevwkQIECAAAEC9QnIQeuzVzMBAgQIECBAoK8CctC+Rl6/CRAgQIAAAQL1CchB67NXMwECBAgQIECgrwJy0L5GXr8JECBAgAABAvUJyEHrs1czAQIECBAgQKCvAnLQvkZevwkQIECAAAEC9QnIQeuzVzMBAgQIECBAoK8CctC+Rl6/CRAgQIAAAQL1CchB67NXMwECBAgQIECgrwJy0L5GXr8JECBAgAABAvUJyEHrs1czAQIECBAgQKCvAnLQvkZevwkQIECAAAEC9QnIQeuzVzMBAgQIECBAoK8CctC+Rl6/CRAgQIAAAQL1CchB67NXMwECBAgQIECgrwJy0L5GXr8JECBAgAABAvUJ/H8fyJc1g9NR9AAAAABJRU5ErkJggg==)

Figure 1 The benchmark suite generates the data key for the reporting web-site.

The benchmark system contains many micro benchmarks and the ConfigManager utility. ConfigManager gathers information about the machine configuration.

*Test Harness*

The test harness is the foundation for all benchmarks. It contains a simple API to reduce redundancy between benchmarks.

At this time, we intended to collect min, max, mean, standard deviation, and standard error for each iteration of a given benchmark.

The test harness will execute each benchmark as its own process. In doing so we reduce contamination of hardware resources across benchmark runs.

*Utilities*

A set of useful common functions will enable benchmark developers. These common functions include:

*Cache clearing* – this function allocates a large piece of memory, steps through the memory, and deletes it.

*Vertex Limiter* – the vertex limiter allocates degenerate triangles until the frame rate reaches 60 Hz.

*Pixel Limiter* – the application uses very expensive pixel shaders until the performance is 60 Hz.

*Framebuffer bandwidth limiter* – the application renders full screen quad with simple shader and no texture until the frame rate is 60 Hz.

*Full Screen Quad Renderer* – the full screen quad renderer draws a quad with or without a texture and with or without a complex shader.

*Mersenne twister* – a utility for generating random numbers.

*File Format* – at this time we are opting for a binary or text version of XML.

*Development Environment*

*Work Sharing* – we are using Google code for the open source repository.

*Mailing List* – we also have a Google groups account for managing group discussions that are not appropriate for the Google code wiki. We encourage industry to join our mailing list.

*Reporting* – The reporting web-site will preferably use a flash or ajax based front-end. The landing page should be very friendly for game consumers since they are the less likely to search for more detailed information.

Industry and academia, as well as the consumer, will be able to drill down into finer grain detail. The lowest level detail includes raw data from the benchmarking system and/or custom data searching.

**5 Benchmarks**

At this time, the following benchmarks are in development, proto-type, or consideration. Existing tests focus on current fixed hardware; future tests will evolve to support configurable rending pipelines of future rendering systems.

*GPU Tests*

**Vertex Buffer Size** -A single vertex buffer will have an optimal size. Build a vertex buffer of varying size from small to large and determine, via framerate, what the optimal size is for the hardware. Start with the vertex limiter so that the program begins at 60 hertz. The test is over when the fps reaches 30 fps.

**Vertex Alignment** - Start by implementing the vertex limiter. Using different permutations of vertex types, increase buffer size until the fps is 30 Hz. Report the total size of the vertex (number of bytes\*sizof(vertexformat)). The assumption is that vertex types that are aligned to the pre-tnl cache boundaries of the vertex fetching system should be faster than those that are not. Vertex buffers must be static as to reduce graphics bus bandwidth usage.

**Overdraw Performance** - use a full screen quad and a small frambuffer to gather the frame rate at overdraw values of 0,1,2,3,4…x. Use the fullscreen quad draw to bring the frame rate down to 60. Once there, continue to add fullsreen quads until the frame rate is at 30 Hz. Record the fps and number of quads.

**Draw Call Performance** - too many draw calls with renderstate changes cause CPU overhead. X number of draw calls using the same render state, on some drivers, is the same as one draw call. The drivers, in this case, are batching the render states for you. Determine how many different render state changes the driver can handle in a loosely sorted list of states. Create any GPU limiter to bring the frame rate to 60Hz. Using a single vertex buffer, implement a loop to draw the buffer in increments of 100. Now write the program so that it changes render states between draw calls. Change the first render state every other call and measure the frame rate. Change the second render state every third call. Continue this process until the framerate is below 30.

**Frequency of Updating a Static Vertex Buffer** - It has been suggested that some drivers will change a static vertex buffer that is locked more often to a dynamic buffer that utilizes non-local video memory. Use the vertex limiter to create a scene that executes at 60 Hz. Create an fill a vertex buffer until the framerate is 30 Hz. Lock the buffer at intervals other than every frame and track the framerate delta.

**Vertex Shader Flow of Control**- Using the vertex limiter, experiment with different types of vertex shader branches to determine performance. Chart the differences between:

1) If then else statements with random conditions

2) If then else statements without predictable conditions

3) If then else statements with semi-random conditions (interleave true and false on intervals of 31, 32, and 33.)

4) Loops with random conditions

5) Loops with reliable conditions

**Texture Filtering Performance** - Using the texture limiter, create an application that is texture bound. Use a simple shader to test out all types of filtering performance. Use a DXT1 texture as your test texture.

*CPU Tests*

**CPU Stream Count** - Hardware prefetching hides the latency of memory fetching for our CPUs. Hardware prefetching can track more than one "stream" of memory. Create a struct with at least 32 members in a Structure of Arrays (SOA) format. Array size should be 4 megs. In your first test, linearly access memory in the first member. In the second test, iterate through the first and second member, but only iterate halfway through the entire array. The assumption is that the CPU can track multiple streams of memory for hardware prefetching. This test attempts to plot increasing numbers of streams without increasing the total amount of memory streamed.

**Datatypes and Operators** - This test iterates through a series of multiply, divide, minus, and plus operators for different datatypes. To reduce unfair compilation optimizations, perform these tests on series of linear arrays populated with random data of the appropriate types.

**Memory Access Patterns** – Memory systems hide latency by speculative hardeware such as automatic hardware prefetching. This test measures different access patterns in memory. Memory traversals on integer datatypes will be random, linear, and strides of access. (note: this test is already implemented)

**Multi-thread linear access** - perform linear access on an array using a linear memory access pattern. Collect data for [1..64] threads.

**Single vs. multi-thread random** access - perform the same test as the above test replacing linear access with random access.

**6 Conclusions**

The Co-Perf system aims to address the issue of benchmarking through a more distributed (and robust) method than individual component testing in laboratory environments. Its goal is to improve the usefulness of such benchmark data as it applies to the software industry, scientific research, academia, and finally software and hardware consumers.

While such a system presents considerable challenges in the implementation due to sample size, quality, and tampering, we believe that our approaches to these issues (hierarchical arrangement, error tracking, and data validation) will help mitigate problems. In addition, we are seeking feedback from the industry regarding both our approach to the system in general and to specific issues that might arise.

In providing a more accurate statistical model, Co-Perf should aid in identifying practical implementation issues more accurately. This in turn helps address flaws in current understanding and theoretical software models, which can then be more accurately conveyed to students and practitioners; and finally, data available to consumers can assist in making informed software and hardware purchases.

By making such data available on a wide and cooperative basis, the hope is that Co-Perf will improve the simulation, gaming, and other software industries. Wide availability of such data should provide a unique opportunity to obtain real-world performance data about various system configurations with a higher degree of accuracy.