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# Introduction

Categorical variables with more than two levels provide an inherent problem when attempting to describe relationships mathematically. Many analyses we run involve regression analysis which requires that variables be treated numerically. The simple sounding solution to categorical variables then is to convert them into a numeric, either via a direct scale mapping or by converting to {0,1} dummy variables. This memo argues why broad application of this practice is problematic statistically and offers alternative solutions to the issue.

For those just looking to see the suggested methods for dealing with nominal categorical variables, please skip ahead to section titled “How to avoid dummy response variables”.

# Categorical variables, in general and in

## What is a categorical and dummy variable?

For our purposes, we can characterize variables as one of three types: quantitative, nominal categorical, ordinal categorical (Sinharay, 2010).

![](data:image/png;base64,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)

A variable is quantitative if it is inherently ordered and have an internally consistent, scalable definition of difference. For example, consider a variable representing age. It is ordered in that we can always state that one value of age is greater than or equal to any other value of age and this property is transitive. The difference property can be seen when comparing ages. We can describe age with arbitrary precision, say 5.5 years or 5.44444444449 years. Moreover, the distance from 5 years of age to 5.5 years of age is the same as 5.5 years of age to 6 years of age. Although this seems trivial, categorical variables break some of these assumptions.

A variable is categorical and can be divided into nominal or ordered. Nominal categoricals are what we usually think of as categorical in that you can’t compare different values of this categorical and make a statement about one being greater than or less than another. Ordered categoricals do have a sense of greater than or less than.

It is important to consider that many variables can be interpreted to be either quantitive or categorical. For example, consider age in the form of number of years. This variable can be interpreted as quantitative and is often encoded as just a number. However, it can be encoded as a categorical without loss of information, as in the case when we make a variable designating if a child is 3 or 4 years old. Likert scales are a classic example of an ordered categorical variable; however, these are often re-encoded into continuous scales for the purposes of measure creation or aggregation despite the lack of rigor in the impossibility of ensuring that, for example, the difference between “Strongly Disagree” and “Disagree” is the same as the difference between “Disagree” and “Indifferent”. Even unordered categorical variables like race can be thought of as quantitative using dummy variables.

Dummy variables break up a single categorical variable into multiple different variables where each dummy variable corresponds to a specific possible value of the categorical variable. Dummy variables are typically coded with a value space of 0 or 1 for their convenient mathematical properties. It is typical for a variable with possible values to create new variables; however, creating variables contains the same amount of information. For example consider a categorical variable encoding the color options “Blue”, “Green” and “Orange”. This could be separated into dummy variables, a Blue variable that is 1 if “Blue” and 0 if otherwise, a Green variable that is 1 if “Green” and 0 if otherwise, and an Orange variable that is 1 if “Orange” and 0 if otherwise. However, if we only include dummy variables, say by keeping only the Green and Blue dummy variables, we still know that the object is “Orange” if both Green and Blue are 0.

## Variable Types as classes

These 3 types of variables: quantitative, ordinal categorical, and nominal (unordered) categoricals are actually treated as separate classes of vector in R. Quantitative variables should be represented by the numeric class, nominal categorical variables should be represented by the factor class and ordered categorical variables should be possess both the “ordered” and “factor” classes.

It is important to understand what ordered factors are. As stated previously, these are used to encode ordinal categoricals. Ordered factors are treated differently in analyses and so should only be used if you understand the implications of them in your model. SKip ahead if you don’t want to learn about how these classes work internally.

### A slightly deeper dive in factors and their implementation in

R has 25 different types of vectors at its lowest, most relevant here are integer, double, and character (*Advanced R, Second Edition*, 2019). Notably, factor is not included here because factors are actually implemented as an integer vector with the addition of an attribute called levels. The levels attribute is assigned a character vector representing the sample space of your categorical variable. The integer vector component effectively functions as the actual storage of the data and the levels attribute serves as a map between the integers and what they actually represent. Unless the factor is ordered, the integers do **NOT** store or intend any meaning as a number. They are only stored as integer because it is space efficient to do so. Adding ordered as a class to a factor, usually by setting ordered = TRUE when defining a factor just adds ordered as a class but doesn’t do anything else to the underlying implementation.

The difference arises when we use these variables as predictors in a model. We’ll go into more detail later but as an example, stats::lm coerces plain factor into dummy variables and runs the model normally. However, an ordered factor is treated with a polynomial model. Neither treatment is inherently wrong, it is just important that you select the appropriate method for your data and purpose.

The crux of this confusion arises because the order of strings in the levels attribute in an unordered factor does have practical meaning even if it doesn’t have a mathematical or statistical meaning. For example, if we want to sort a dataset or plot such that certain values of a categorical variable appear first, then a simple way to do this is by explicitly setting the levels such that the values we want to see first are first in the input character vector. The first value in the levels attribute is also used when calculating contrasts as the “baseline” or “reference group.” For example, if we have a race categorical variable with “White” as the first value of levels, then computed contrasts will show the effects of “Black” compared to “White”, of “Asian” compared to “White”, and so on. This doesn’t at all change the computation of the model but it does affect the direct interpretability of coefficients. Again though, unless you desire the resulting analytical implications, you shouldn’t add the ordered class to your factor when doing this, just changing the levels attribute is sufficient.

# Why not to use dummy variables for categorical outcomes

The proper treatment of ordinal categorical outcome variables is outside of the scope of this memo, instead we discuss the treatment of nominal categorical variables.

It is accepted practice to transform nominal categorical variables into dummy variables when used as a predictor variable; in fact, performs this step automatically if you include a factor as a predictor variable in your formula. It seems logical then to just do the same with a response variable; just run the model times for each dummy variable. First consider the non-rigorous implications if only 1 of these analyses provides a statistically significant p-value Does that mean our research condition or explanatory variable only effectively predicts for one possible value of our categorical? That conclusion is somewhat difficult to reconcile with the tautological fact that the statistically significant case is necessarily collinear with a set of non-statistically significant variables. For example, if the treatment group has more cases in the “small” category than the control group, it must by definition also have fewer cases across the “medium” and “large” groups, even if the ”small” contrast is the only one that is statistically significant. For this reason, a single, shared statistical test when evaluating a categorical variable such that we have a single measure of significance would be preferred.

Another important consideration pertains to the implications of the definition of a p-value. In impact analyses, a p-value of 0.05 states that we reject the null hypothesis and conclude our results are unlikely to have occurred if the true population treatment and control groups were the same. Implicit in this is the fact that these differences can be observed even if the null hypothesis, that the two groups are the same, is true in reality. However, if one runs more and more hypothesis tests, this can be abused, as it becomes more likely we will generate significant p-values by random chance. (Stefan & Schönbrodt, 2023). Running a test on multiple dummy variables provides a seemingly innocent way to accomplish this.

## P-value abuse with dummy responses

Here I am making a dataset of nominal categorical variables in the form of factors.

suppressPackageStartupMessages(library(magrittr))  
suppressPackageStartupMessages(library(dplyr))  
# Setting random seed for consistency in reference  
set.seed(-1619558820)  
# Generating dataset with 5 nominal categorical variables drawn from a uniform  
# distribution  
test\_categoricals <- data.frame(  
 Species = sample(factor(c("setosa", "versicolor", "virginica")),  
 1000,  
 replace = TRUE  
 ),  
 Cylinders = sample(factor(c("4", "6", "8")), 1000, replace = TRUE),  
 Letters = sample(factor(letters), 1000, replace = TRUE),  
 State = sample(factor(state.abb), 1000, replace = TRUE),  
 # The variable we are using as our independent  
 Intervention = sample(factor(c("Control", "Intervention")),  
 1000,  
 replace = TRUE  
 )  
)

# Creating dummied version of dataset  
test\_dummies <- fastDummies::dummy\_cols(  
 test\_categoricals,  
 c("Species", "Cylinders", "State", "Letters"),  
 remove\_selected\_columns = TRUE  
)

Since our variables are created randomly, there should be no relationship between the intervention group and any of the nominal categorical generated. However, running a simple linear model for each of the 82 dummies (as response variables) with treatment as the predictor and looking at the results suggests otherwise.

# Running linear model comparisons  
test\_comparisons <- mdrcAnalysis::lm\_extract(test\_dummies,  
 .dependents = setdiff(  
 names(test\_dummies),  
 "Intervention"  
 ),  
 .treatment = "Intervention",  
 .inc\_sample = FALSE,  
 .inc\_trail = FALSE  
)

In lieu of printing the results of each test, lets take a look at how the significance levels are distributed. Remember again that the parametric truth of the dataset is there are no associations among the variables, so no differences should be statistically significant.

|  |  |
| --- | --- |
| P-value Stars | n |
|  | 75 |
| \* | 6 |
| \*\* | 1 |

This truth is shown in 75 of our 82 tests; however, there are 7 tests that display some significance with a p-value of 0.1 or lower, or 8.5% of the results. Taking a look at which tests display significance we see results that clearly look significant when viewed independently with some of our “Letters” and “State” dummy variable tests. However, it doesn’t really make sense to say that this treatment affects whether the “Letters” variable is “f” or “n” but not any other variable. Using these dummy response variables doesn’t provide a rigorous mechanism for us to see or communicate the fact that these internally, statistically significant results should consider the absence of significance in the related dummy variables. Reporting on these dummies allow us to artificially generate statistically significant results, especially if these are reported without robust mention of the other, non-significant results.

|  |  |  |
| --- | --- | --- |
| Dependent | P-Value | Effect Size |
| Letters\_f | 0.0170841 | -0.1306559 |
| Letters\_n | 0.0837120 | 0.1241639 |
| State\_IA | 0.0767380 | -0.0938591 |
| State\_IL | 0.0955337 | -0.0878333 |
| State\_ND | 0.0673861 | -0.0999191 |
| State\_RI | 0.0549045 | 0.1586718 |
| State\_WY | 0.0672368 | 0.1465796 |

If we report signifcant results while providing the context of the related, non-significant results then there is not very much problematic here, especially considering how inherently interpretive statistics as a field is. However, it would be preferable if there was a method that more rigorously accounted for the nuances of categorical variables.

# How to avoid dummy response variables

After having hopefully cleared up why the use of dummy variables as a response variable is inherently problematic, we see that there is a need to analyze nominal categorical variables. The simplest solution is to just use the continuous variable instead of the categorical variable if there exist two analogous encodings of the same information. In fact, the selection of category boundaries itself is a method that, intentionally or not, can generate false significance (Stefan & Schönbrodt, 2023). However, if we still want to or must use a categorical variable as our response, there are methods to do so. Technically, binary dependent variables “should” be run with a logistic regression model although practically speaking, a linear model offers a “close enough” result with more simply interpretable results. Please see

In the case of non-binary nominal categoricals the process is more complex. Below I offer two methods depending on the type of model you are running on the analogous quantitative variables. These focus on providing a technical guide on using R to calculate these results.

## The simple test

Although a bit of an oversimplification, a test serves an analogous function to categorical variables as a -test is to quantitative variables. For the purposes of this memo, you would use a test when attempting to determine the relationship between two categorical variables, e.g. race and your research group. It is not useful when attempting to account for other “covariates” in the relationship (although the related log-linear analysis can be used with categorical variables, that’s outside the current scope of this memo). These tests are often used at MDRC for early investigations of data regarding baseline equivalence and non-response bias, both cases where there is a relatively clear categorical vs categorical relationship we are attempting to ascertain.

Programming a test in is fairly simple. Here we are using the dataset mdrcAnalysis::sim\_data\_robust\_reg and comparing Employment (employed\_01) and treatment group (treatment). Both of these are dummy variables which also allows us to compare these results against a -test treating them like quantitative variables.

Here both variables are encoded as numerics. Note that this test requires passing of direct atomic vectors to the function, not a dataset and the names of the variables you want.

data(sim\_data\_robust\_reg, package = "mdrcAnalysis")  
chisq.test(  
 sim\_data\_robust\_reg$employed\_01,  
 sim\_data\_robust\_reg$treatment  
)

##   
## Pearson's Chi-squared test with Yates' continuity correction  
##   
## data: sim\_data\_robust\_reg$employed\_01 and sim\_data\_robust\_reg$treatment  
## X-squared = 60.527, df = 1, p-value = 7.256e-15

However, stats::chisq.test does treat numeric variables equivalently to factor variables.

chisq.test(  
 factor(sim\_data\_robust\_reg$employed\_01),  
 factor(sim\_data\_robust\_reg$treatment)  
)

##   
## Pearson's Chi-squared test with Yates' continuity correction  
##   
## data: factor(sim\_data\_robust\_reg$employed\_01) and factor(sim\_data\_robust\_reg$treatment)  
## X-squared = 60.527, df = 1, p-value = 7.256e-15

If you want to extract this data, say for output into Excel or a table, the simplest option is to use the broom package although direct subsetting is doable if there is a specific parameter you want. Please read ?stats::chisq.test for details on what these columns are referring to.

library(broom)  
tidy(chisq.test(  
 sim\_data\_robust\_reg$employed\_01,  
 sim\_data\_robust\_reg$treatment  
))

|  |  |  |  |
| --- | --- | --- | --- |
| statistic | p.value | parameter | method |
| 60.5275 | 0 | 1 | Pearson’s Chi-squared test with Yates’ continuity correction |

If we compare these results to a two-sided -test, we see reasonably different results.

t.test(  
 sim\_data\_robust\_reg$employed\_01,  
 sim\_data\_robust\_reg$treatment  
)

##   
## Welch Two Sample t-test  
##   
## data: sim\_data\_robust\_reg$employed\_01 and sim\_data\_robust\_reg$treatment  
## t = 6.1604, df = 634.46, p-value = 1.289e-09  
## alternative hypothesis: true difference in means is not equal to 0  
## 95 percent confidence interval:  
## 0.1560731 0.3021313  
## sample estimates:  
## mean of x mean of y   
## 0.7337461 0.5046440

This example is given mostly to show how, some of the real implications of these differences in interpretation. Here, both tests show a statistically significant relationship using a threshold of 0.05; however, the actual p-value does vary quite significantly.

### Non-binary analysis

Using a non-binary variable does not at all complicate the process of performing a ^2 analysis. Here I am using the same dataset but replacing Employment with Favorite Animal (favAnimals), a trinary variable.

chisq.test(sim\_data\_robust\_reg$favAnimals, sim\_data\_robust\_reg$treatment) %>%  
 tidy()

|  |  |  |  |
| --- | --- | --- | --- |
| statistic | p.value | parameter | method |
| 1.674965 | 0.4327987 | 2 | Pearson’s Chi-squared test |

## Multinomial Logistic Regression (MNL)

A test offers a very quick and simple comparison of a singular categorical variable against another categorical variable. However, if we want to perform more complex analyses, say if we want to account for any covariates in the relationship or if we want to determine the effect of a quantitative variable on our categorical response, then tests are insufficient. In this scenario, then the “go-to” option would be a multinomial logistic regression (mlogit) model.

Noting again that a logistic model is the proper treatment for a categorical outcome with 2 levels, a multinomial logistic model practically generalizes the method for arbitrarily many levels. There is also a [QMG memo](https://mdrc365.sharepoint.com/:b:/r/sites/QuantMethods/Shared%20Documents/Guidance/QMG%20Categorical%20Outcomes%20Memo%20(December%202013).pdf?csf=1&web=1&e=wqRkvO) on the topic for further reading.

For this example, we will be determining the effect of treatment on favAnimals while including cities, eduLevel and pre\_income\_raw as covariates, drawing from the mdrcAnalysis::sim\_data\_robust\_reg dataset.

# Loading dataset  
data(sim\_data\_robust\_reg, package = "mdrcAnalysis")  
# Making categoricals explicit and with desired reference levels for treatment  
sim\_data\_robust\_reg <- sim\_data\_robust\_reg %>%  
 mutate(  
 favAnimals = factor(favAnimals, levels = c("cat", "croc", "dog")),  
 treatment = factor(treatment, levels = c(0, 1)),  
 cities = factor(cities)  
 )  
sim\_data\_robust\_reg %>%  
 select(treatment, favAnimals, cities, eduLevel, pre\_income\_raw) %>%  
 head()

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| treatment | favAnimals | cities | eduLevel | pre\_income\_raw |
| 0 | dog | 1 | 2 | 7774.086 |
| 1 | cat | 1 | 5 | 29456.055 |
| 1 | cat | 1 | 3 | 21378.514 |
| 0 | croc | 1 | 2 | 7887.680 |
| 1 | cat | 1 | 3 | 31355.188 |
| 1 | dog | 1 | 1 | 11980.657 |

Here we will be using the nnet package to perform our analyses. This package is explicitly focused on neural network/machine learning work which funnily enough, logistic regressions are a common facet of.

Running the model proceeds similarly to the analogous linear model; however, here I am scaling the quantitative pre\_income\_raw for performance and convergence reasons. It is unnecessary here but good to keep in mind if you run into computational issues.

library(nnet)  
mlogit\_model <- multinom(  
 favAnimals ~ cities + eduLevel + scale(pre\_income\_raw) + treatment,  
 data = sim\_data\_robust\_reg  
)

## # weights: 27 (16 variable)  
## initial value 354.851769   
## iter 10 value 347.147846  
## iter 20 value 346.622167  
## final value 346.622122   
## converged

Here we see that calling multinom actually produces output despite our direct assignment to a variable. MNL is an iterative estimation process and this output exists to inform the user of its progress every 10 iterations. This output can be removed by setting trace = FALSE.

mlogit\_model <- multinom(  
 favAnimals ~ cities + eduLevel + scale(pre\_income\_raw) + treatment,  
 data = sim\_data\_robust\_reg,  
 trace = FALSE  
)

We can see simply cleaned results by once again using the broom package. The -value listed here is The result of a Wald z-test which is not actually calculated by nnet but rather by broom.

# Using broom  
tidy(mlogit\_model) %>%  
 filter(term == "treatment1")

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| y.level | term | estimate | std.error | statistic | p.value |
| croc | treatment1 | 0.1875968 | 0.2798265 | 0.670404 | 0.5026003 |
| dog | treatment1 | 0.4497142 | 0.2807859 | 1.601627 | 0.1092382 |

The broom also makes it trivial to exponentiate results which aids significantly in interpretability by providing direct odds ratios. Below, we can interpret the results as:

* Given every other covariate in the model, being in the treatment group increases the odds of being in the “croc” category vs the baseline “cat” category by 1.21.
* Given every other covariate in the model, being in the treatment group increases the odds of being in the “dog” category vs the baseline “cat” category by 1.57.
* The -value indicates the probability that, given all other coefficients are present, that the specified coefficient is equal to 0.

# Using broom  
tidy(mlogit\_model, exponentiate = TRUE) %>%  
 filter(term == "treatment1")

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| y.level | term | estimate | std.error | statistic | p.value |
| croc | treatment1 | 1.206347 | 0.2798265 | 0.670404 | 0.5026003 |
| dog | treatment1 | 1.567864 | 0.2807859 | 1.601627 | 0.1092382 |

Showing equivalence to manually calculated Wald z-test.

# Calculating z-scores  
z\_mlogit\_model <- summary(mlogit\_model)$coefficients / summary(mlogit\_model)$standard.errors  
print(z\_mlogit\_model)

## (Intercept) cities2 cities3 cities4 cities5 eduLevel  
## croc 0.3840999 0.623674 1.5101232 1.759013 1.007643 -1.654061  
## dog 0.4303137 1.304249 0.3653124 1.879263 1.683399 -2.195643  
## scale(pre\_income\_raw) treatment1  
## croc 0.3394571 0.670404  
## dog -0.2351130 1.601627

# Calculating 2-tailed z-score test  
(1 - pnorm(abs(z\_mlogit\_model), 0, 1)) \* 2

## (Intercept) cities2 cities3 cities4 cities5 eduLevel  
## croc 0.7009044 0.5328417 0.1310120 0.07857525 0.31362605 0.09811518  
## dog 0.6669674 0.1921486 0.7148783 0.06020858 0.09229782 0.02811751  
## scale(pre\_income\_raw) treatment1  
## croc 0.7342654 0.5026003  
## dog 0.8141210 0.1092382

A single, -value can be derived using a Wald chi-square test. This can be easily found using the car package. This -value is what you would report on when describing the categorical variable effect as a whole.

suppressPackageStartupMessages(library(car))  
Anova(mlogit\_model)

|  |  |  |  |
| --- | --- | --- | --- |
|  | LR Chisq | Df | Pr(>Chisq) |
| cities | 8.6880135 | 8 | 0.3692944 |
| eduLevel | 5.3485530 | 2 | 0.0689567 |
| scale(pre\_income\_raw) | 0.3130017 | 2 | 0.8551308 |
| treatment | 2.6148527 | 2 | 0.2705154 |

Cleaning up the result using broom, we get a -value of 0.271 with a null hypothesis that the coefficient is 0 in all logistic models.

tidy(Anova(mlogit\_model)) %>%  
 filter(term == "treatment")

|  |  |  |  |
| --- | --- | --- | --- |
| term | statistic | df | p.value |
| treatment | 2.614853 | 2 | 0.2705154 |

### -Computation

The [QMG memo](https://mdrc365.sharepoint.com/:b:/r/sites/QuantMethods/Shared%20Documents/Guidance/QMG%20Categorical%20Outcomes%20Memo%20(December%202013).pdf?csf=1&web=1&e=wqRkvO) memo recommends supplementing MNL with -computation to calculate proper p-values and estimates on impacts. The code for this in SAS was written by the RTU; however, to my knowledge no equivalent has been written in R as of yet. This method uses a bootstrap estimate of standard error when performing its Wald statistic calculation which can significantly increase the time complexity of the calculation as the model and data grows more complex. Because this method has not yet been formally written in R, I recommend consulting the RTU/QMG for assistance on setting this up.

## Linear mixed-effects model without “lower-level” predictors

A mixed-effect model, which for our purposes are identical to hierarchical-level models (HLM) and mixed-level models (MLM) are used at MDRC to model data with a natural “nesting” structure, e.g children within classrooms within schools. A simple chi-square tests is not appropriate for nested data since the observations are not independent. While mathematically possible, we have not yet found an R package to easily work with multinomial logistic mixed-effect models. Here we cover an actual categorical treatment used but I do include some possible areas of investigation at the end of this memo. This method does use dummy variables but accounts for them in aggregate, thereby avoiding the previously listed issues with multiple dummy variable analyses.

For mixed effects models, we reference a omnibus test method that was proposed by Amy Taub and Marie-Andree Somers for the VIQI project. Note that there exists a mixed extract in the mdrcAnalysis package but I am not using it here for increased consistency between the quantitative and categorical response analysis code. Here I am synthetically generating data with nesting structure. It is extremely important to note here that the numbers that show up as a result of these analyses are basically nonsensical. The data and model construction are used in the absence of publicly available, unproblematic data.

# Modifying sim\_data\_robust\_reg so that treatment is  
# block randomized and consistent across sites,  
# Each block has 2 sites  
sim\_data\_robust\_reg <- sim\_data\_robust\_reg %>%  
 mutate(Block = cut(as.integer(factor(sites)),  
 n\_distinct(sites) / 2,  
 labels = seq\_len(n\_distinct(sites) / 2)  
 )) %>%  
 group\_by(Block) %>%  
 mutate(treatment = as.integer(sites == head(sites, 1)))

If we want to calculate the treatment effect on pre\_income\_raw, a quantitative variable, while accounting for sites as a random intercept effect we can simply specify the model as such using the lme4 package. I am also calling the emmeans for adjusted means calculations and broom.mixed for its method extensions on broom.

suppressPackageStartupMessages(library(lme4))  
suppressPackageStartupMessages(library(emmeans))  
suppressPackageStartupMessages(library(broom.mixed))  
# Specifying the model  
lmer(pre\_income\_raw ~ treatment + (1 | sites), data = sim\_data\_robust\_reg) %>%  
 # Getting adjusted means by treatment but using satterthwaite degres of freedom  
 emmeans("treatment", options = get\_emm\_option("satterthwaite")) %>%  
 # Showing treatment contrasts  
 pairs()

## contrast estimate SE df t.ratio p.value  
## treatment0 - treatment1 477 1397 18 0.342 0.7366  
##   
## Degrees-of-freedom method: kenward-roger

Suppose then we wanted to identify the relationship between favAnimal (which is at the individual level) and the treatment while accounting for the site nesting. The following method will work provided we do not want to include block or any other non-site level predictors into our model. The next section, titled “Linear mixed-effects model with other predictors”, will discuss how to conduct this analysis with additional variables.

Calculating this for the categorical response actually separates the calculation of the p-value and the contrast estimate. First to calculate the p-value, we need to ensure that treatment is a true dummy because we will be using it as a quantitative response variable.

# Showing this is a 0, 1 integer vector  
str(unique(sim\_data\_robust\_reg$treatment))

## int [1:2] 1 0

Now we calculate two models, a null and effect model. Both models use our new treatment variable as a response variable and account for classroom nesting but only the effect model contains our categorical variable as a predictor. Then we compare the two models with an ANOVA test. Because the only difference between the models is the inclusion of the categorical variable as a predictor, this gives us ….

# Note that in actual work, these warnings indicate something deeply  
# wrong with your model, i.e. a lack of true nesting effects  
# However, I am ignoring them here for demonstration purposes  
mixed\_null\_model <- lmer(treatment ~ (1 | sites), data = sim\_data\_robust\_reg)

## Warning in checkConv(attr(opt, "derivs"), opt$par, ctrl = control$checkConv, :  
## Model failed to converge with max|grad| = 0.648388 (tol = 0.002, component 1)

## Warning in checkConv(attr(opt, "derivs"), opt$par, ctrl = control$checkConv, : Model is nearly unidentifiable: very large eigenvalue  
## - Rescale variables?

mixed\_result\_model <- lmer(treatment ~ favAnimals + (1 | sites), data = sim\_data\_robust\_reg)

## Warning in optwrap(optimizer, devfun, getStart(start, rho$pp), lower =  
## rho$lower, : convergence code -4 from nloptwrap: NLOPT\_ROUNDOFF\_LIMITED:  
## Roundoff errors led to a breakdown of the optimization algorithm. In this case,  
## the returned minimum may still be useful. (e.g. this error occurs in NEWUOA if  
## one tries to achieve a tolerance too close to machine precision.)

Now we pass both of these models to an anova test which compares the model. Because these models differ only by the inclusion of favAnimals as a predictor, our anova result will tell us if this, more complex model is significantly better than the model without favAnimals. This basically tells us if there is a statistically significant difference between the treatment and control accounting for all of favAnimals in aggregate.

# anova comparison of models  
mixed\_anova <- anova(mixed\_result\_model, mixed\_null\_model)

## refitting model(s) with ML (instead of REML)

# tidycleans up the output of anova into a simple table  
tidy(mixed\_anova)

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| term | npar | AIC | BIC | logLik | deviance | statistic | df | p.value |
| mixed\_null\_model | 3 | -9738.286 | -9726.953 | 4872.143 | -9744.286 | NA | NA | NA |
| mixed\_result\_model | 5 | -9731.135 | -9712.246 | 4870.567 | -9741.135 | 0 | 2 | 1 |

The actual p-value can be extracted as such:

na.omit(mixed\_anova$`Pr(>Chisq)`)

## [1] 1  
## attr(,"na.action")  
## [1] 1  
## attr(,"class")  
## [1] "omit"

Contrasts are calculated individually using the dummy variables as outcomes; however, we will be ignoring the p-values. This is done functionally but the essence of the code is similar to the mixed effects quantitative response example shown previously.

sim\_data\_robust\_reg\_dummied <- sim\_data\_robust\_reg %>%  
 # Generating dummy variable version of categorical variable  
 fastDummies::dummy\_cols("favAnimals", remove\_selected\_columns = TRUE)  
mixed\_contrasts <- paste0("favAnimals\_", c("cat", "croc", "dog")) %>%  
 purrr::map(function(.response\_variable) {  
 # Generating formulas for each response variable and attaching data  
 dummy\_formula <- as.formula(paste(.response\_variable, "~ treatment + (1 | sites)"),  
 env = rlang::env(!!!sim\_data\_robust\_reg\_dummied)  
 )  
 # Run model given the generated formula  
 lmer(dummy\_formula) %>%  
 # Adjusted means by treatment  
 emmeans("treatment", options = emmeans::get\_emm\_option("satterthwaite")) %>%  
 # Adjusted mean contrasts  
 pairs() %>%  
 # Convert adjusted mean contrasts into data.frame  
 tidy() %>%  
 mutate(  
 Categorical\_Level = .response\_variable,  
 Contrast = estimate,  
 .keep = "none"  
 )  
 }) %>%  
 bind\_rows()

## boundary (singular) fit: see help('isSingular')  
## boundary (singular) fit: see help('isSingular')

We can now combine the p-value and contrasts into a single table.

mixed\_contrasts %>%  
 mutate(Categorical\_Level, Contrast,  
 P\_Value = na.omit(mixed\_anova$`Pr(>Chisq)`),  
 .keep = "none"  
 )

|  |  |  |
| --- | --- | --- |
| Categorical\_Level | Contrast | P\_Value |
| favAnimals\_cat | -0.0345462 | 1 |
| favAnimals\_croc | 0.0720969 | 1 |
| favAnimals\_dog | -0.0329038 | 1 |

## Linear mixed-effects model with other predictors

If we wanted to determine the treatment effect on pre\_income\_raw given nesting within sites while accounting for Block, we can specify the model as such:

# Only difference is that we are inlcuding Block as a covariate  
lmer(pre\_income\_raw ~ treatment + Block + (1 | sites),  
 data = sim\_data\_robust\_reg  
) %>%  
 emmeans("treatment",  
 options = get\_emm\_option("satterthwaite")  
 ) %>%  
 pairs()

## boundary (singular) fit: see help('isSingular')

## contrast estimate SE df t.ratio p.value  
## treatment0 - treatment1 1148 1327 8.78 0.865 0.4100  
##   
## Results are averaged over the levels of: Block   
## Degrees-of-freedom method: kenward-roger

Calculating this for the categorical response also separates the calculation of the p-value and the contrast estimate. First to calculate the p-value, we create a new dataset by aggregating by our nesting variable. This is done because the predictors of our model cannot be at a “lower” “level” than our response. For example, a model with a student-level (Level 1) response variable can have student level (Level 1) and classroom level (Level 2) predictors, but a model with a classroom-level (Level 2) response variable cannot have student-level (Level 2) predictors (unless they are aggregated to the classroom level).

sim\_data\_robust\_reg\_aggregated <- sim\_data\_robust\_reg\_dummied %>%  
 group\_by(sites, treatment, Block) %>%  
 summarise(across(matches("^favAnimals"), mean),  
 .groups = "drop"  
 )

Now we calculate two linear models, a null and effect model. A linear model is used instead of a mixed effects model because we aggregated data up to the sites level. Both models use our dummy treatment variable as a response variable and account for classroom nesting and block but only the effect model contains our aggregated dummies as a predictor.

# Generating null model  
mixed\_null\_model <- stats::lm(treatment ~ Block,  
 data = sim\_data\_robust\_reg\_aggregated  
)  
# Generating result formula based on the names in the aggregated ddataset  
mixed\_result\_formula <- as.formula(  
 paste(  
 "treatment ~",  
 paste0(  
 setdiff(  
 names(sim\_data\_robust\_reg\_aggregated),  
 c("treatment", "sites")  
 ),  
 collapse = " + "  
 )  
 ),  
 env = rlang::env(!!!sim\_data\_robust\_reg\_aggregated)  
)  
print(mixed\_result\_formula)

## treatment ~ Block + favAnimals\_cat + favAnimals\_croc + favAnimals\_dog  
## <environment: 0x5595f318ef80>

mixed\_result\_model <- lm(mixed\_result\_formula)

We now run an ANOVA test on the two models to get a test that accounts for all components of our categorical variable.

mixed\_anova <- stats::anova(mixed\_result\_model, mixed\_null\_model)  
tidy(mixed\_anova)

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| term | df.residual | rss | df | sumsq | statistic | p.value |
| treatment ~ Block + favAnimals\_cat + favAnimals\_croc + favAnimals\_dog | 11 | 6.2304 | NA | NA | NA | NA |
| treatment ~ Block | 13 | 6.5000 | -2 | -0.2696003 | 0.2379946 | 0.7921621 |

The actual p-value can be extracted as such:

na.omit(mixed\_anova$`Pr(>F)`)

## [1] 0.7921621  
## attr(,"na.action")  
## [1] 1  
## attr(,"class")  
## [1] "omit"

The actual contrasts are calculated using a multi-level model for each dummied predictor.

mixed\_contrasts <- paste0("favAnimals\_", c("cat", "croc", "dog")) %>%  
 purrr::map(function(.response\_variable) {  
 dummy\_formula <- as.formula(  
 paste(.response\_variable, "~ Block + treatment + (1|sites)"),  
 env = rlang::env(!!!sim\_data\_robust\_reg\_dummied)  
 )  
 lmer(dummy\_formula) %>%  
 emmeans("treatment",  
 options = get\_emm\_option("satterthwaite")  
 ) %>%  
 pairs() %>%  
 tidy() %>%  
 mutate(  
 Categorical\_Level = .response\_variable,  
 Contrast = estimate,  
 False\_P\_Value = p.value,  
 .keep = "none"  
 )  
 }) %>%  
 bind\_rows()

## boundary (singular) fit: see help('isSingular')  
## boundary (singular) fit: see help('isSingular')  
## boundary (singular) fit: see help('isSingular')

mixed\_contrasts

|  |  |  |
| --- | --- | --- |
| Categorical\_Level | Contrast | False\_P\_Value |
| favAnimals\_cat | -0.0618428 | 0.3057566 |
| favAnimals\_croc | 0.1025043 | 0.1072057 |
| favAnimals\_dog | -0.0406615 | 0.5020427 |

Just for demonstration purposes, you can see here the range of p-values reported by running these individual tests on the dummy variables.

We can now combine the p-value and effect sizes into a single table.

mixed\_contrasts %>%  
 mutate(Categorical\_Level, Contrast,  
 P\_Value = na.omit(mixed\_anova$`Pr(>F)`),  
 .keep = "none"  
 )

|  |  |  |
| --- | --- | --- |
| Categorical\_Level | Contrast | P\_Value |
| favAnimals\_cat | -0.0618428 | 0.7921621 |
| favAnimals\_croc | 0.1025043 | 0.7921621 |
| favAnimals\_dog | -0.0406615 | 0.7921621 |

### Alternative methods for mixed-effect models

Note that by setting family = binomial, there is already a treatment for binary outcome variables using lme4::glmer. One method I saw in the [lme4 github](https://github.com/lme4/lme4/issues/594) would be to convert a multinomial model into the equivalent Poisson regression (Lee et al., 2017). lme4::glmer supports every GLM family listed in stats::glm which does includes Poisson regression which means we can use this equivalent Poisson formulation in lme4::glmer. However, this is easier said than done and there are also concerns about the computational complexity of such a technique.

A Bayesian mixed effects model should also theoretically handle this situation using the brms package. This option has seen some traction online but it may be difficult to practically implement because it, like many software libraries designed around probabilistic programming and bayesian modelling, uses the “Stan” programming language in its backend which basically required another compilation step on program run.
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