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**Java SE 第一讲 (2010.11)**

Java SE: Java Standard Edition -- J2SE

Java ME: Java Micro Edition -- J2ME

Java EE: Java Enterprise Edition --J2EE

Java是由Sun公司推出的(今年被Oracle公司以$7.4B 收购)

JDK: Java Development Kit (Java开发必备)

JRE:　Java Runtime Environment(Java执行环境)

JDK包含了JRE

JDK的版本: JDK1.4, JDK1.5(5.0):Tiger, JDK1.6(6.0):Mustang 野马

Download JDK:

[www.sun.com](http://www.sun.com) => Downloads => Java for Developer => Java SE87171 =>Download=> [jdk-8u171-windows-x64.exe](http://download.oracle.com/otn-pub/java/jdk/8u171-b11/512cd62ec5174c3487ac17c61aaa89e8/jdk-8u171-windows-x64.exe)

double-click to install, can be installed on Drive D:\Program Files\Java there will be two folders: JDK1.6.0 and JRE1.6.0

\jdk1.6.0\bin\java.exe and javac.exe 后者用于编译java程序, 编译后生成一个bytecode(字节码)文件, 改文件由java.exe执行

需要设置用户或者系统环境变量 $PATH=\jdk1.6.0\bin\;$PATH

运行command line: java -version 显示java版本信息

接下来就可以编写Java程序了  
可以直接使用Windows记事本来编写Java程序, 也可以使用Editplus, UltraEdit等高级文本编辑工具编写Java 源程序, 还可以  
使用专业的IDE(Integrated Development Environment)编写.

第一节课, 我们使用记事本来实现一个Hello World的java程序.

**所有的Java代码都以java后缀结束**.

Java程序的执行分为两部分:

1.编译

C:\>javac H:\Java\Java\_Excercise\Test.java //注意,文件名需要与类名一致, Java程序case-sensitive

//若编译成功, 会在同目录下生成同名的class文件.该文件  
 //为字节码(bytecode)文件, 可直接执行

2. 执行

C:\>java **-cp H:\java\Java\_Excercise** **Test** //执行时,无需加.class后缀

Hello World // -cp dirs file 没有-cp option 会在**$CLASSPATH**下找文件

Java是跨平台的语言, 真正执行的不是二进制代码(exe文件),而是字节码. 字节码由JVM(Java Virtual Machine)来执行.  
Java是跨平台的,而JVM不是跨平台的. JVM由c语言编写. Java之所以能够跨平台,本质原因在于JVM不是跨平台的.

**Jave SE 第二讲 原生数据类型(Primitive Data Type)**

Windows: notepad, editpulus, ultraedit, gvim

Linux: vi, vim, gedit

**Java中的数据类型分为两大类**

* 1. **原生数据类型(Primitive Data Type)**
  2. **引用类型(对象类型 Reference Type)**

**变量与常量**

所谓常量就是值不会变化的量. 变量就是值可以发生改变的量.

**如何定义变量?**

变量类型 变量名 ;

例: int a ;

a = 2 ; //给整型变量a赋值

a == 2 ; // 连续两个等号表示逻辑操作符相等

|  |  |
| --- | --- |
| **变量类型 变量名 = 值 ;** | **int a = 1 ;** |

**变量名: 在Java中, 变量名以下划线, 字母, $符号开头, 并且后跟下划线, 字母, $符或者数字. 变量名不能以数字开头.**

**Jave中的原生数据类型共有8种:**

* 1. **整型: INT** ( 4 bytes 32 bits) 2^31 -1, 大致9位数字
  2. **字节型: BYTE** (-128 - 127之间256个整数) 127
  3. **短整型: SHORT** (2 bytes - 16位) 32767 = 2^15 - 1
  4. **长整型: LONG** (8 bytes, 64 bits)
  5. **单精度浮点型: FLOAT** 浮点型指的是小数/实数 2表示为2.00000001
  6. **双精度浮点型: DOUBLE** 双精度表示的范围比单精度要大 2表示为2.000000000000001
  7. **字符型: CHAR(2 bytes)** 表示单个字母,或者一个中文字符,比如, 'A', '张', 用单引号括起来.可表示所有的UniCode字符
  8. **布尔类型: BOOLEAN** 表示TRUE或FALSE

**关于计算机系统中的数据表示**

位:bit(0或者1) 是计算机系统中的最小数据表示单位.

字节: byte, 1 byte = 8 bits

KB: 1KB = 1024 Bytes

MB: 1MB = 1024KB

GB: 1GB = 1024MB

Java中的注释

注释是给人看的, 不是给计算机看的. 编译器会自动忽略注释. Java中共有三种类型的注释

1) 单行注释: // 其后的所有内容均被忽略

2) 多行注释: /\* this is comment \*/ 多行注释来源于C++(C中的唯一注释是多行注释), **多行注释不允许嵌套**.

3) 另一种多行注释.用于产生JavaDoc帮助文档. /\*\* this is another comment \*/

**Jave SE 第三讲 原生数据类型使用陷阱(Pitfall of Primitive Data Type)**

* 1. **Java中的所有的浮点数默认都是DOUBLE**

float a = 1.2 ; //出错, 会损失精度, 因为1.2为Double类型

float a = 1.2f ; 或者 强制类型转换: (类型) 变量名

float a = (float)1.2 ;

* 1. **变量使用前必须声明类型且必须要初始化.变量只能定义一次. Java is a strong typed language.**

int a;

System.out.println(a); //出错.

int a=1;

int a=2;

System.out.println(a); //重复定义,出错.

* 1. **范围大的不能直接赋值给范围小的, 因为会损失精度. 反之则可以或者进行强制类型转换.**

int a=1;

short b=a;

System.out.println(b); //Error, 范围大的赋值给范围小的会损失精度

short a=1;

int b=a;

System.out.println(b); //Ok

**Jave SE 第四讲 Operator 运算符**

* 1. **当有若干变量参与运算时, 结果类型取决于这些变量中表示范围最大的那个变量类型.**

比如, 参与运算的变量为整型和双精度浮点型以及短整型, 最后结果的类型为Double

int a = 1;

int b = 2;

float c = (float)a / b ;

double(a)将a转化为一个匿名变量, 当a的类型不变, 仍为整型.

* 1. **取模(取余)运算符 %**

**取模的结果永远与被除数的符号相同, 且绝对值小于被除数**

5 % 3 = 2 ; -5 % 3 = -2 ; -1余-2

5 % (-3) = 2 ; +1余2

* 1. **关系运算符(比较运算符 comparasion operator)**

大于>, 小于<, 等于==, 不等于 != ,大于等于>=, 小于等于<= , 关系运算的结果是一个布尔值

关系运算符优先级高于赋值运算符

int a = 3;

int b = 2;

boolean c = a == b ;

System.out.println(c); //output false

* 1. **逻辑运算符 (logic operator)**

**重点介绍两个(对于语言的学习,刚开始不必面面俱到, 刚开始重点掌握常用的,了解其前因后果 )** 逻辑运算符本身也返回一个boolean值.逻辑运算符有两个操作数, 为双目运算符

逻辑与 &&: 只有当两个操作数都为真时才为真, 两个操作数均为布尔型

**关系运算符优先级高于逻辑运算符高于赋值运算符**

int a = 1;

int b = 2;

int c = 3;

int d = 4;

boolean **e = a < b && c < d** ;

System.out.println(e); //output true

逻辑或||: 双目运算符, 当两个操作数都为假时,结果才为假, 否则为真

**逻辑运算短路(short circuit)**特性:

**当第一个operator为假, && 不再计算第二个操作数值**

**同理, 当第一个operator为真, || 不在计算第二个操作数的值**.

int a = 1;

int b = 2;

int c = 3;

int d = 4;

int f = 5;

boolean e = a > b && (f = c) < d ;

System.out.println(e);

System.out.println(f); // output false 5 f没有被赋值

* 1. **变量的自增自减运算**

a++, ++a 等价于 a+1 , a += b 等价于 a = a + b ; a += 1 等价于 a = a + 1;

int a = 1

int b = a++ ; // b=1, a=2

int b = ++a ; // b=2, a=2

* 1. **条件运算符(三元表达式)**

type var = a?b:c; 如果a为真, 则b赋值给var, 否则将c赋值给var

i.e. int d = 1 < 2 ? 3 : 4 ; // d = 3

int d = 1 > 2 ? 3 : 4 ; // d = 4

**Jave SE 第六讲 流程控制语句 (Flow Control Statement)**

**顺序, 分支与循环**

**if语句**

if (布尔表达式)

{

//待执行代码

}

**If的第二种形式**

if (布尔表达式)

{

//待执行代码

}

else

{

//待执行的代码

}

**If的第二种形式**

if (布尔表达式)

{

//待执行代码

}

**else if** (布尔表达式

{

//待执行的代码

}

…

**else** //optional

{

//待执行的代码,

}

**Switch语句, 使用形式为**

switch (variable){ //此处变量类型只能为4种: byte, short, int, char

case 常量1:

//待执行代码

break;

case 常量2:

//待执行代码

break;

case 常量3:

//待执行代码

break;

default:

//待执行代码

}

**虽然case语句中的break是可选的, 但绝大多说情况下, 如果没有break, 程序的逻辑就会错误, 因此通常情况都  
要加上break**

**循环语句:　Java中共有三种循环语句 while, do … while 以及 for 循环**

**while循环, 形式为**

while (布尔表达式)

{

//待执行代码

}

**do … while 循环, 形式为:**

do{

//待执行代码

}

while(布尔表达式) ; //布尔表达式为真时, 执行do中的语句

while与do…while之间的区别: 如果布尔表达式第一次判断就为false, 那么while循环一次也不执行.而do…while  
至少会执行一次. 如果布尔表达式第一次判断为true, 则两者等价

**for循环,也是使用得最多一种循环**

for(变量初始化;条件判断;步进)

{

//待执行代码

}

* 1. 执行变量初始化
  2. 执行条件判断, 如果判断结果为假,那么退出循环, 执行循环后面的代码. 如果为真, 执行循环里面的代码
  3. 执行步进
  4. 重复步骤ii

**break语句， 经常用于循环语句中，用于跳出父循环， 执行循环后面的代码**

for(int i = 0; i < 10; i++){

System.out.println(i);

if(5 == i){

break;

}

} //output 0 1 2 3 4 5

**continue语句， 经常用于循环语句中，用于跳出本次循环， 开始下一次循环的执行**.

for (int i = 0; i < 10; i++ ){

if ( 5 == i)

{

continue ;

}

System.out.println(i);

} // output 0 1 2 3 4 6 7 8 9

**break和continue还可以搭配标签使用， 但在实际的开发中根本没有人会将break和continue搭配标签来使用。  
所以不建议使用。**

**Jave SE 第八讲 深入理解面向对象程序设计(Inside Object Oriented Programming)**

面向对象编程OOP， 面向对象设计OOD

什么是面向对象？在面向对象程序设计中， 有两个重要的概念：类（class）与对象（object）

类是一种抽象概念， 类中包含了数据与对数据的操作。类通常使用名词来表示，而对数据的操纵常用动词来表示。

比如人就是一个抽象的概念， 人具有姓名，年龄，身高等数据， 还有吃饭，跑步等操作数据的动作。

**对象**： 对象是一种具体的概念，是类的一种具体的表示方式。比如，人是 一个类， 而张三，李四，王五等具体的人  
 就是对象。**对象就是类的实例(Instance)**

类所包含的内容： 类一共包含两部分的内容：

a） 数据， 数据在类中成为属性（property 或**attribute**），或者成为成员变量（**Member Variable**）

b) 方法(**Method**)： 方法一般用动词来表示. 方法可以操作属性。

面向对象程序设计的三大特征：继承（**inheritance**）封装（**encapsulation**）和多态（**polymorphism**)

封装：类包含了数据与方法， 将数据和方法放在一个类中就构成了封装

如何定义类？

修饰符(modifier) class 类的名字

｛

//类的内容（包含了属性与方法）

｝

方法； 如何定义方法？

修饰符（modifier） 返回类型 方法名称([参数1， 参数2， 参数3， …])

{

//方法体

}

main 方法是整个Java程序的入口点。 如果类的定义中没有main方法， 则程序无法执行。

**方法定义不能嵌套， 不能在一个方法中定义另外一个方法 只能调用另外一个方法。**

**Java是面向对象的， 方法只能定义在类中。C++方法可以定义在类外面。**

**方法的调用，方法可以返回值也可以不返回值。是否返回值是由方法的定义决定的。**

**如何生成对象？**通过类来生成对象。 通常使用new关键字来生成对象**。**

**类名 变量名 ＝ new 类名() ;**

public class Person

{

};

Person person = new Person();

Person person2 = new Person（）；

Person person3 = new Person() ;

方法调用需要通过对象来完成。 方法调用的形式

对象.方法名（[参数名1，参数名2，参数名3 …])

关于方法的注意事项：

1）在方法定义中， 方法的返回类型要与return后面的变量或者常量的类型一致。

2） 在方法调用时， 给方法传递的参数需要与方法定义时的参数保持一致，且参数的个数也要一致。

3） 方法定义时的返回类型与接受返回值的变量的类型要保持一致。

public int add(int a, int b)

{

return a + b ;

}

方法定义时的参数成为形式参数（formal parameter), 比如上面的 int a, int b

int a = test.add(8,3) ; //方法调用时传入的参数称为实际参数（actual parameter），比如这里的8和3；

关键字void表示方法不返回值。

如果方法不返回值， 那么申明方法的时候使用void关键字， 在方法定义中可以有两种情况实现不返回值：

a）**不使用return语句**

b）**但是return后面没有任何值或者变量， 只有一个分号， 表示退出方法，返回到方法调用端。**

**Jave SE 第十讲**

* 1. 类中的属性又叫做成员变量（member variable）， 属性用英文表示为property或者attribute
  2. 对象（object） 又叫做实例（instance）。 生成一个对象的过程叫做类的实例化。
  3. 命名约定
     1. 类： 首字母大写，如果由多个单词构成， 每个单词的首字母都大写，中间不使用任何的连接符，比如

Person类， Member类

* 1. 方法： 首字母小写。如果一个方法名由多个单词构成，那么第一个单词的字母都小写， 从第二个单词开始，  
      每个单词的首字母大写。比如， addThreeInt
  2. 属性： 命名约定与方法完全一样。 比如， ageOfPerson
  3. 属性需要定义在类中，又叫做**成员变量**。 方法中的变量叫做**局部变量**。
  4. 如何定义属性？

public class Person

｛

modifier type attribute\_name ;

｝

使用属性与方法一样。 使用.运算符。 首先需要生成类的实例， 然后使用实例+"."的方式来使用

比如：

Person person = new Person();

person.age

* 1. 成员变量与局部变量的联系和区别
     1. 局部变量使用前必须要声明并赋初值才能使用；成员变量必须要声明但可以不赋初值。
     2. 两者都需要声明(定义)
     3. 如果没有初始化成员变量就开始使用, 对于每个类型的成员变量都有一个默认的初始值.
        1. byte, short, int, long 类型的默认初始值为0
        2. float, double类型的默认初始值为0.0
        3. char类型的默认初始值 '\u0000'
        4. boolean类型的默认初始值为false
  2. 引用类型(reference type): **引用类型用于指向对象. 一个对象可以被多个引用所指向, 但同一个时刻,每个引用  
      只能指向唯一的一个对象.如果一个对象被多个引用所指向,那么无论哪个引用对对象  
      的属性进行了修改,都会反映到其它的引用中**.

Person person = new Person(); // 这里, new Person()为对象实例, 而person为对对象实例的引用.

**注意: 在Java中, 你永远都无法直接操作内存中的对象,都是通过引用来间接操作**.

**Jave SE 第十一讲**

* 1. 如果一个类包含了属性与方法, 那么该类的每一个对象都具有自己的属性,但无论一个类有多少个对象, 这些对象共享  
     同一个方法..(方法放在内存中一个唯一的内存区)
  2. 对于方法参数传递的总结, **对于Java中的方法参数传递, 无论传递的是原生数据类型还是引用类型, 统一是传值**

**(pass by value**)

* 1. **类方法的参数应该避免与成员参数同名**, 比如如下代码:

class Person{

int age = 20;

public void change(Person person){

person = new Person() ;

person.age = 30;

}

// change2中的参数如果为age, 则下面的age会作为

// 局部变量而非成员变量.

// 因此, 成员方法的参数应该避免与成员变量同名

public void change2(int value1){

age = 40 ;

}

}

* 1. 什么类型的引用就能指向什么类型的对象, 比如People类型的引用就能指向People类的对象, 但不能指向Student  
     类型的对象. 比如  
       
      People people = new People() ; // 正确

People people = new Student() ; // 错误

* 1. 构造方法(Constructor): 用于完成对象属性的初始化工作, 构造方法的特点:
     1. 构造方法的名字必须与类名完全一致(包含大小写).
     2. 构造方法没有返回值, 连void也不能出现.
     3. 如果在定义一个类的时候, 没有为类声明构造方法, 那么Java编译器会自动为类添加**一个没有参数且方法体为空  
        的构造方法**, 我们称之为**默认的构造方法. (default constructor)**

Class Person {

…

public Person()

{

} // default constructor

}

* 1. 如果在定义一个类时, 为类声明了构造方法, 那么Java编译器就不会再为类添加构造方法了.
  2. 不能显示调用类的构造方法, 通常只能通过new关键字进行隐式调用(implicitly invoke)

* 1. New关键字在生成对象时需按如下顺序完成三件事情:
     1. **为对象开辟内存空间**
     2. **调用类的构造方法**
     3. **将生成对象的地址返回**.

* 1. 使用new来生成对象时侯, 后面的括号()表示构造方法的参数列表. 如果构造方法不接收参数, 那么小括号的内容为空.

如果构造方法接受参数, 那么小括号中的实际参数就需要与构造方法定义的形式参数一致(参数数量一致, 参数  
 类型一致, 按照顺序逐一赋值)

**Jave SE 第十四讲**

* 1. 在Java中要调用方法只能先生成类的实例, 然后通过该实例来调用方法.
  2. return; 表明方法调用结束, 控制返回到调用的程序

**Jave SE 第十五讲**

* 1. 如果一个Java源文件中定义了多个类, 那么最多只能有一个类是用public修饰的.
  2. 对象存储在堆heap中, 而原生变量类型都存储在栈(stack)中. 栈是后进先出(LIFO)的数据结构
  3. 对象方法的参数类型如果为一个类, 则可认为传入该方法的为一个指向该类对象的指针,比如  
      public void changePoint(Point point); //传入一个指向Point类对象的指针(地址的值)
  4. new方法相当于将对象变量指向一个新生成的对象.
  5. 对于对象类型的变量赋值相当与改变该对象的指针指向地址.

**Jave SE 第十六讲**

* 1. 构造方法(Constructor)

public class ConstructorTest{

public ConstructorTest()

{

// default constructor, if no other constructor,

// Java will add it automatically

}

public static void main(String[] args){

// how to invoke the construtor to create a new instance

// within the class definition

ConstructorTest test = new ConstructorTest() ;

}

}

* 1. 方法重载(Overload): 表示两个或多个方法名字相同, 但方法参数在**类型**, **顺序**或者**个数**上不同.

注意, 方法的返回值对是否重载没有影响.例子:

public class OverloadTest{

public int add(int a, int b){

return a + b ;

}

public int add(int a, int b, int c){

return a + b + c ;

}

public static void main(String[] args){

OverloadTest test = new OverloadTest();

int result = test.add(1,2) ;

int result2 = test.add(1,2,3);

System.out.println(result) ;

System.out.println(result2) ;

}

} // output 3 6

* 1. 构造方法的重载. 只需看参数即可. 对于重载的构造方法, 它们之间也可以互相调用. 如果希望在一个构造方法中调用另  
     外一个构造方法, 那么可以使用this()的方式调用. this()括号中的参数表示目标构造方法的参数.

this()必须要作为构造方法的第一条语句, 即, this()之前不能有任何可执行语句.

public class ConstructorOverload{

public ConstructorOverload(){

this(3) ; //this 表示调用当前类中参数为整数的构造方法

System.out.println("test") ;

// this 必须为方法中的第一条可执行代码, 如下语句会报错

// this(3) ;

}

public ConstructorOverload(int i){

System.out.println(++i) ;

}

public static void main(String[] args){

ConstructorOverload con = new ConstructorOverload() ;

}

}

* 1. 继承(Inheritance): Java是单继承的, 意味着一个类只能从另一个类继承. 被继承的类称为父类或者基类(superclass)

继承的类称为子类(subclass), Java中的继承使用extends关键字.

* 1. 当生成子类对象时, Java默认首先调用父类的默认构造方法. 从而生成父类的对象, 接下来再调用子类的构造  
     方法生成子类对象. 即, 要想生成子类的对象, 首先需要生成父类对象, 没有父类对象就没有子类对象.
  2. super关键字: super表示对父类对象的引用, this表示对自己的引用.

* 1. 如果子类使用super()显示的调用父类的某个构造方法, 那么执行的时候就会寻找super()所对应的构造方法而不再  
     使用父类默认的构造方法.而super也必须要作为构造方法的第一条执行语句, 前面不能有其它任何可执行语句.

* 1. 关于继承:
     1. 父类有的, 子类也有
     2. 父类没有的, 子类可以增加
     3. 父类没有的, 子类可以改变

* 1. 关于继承的注意事项:
     1. 构造方法不能继承
     2. 方法和属性都可以被继承
     3. 子类的构造方法隐式地调用父类的默认构造方法
     4. 当父类没有默认的构造方法时, 子类需要使用super来显式地调用父类的构造方法, super指的对父类的引用.
     5. super关键字必须是构造方法的第一行语句.

* 1. 方法重写(**Override**): 子类与父类的方法**返回类型**, **名称**以及**参数完全**一致. 这样我们说子类与父类的方法就构成了  
      重写关系. 例子:

public class InheritanceTest2{

public static void main(String[] arg){

Dog dog = new Dog() ;

dog.run(1);

}

}

class Animal{

public void run(){

System.out.println("animal is running") ;

}

}

class Dog extends Animal{

//子类的run方法与子类继承自父类的run方法构成了重载(Overload) 而非重写(Overwrite)

// 因为子类继承了父类的run()方法

public void run(int i){

System.out.println("dog is running") ;

}

}

* 1. 方法重写与方法重载之间的关系: 重载发生在同一个类内部的两个或多个方法, 而重写发生在父类与子类之间.  
      重载是一种平行的关系, 而重写一定是发生于继承中. 重写以后子类的方法就覆盖了父类的该方法.

* 1. 当两个方法形成重写关系时, 可以在子类方法中通过super.method的形式来调用父类的method方法. 其中super.method  
     不必放在第一行语句. 因为此时父类对象已经构造完成, 先调用父类方法还是子类方法是由程序的逻辑决定的.  
     只有在子类的Constructor中, super语句还必须放在其中的第一行.

* 1. 在定义一个类的时候, 如果没有显式的指定该类的父类, 那么该类就继承于 java.lang.Object类(JDK提供的一个类  
     Object类是Java中所有的类的直接或间接父类). 它是Java中所有类的根类(root class)

**Jave SE 第十六-二十讲 多态详解**

* 1. 多态(polymorphism): **父类的引用可以指向子类的对象. 反之, 子类的引用不能直接指向父类的对象, 需要通过  
      强制类型转换为子类型对象才可以**. **指向哪个对象就调用该对象的方法.**

**A subclass reference can be used when a superclass reference is expected.** In Java, method calls are always determined by the type of the actual object,  
 not the type of the variable containing the object reference. This is called  
 **dynamic method lookup**.

public class PolyTest{

public static void main(String[] args){

Flower rose = new Rose() ; //多态:父类引用可指向子类对象.

rose.sing() ;

}

}

class Flower{

public void sing(){

System.out.println("flower is singing") ;

}

}

class Rose extends Flower{

}

* 1. Parent p = new Child(); 当使用多态方式调用方法时, 首先检查父类中是否有sing()方法, 如果没有则  
     编译出错, 如果有, **则去调用子类的sing()方法**.

public class PolyTest2{

public static void main(String[] args){

// Parent parent = new Parent() ;

// parent.sing() ;

// Child child = new Child() ;

// child.sing() ;

Parent p = new Child() ;

p.sing() ;

}

}

class Parent{

/\*

public void sing(){

System.out.println("parent is singing") ;

}

\*/ //父类中必须要也有sing方法, 否则报错

}

class Child extends Parent{

public void sing(){

System.out.println("child is singing") ;

}

}

* 1. 一共有两种类型转换:
     1. 向上类型转换(upcast) : 由子类型对象引用转换为父类型对象引用, 比如将Cat转换为Animal类型. 对于向上类型  
         转换不需要显式指定 比如:

Cat cat = new Cat() ;

Animal animal = cat ; // 将子类型的引用转化为父类型的引用, 也可以写成(Animal)cat ;

animal.sing() ;

* 1. 向下类型转换(downcast):即由父类型对象转换为子类型对象,　比如将Animal类型转换为Cat类型,必须要显式  
     指定(即强制类型转换), 比如:

Animal a = new Cat() ; // is-a, a cat is an animal

Cat cat = a ; //报错, 子类对象引用不能直接指向父类对象, 需要强制转换  
Cat cat = (Cat)a ; // 父类对象可以通过强制类型转换变为子类对象

* 1. 使用强制类型转换将父类对象变为子类对象, 因为父类转换为子类后可以调用子类中新增的方法. 比如,  
     父类有三个方法, 子类有三个同名但重写的方法,另外有五个新增方法. 这样通过强制类型转换以后,  
     就可以调用这五个新增的方法. **即,当使用子类特有的方法时, 需要使用强制类型转换** .

* 1. 多态是一种运行期的行为,而不是一种编译期的行为. Java只有到运行时, 才知道多态对象引用具体指向谁.  
     这种行为称为晚绑定(late bounding)

public class PolyTest5{

public static void main(String[] args){

A a = null ;

if(args[0].equals("1")){

a = new B() ;

}

else if(args[0].equals("2")){

a = new C() ;

}

else if(args[0].equals("3")){

a = new D() ;

}

a.method() ;

}

}

class A{

public void method(){

System.out.println("A") ;

}

}

class B extends A{

public void method(){

System.out.println("B") ;

}

}

class C extends A{

public void method(){

System.out.println("C") ;

}

}

class D extends A{

public void method(){

System.out.println("D") ;

}

}

* 1. 多态一个重要作用, 利用多态可以定义一个公共的接口. 该接口的参数为基类(base class), 但当调用时可以传入  
     子类的引用(derived class)

public class PolyTest6{

public void run(Car car){ // 作为一个基类调用的公共接口可以接受子类参数, 比如如下的QQ

car.run() ;

}

public static void main(String[] args){

PolyTest6 test = new PolyTest6() ;

Car car = new BMW() ;

test.run(car) ;

QQ qq = new QQ() ;

**test.run(qq)** ; // qq upcast to car

}

} // output "BMW is running", "QQ is running"

class Car{

public void run(){

System.out.println("car is running") ;

}

}

class BMW extends Car{

public void run(){

System.out.println("BMW is running") ;

}

}

class QQ extends Car{

public void run(){

System.out.println("QQ is running") ;

}

}

**Jave SE 第二十一讲　抽象类(abstract class)**

* 1. 抽象类使用abstract 关键字定义, 抽象类无法实例化. 也就是说, 不能new出来一个抽象类的实例.
  2. 抽象方法（abstract method）是使用abstract关键字所修饰的方法称为抽象方法。**抽象方法只有声明没有实现**；  
      public abstract void method() {} ; // 不是抽象方法， 因为有花括号。

抽象方法必须定义在抽象类中， 不能在其它类中。

* 1. 如果某个类包含了抽象方法， 这个类一定是抽象类。
  2. 抽象类可以包含具体方法（有声明和实现的方法）。
  3. 如果一个类中包含了抽象方法， 那么这个类一定要声明为 abstract class
  4. 无论何种情况， 只要一个类是抽象类， 那么这个类就无法实例化。
  5. 在子类继承父类（父类为抽象类）的情况下， 那么该子类必须要实现父类中所定义的**所有的抽象方法**；否则，  
     该子类需要声明为一个抽象类。例子：

public class AbstractTest{

public static void main(String[] args){

Shape shape = new Triangle(10,6) ;

int area = shape.computeArea() ;

System.out.println("triangle:" + area) ;

shape = new Rectangle(10,10) ;

area = shape.computeArea() ;

System.out.println("rectangel:" + area) ;

}

}

**abstract class Shape**{

**public abstract int computeArea();** //计算形状面积

}

class Triangle extends Shape{

int width ;

int height ;

public Triangle(int width, int height){

this.width = width ;

this.height = height ;

}

public int computeArea(){

return width \* height / 2 ;

}

}

class Rectangle extends Shape{

int width ;

int height ;

public Rectangle(int width, int height){

this.width = width ;

this.height = height ;

}

public int computeArea(){

return width \* height ;

}

}

* 1. 为什么需要abstract class？   
     Sometimes it is desirable to force programmers to override a method.That happends when there's no  
     good default for the superclass and only the subclass programmer can know how to implement the   
     method properly.

**Jave SE 第二十二讲 接口类型，static， final关键字详解**

* 1. 接口类型（interface type）： 接口的地位类似于class。   
     **接口中的所有方法都是抽象方法**。（Java8中，还可为static或者default）在接口方法定义中，  
      可以省略abstract关键字。 比如： public abstract void output() ; 等同于 public void output() ;

* 1. A Java interface type declares the methods that can be applied to a variable of that type.  
      **接口类实际上定义了所有能使用接口类方法的变量类型**。

* 1. An interface type does not have **instance variable(成员变量）**and constructor.

* 1. All methods in an interface type are automatically **public** .但实现该接口的类方法必须定义为public

* 1. **接口类中不能有实例变量， 但可以包含常量**。 所有的常量自动定义为 **public final static**  
      public interface Named

{

**String NO\_NAME="(NONE)"** ;

}

* 1. 接口类中的方法默认为public抽象方法， 但Java8以后也可以为static或者default methods
     1. Static Methods in Interface

接口类中的静态方法并非直接操作某一个具体的类， 而是操作该接口类型。例子：

public interface Measurable{

double getMeasure() ; // An abstract method

static double average(Measurable[] objects) // A static method

{

… // Same implementation as in Data class

}

}

To call this method, provide the name of the interface and the method name:

double meanArea = Measurable.average(countries);

* 1. Default Methods in Interface

接口类中的默认方法为非静态方法，并且具有方法的实现。在一个实现了该接口的类中，如果没有  
 重写（override）该方法， 则该类会继承该方法。

public interface Measurable

{

double getMeasure(); // An abstract method

**default** boolean smallerThan(Measurable other)

{

return getMeasure() < other.getMeasure() ;

}

}

* 1. Conflicting Default Methods - 接口类默认方法冲突

如果一个类继承了父类的某个方法以及一个接口中的同名的默认方法。 又或者一个类同时继承了两个接口  
中的同名的默认方法。此时就产生了默认方法冲突。两条规则用来处理同名默认方法  
冲突：

* 1. Class Win(类优先)： 如果该类同时继承了父类中的方法以及接口中的默认方法时， 父类中的方法  
      将被继承，而接口的默认方法被忽略。
  2. Interface clash(接口冲突): 如果该类继承的是两个接口中的同名默认方法， 那么该类需要重写  
      （override）该方法。 例子：

public class Person

{

public String name(){

return firstName() + " " + lastName() ;

. . .

}

}

public interface Named

{

default String name(){

return "(NONE)";

}

}

public class User extends Person, implements Named

{

// Inherits Person.name()

. . .

}

**如果上面的person类为一个接口， 则User类需要重写name（）方法**。

* 1. **接口类引用可以指向任何对象，只要该对象的类实现了该接口**。  
     **换而言之， 也可以转换某类对象为接口类类型只要这个类实现了该接口**。对接口引用的方法调用是多态的  
     （polymorphic），即具体调用的是哪个类的方法是在运行时决定的。

An Interface reference can refer to an object of any class that implements the interface.  
Method calls on an interface reference are polymorphic. The appropriate method is determined  
at run time. **The JVM locates the correct method by first looking at the class of the actual  
object, and then calling the method with the given name in that class**.

* 1. **从接口引用类型转化为类引用类型。当接口型引用需要调用类方法时，需要强制类型转化为类类型的引用  
     （downcast）才可以调用类的方法**。比如：

Measurable max = large(us, uk) ; // Measurable 为一个接口类，并不包含getName()方法

Country maxCountry = (Country) max ; //首先将接口类类型强制转换为类类型引用

String name = maxCountry.getName() ;

* 1. 可以把接口看作一种特殊的抽象类。抽象类中可以包含concrete method， 但接口类中只能有abstract   
     method， 不能有concrete method

* 1. 同抽象类一样， 接口也无法实例化。

* 1. 类可以实现接口。 实现使用关键字implements表示某个类实现了某个接口。

* 1. **一个类实现了某个接口， 那么该类必须要实现接口中的所有方法**。否则，该类必须定义为抽象类。例子：

public class Test3{

public static void main(String[] args){

MyClass myClass = new MyClass() ;

myClass.output() ;

}

}

interface MyInterface{

public void output() ;

}

class MyClass implements MyInterface{

public void output(){

System.out.println("output") ;

}

}

* 1. Java是单继承， 也就是所某个类只能有一个父类。 但一个类可以实现多个接口，多个接口间用逗号分隔。

* 1. 某个类可以同时继承一个父类并实现多个接口。

class MyClass extends MyParent implements MyInterface,MyInterface2 { … }

* 1. 接口类型引用可以指向实现类的对象。

public class Test4{

public static void main(String[] args){

AA bb = new BB() ; // OK， 接口类引用可以指向实现类的对象

bb.output() ;

}

}

interface AA{

public void output() ;

}

class BB{

public void output(){

System.out.println("BB") ;

}

}

* 1. static关键字： 可用于属性， 方法以及类的声明中。

* 1. static修饰属性：无论该类生成多少实例。所有实例共同使用该静态成员变量。一个对象对该属性进行修改，其它  
      对象的静态成员变量的值也会随之修改。

public class StaticTest{

public static void main(String[] args){

MyStatic myStatic = new MyStatic() ;

MyStatic myStatic2 = new MyStatic() ;

myStatic.a = 10;

System.out.println(myStatic2.a) ;

}

}

class MyStatic{

static int a ;

} //output 10

* 1. 如果一个成员变量为static的， 那么可以通过类名.成员变量名的方式来使用它，这也是Java推荐的使用方式。  
     **静态成员变量可以看作类对象之间的一个公共变量**。

MyStatic myStatic = new MyStatic() ;

**MyStatic.a = 10;**

System.out.println(myStatic.a) ;

* 1. 在一个静态的成员方法中不能访问非静态的成员变量， 只能访问静态的成员变量。即，**静态只能访问静态的，  
     非静态的都可以 访问**。注意，**静态方法中也无法引用this关键字， 因为this也是非静态变量**。

public class StaticTest5{

public static void main(String[] args){

W.change() ;

}

}

class W{

int a = 10 ;

public static void change(){

a++ ; //错误， 不能在一个静态方法中去访问一个非静态成员变量

}

}

* 1. static修饰方法：static修饰的方法叫做静态方法。同静态成员变量一样， 静态方法可以直接通过类名.方法名  
     的方式来调用。 这也是Java所推荐的调用静态方法的方式。

public class StaticTest2{

public static void main(String[] args){

// MyStatic2 test = new MyStatic2();

// test.output();

**MyStatic2.output();**

}

}

class MyStatic2{

public **static** void output(){

System.out.println("output") ;

}

}

* 1. **静态方法指的是不需要从对象中调用而直接可以从类调用的方法**。调用方法为： **类名.方法名** ；  
     **子类可以继承父类的静态方法但不能重写该方法（override）只能说隐藏了该方法。（hide）**  
     **Subclass cannot override instance method but only hide calss method of superclass**   
     说隐藏（hide）**是因为如果从子类引用调用该方法， 则采用其子类方法的定义。而如果从父类  
     引用调用该方法， 则采用的还是父类方法的signature**。 这点同子类继承父类的普通方法是不同的。  
     当从父类继承普通方法时， 不能该引用是否为子类型的， 只要指向的对象为子类型的， 那么就会  
     采用子类的方法定义。另外， **main（）方法用于为静态方法。应该尽量少使用static方法，因为它  
     不是面向OOP的方法。**

public class StaticTest3{

public static void main(String[] args){

N n = new N();

n.output(); // print "N" 子类静态方法隐藏了父类静态方法

M m = new N(); //父类型引用指向子类型对象

m.output(); // print "M" 当从父类引用调用该方法，采用父类方法的定义。

}

}

class M {

public static void output(){

System.out.println("M") ;

}

}

class N extends M{

// @Override 提示方法不会Override父类的方法

public static void output(){

System.out.println("N") ;

}

}

* 1. **Static Imports：**   
     当引用类的时候，可以使用static关键字，这样就允许直接使用这些引用类中的静态变量和静态方法而无需  
     加上前缀的类名。 例如：

import static java.lang.System.\* ;

import static java.lang.Math.\* ;

public class RootTester

{

public static void main(String[] args){

double r = sqrt(PI) ; // Instead of Math.sqrt(Math.PI)

out.printin(r) ; // Instead of System.out

}

}

* 1. final关键字： final可以修饰属性，方法，类。
  2. final修饰类： 当一个类被final所修饰时，表示该类是一个**终态，即不能被继承**。
  3. final修饰方法：当一个方法被final所修饰时，　表示该方法是一个**终态方法，即不能重写（Override）**
  4. final修饰属性： 当一个属性被final所修饰时， 表示该属性的属性值不能被改变。**成员变量前加上final修饰符  
      相当于一个常量**
  5. final修饰引用类属性： **该引用的指向不能改变，即该对象不能再指向其它对象， 但引用指向的对象允许改变。**例子：

public class FinalTest2{

public static void main(String[] args){

People people = new People();

// people.address = new Address(); //error, 引用类型的成员变量也不能改变

people.address.name = "shanghai"; // ok, 并未改变引用地址， 改变引用地址

// 所指的对象。

}

}

class People{

**final Address address** = new Address(); //final 修饰一个引用类属性（对象属性）

}

class Address{

String name = "beijing" ;

}

* 1. final类型的成员变量必须赋初值：一般来说有两种赋值方式：
     1. 在声明final类型成员变量时就赋初值。
     2. **在声明final类型成员变量时不赋初值，那么在类的所有构造方法中都必须为该变量赋初值**。

public class FinalTest3{

**final** int a ; //会报错，因为对普通成员变量可以不赋初值，但final类型

// 成员变量必须赋初值。

public FinalTest3(){

a = 0 ; //或者，在构造方法中赋初值。但，两种方法只能在一个

//地方赋初值。否则也会报错。

}

public FinalTest3(int a){

// 会报错，“可能尚未初始化a”

this.a = a; //ok

}

}

* 1. 一个抽象类不能定义为 final。因为abstract定义了一个基类，目的是通过子类来重写该基类的方法，而final  
     表明该类无法被继承，这样就矛盾了。

* 1. static code block： **静态代码块**。静态代码块在类加载到JVM时执行， 而constructor是在类初始化时执行。  
     所以静态代码块先于构造方法执行。 并且静态代码块只执行（加载）一次， 而每生成一个新的对象  
     都要执行一次构造方法。生成对象的过程是首先将对象的类加载到JVM上， 然后由JVM来生成对象。  
     但每个类只会被JVM加载一次。

* 1. 如果继承体系中既有构造方法又有静态代码块， 那么首先执行最顶层的类的静态代码块， 一直执行到最底层的  
     静态代码块，然后再从最顶层的构造方法执行到最底层的构造方法。 注意， **静态代码块只会执行一次**。

public class StaticTest4{

public static void main(String[] args){

new S();

new S();

}

}

class P{

**static{**

**System.out.println("static block") ;**

**}**

public P(){

System.out.println("P constructor") ;

}

}

class Q extends P{

static {

System.out.println("Q static block") ;

}

public Q(){

System.out.println("Q constructor") ;

}

}

class S extends Q{

static{

System.out.println("S static block") ;

}

public S(){

System.out.println("S constructor") ;

}

}

//output :

--------------------

static block

Q static block

S static block

P constructor

Q constructor

S constructor

P constructor

Q constructor

S constructor

**Jave SE 第二十五讲 单例模式详解**

* 1. **设计模式（Design Pattern）**

设计模式大量依托于多态。主要经典的设计模式有23种。 讲解常见的15种。单例模式（singleton）表示一个类  
只会生成唯一的一个对象。

public class SingletonTest{

public static void main(String[] args){

Singleton singleton = Singleton.getInstance() ;

Singleton singleton2 = Singleton.getInstance() ;

System.out.println(singleton == singleton2) ;

}

}

class Singleton{

private static Singleton singleton = new Singleton() ;

private Singleton(){

}

public static Singleton getInstance(){

return singleton ;

}

}

**Jave SE 第二十六，二十七讲 String类**

* 1. Instanceof操作符：　用于判断某个对象是否是某个类的实例。　语法形式：

![C:\B5AA96A5\E1A85534-0EE1-4208-8D2C-20098BE993D4_files\image001.png](data:image/png;base64,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)

People people = new Man() ;

System.out.println( people instanceof People) ; // 返回true， 因为Man是People的子类， 根据继承， 子类也是父类  
 // 因此Man 也可以看作是People的实例

* 1. **equals（）方法， 该方法定义在Object类中， 因此Java中的每个类都具有该方法， 对于Object类的equals（）方法来  
     说， 它是判断调用equals（）方法的引用与传入的引用是否一致， 即这两个引用是否指向同一个对象。 对于Object  
      类的equals（）方法来说， 等价于 ＝＝**

* 1. **对于String类的equals（）方法， 它是判断当前字符串与传入的字符串的内容是否一致或者两者是否为同一String对象。  
     所以** 对于String对象的相等性判断， 请使用 equals（）方法， 而不要使用 ＝＝， 因为 ＝＝ 只能判断两者是否为  
     同一对象。

* 1. String是常量， 其对象一旦创建完毕就无法改变。 当使用+拼接字符时， 会生成新的String对象， 而不是向原有的  
     String对象追加内容。

* 1. String Pool（字符串池）在栈中，不在堆中， new出的对象都在堆中  
      String s ＝ “aaa”； （采用字面值方式赋值）
     1. 查找String Pool中是否存在“aaa”这个对象， 如果不存在， 则在String Pool中创建一个“aaa”对象，  
        然后将String Pool中的这个“aaa”对象的地址返回来， 赋值给引用变量s， 这样s会指向String Pool中的  
        这个“aaa”字符串对象
     2. 如果存在， 则不创建任何对象， 直接将String Pool中的这个“aaa”对象地址返回来，赋给s引用。

* 1. String s ＝ new String（“aaa”）；
     1. 首先在String Pool中查找有没有“aaa”这个字符串对象， 如果有， 则不在String Pool中再去创建“aaa”  
        这个对象了， 直接在堆中（heap）中创建一个“aaa”字符串对象， 然后将堆中的这个“aaa”对象的地址  
        返回来， 赋值给s引用， 导致了s指向了堆中创建的这个“aaa”字符串对象。
     2. 如果没有， 则首先在String Pool中创建一个“aaa”对象， 然后再在堆中创建一个“aaa”对象， 然后将  
        堆中的这个“aaa”对象的地址返回来， 赋值给s引用， 导致了s指向了堆中所创建的这个“aaa”对象。
     3. 小结： 采用new String（）方法，**无论字符串池中是否有该对象** **堆中一定会创建新对象**。也就是说，  
         **在 new String(“aaa”) 语句执行后， 在String Pool和heap中都会存在一个 “aaa”对象**

* 1. 只有当子类重写过equals方法，才能用来比较对象的值， 否则只是继承Object的equals（）方法，用来比较  
     引用是否为同一个对象。比如下面的例子：

public class EqualsTest{

public static void main(String[] args){

Student s1 = new Student("zhangsan") ;

Student s2 = new Student("zhangsan") ;

System.out.println(s1 == s2) ;

System.out.println(s1.equals(s2)) ; // 从Object继承过来的equals方法仅用于比较

// 是否为同一对象。只有当子类重写过该方法

// 才能用于比较值。比如String类的equals()

}

}

class Student{

String name;

public Student(String name){

this.name = name ;

}

} // return false false

// 下面的例子通过override Student的euquals方法， 将同名的学生设为相等

public class EqualsTest{

public static void main(String[] args){

Student s1 = new Student("zhangsan") ;

Student s2 = new Student("zhangsan") ;

System.out.println(s1 == s2) ;

System.out.println(s1.equals(s2)) ; ) // return true now

}

}

class Student{

String name;

public Student(String name){

this.name = name ;

}

**public boolean equals(Object anObject)**{

if (this == anObject){

return true ;

}

if (anObject instanceof Student){

**Student anotherObject = (Student)anObject** ;

if(this.name.equals(anotherObject.name)){

return true;

}

}

return false ;

}

}

**Jave SE 第二十八讲 Object类, 第二十九讲 访问控制符**

* 1. 相等性比较（＝＝）
     1. 对于原生数据类型来说， 比较的是左右两边的值是否相等
     2. 对于引用类型来说， 比较左右两边的引用是否指向同一个对象，或者说左右两笔的引用地址是否相同。

* 1. java.lang.Object类可以看作java中所有类的基类。 java.lang包在使用时无需显式的导入，编译时由编译器自动导入。

* 1. API（Application Programming Interface) : 应用编程接口

* 1. 当打印引用时， 实际上会打印出引用所指向的对象的 toString（）方法的返回值， 因为每个类都会直接或者间接的  
     继承自Object， 而Object类中定义了toString（）， 因此每个类都有toString（）方法。

* 1. 包（package） 用于将完成不同功能的类分门别类， 放在不同的目录（包）下。 包的命名规则：  
     将公司域名或者邮件地址反转作为包名。 比如，www.shensiyuan.com 变为 com.shengsiyuan(包名）  
     对于包名， 每个字母都要小写。 如果定义类时没有使用package， 那么Java就认为我们所定义的类位于默认的包  
     中（default package）。

* 1. 编译带有package声明的Java源文件有两种方式：
     1. 直接编译， 然后根据类中所定义的包名，逐一手工建立目录结构， 最后将生成的class文件直接放到该目录  
        结构中（很少使用， 比较麻烦）
     2. 使用编译参数 -d, 方式为 javac -d **.** 源文件.java, 这样在编译后， 编译器会自动帮助我们建立好包所对应  
        的目录结构。

* 1. 有两个包名， 分别为 aa.bb.cc和 aa.bb.cc.dd， 那么我们称后者为前者的子包。

* 1. 导入（import）， 将使用package分离的各个类导入回来， 让编译器能够找到所需要的类。只有当引用的类不在同  
      一个包中才需要导入。
     1. import的语法： import com.shengsiyuan.PackageTest ;
     2. import com.shengsiyuan.\*, 表示导入 com.shengsiyuan包下的所有类。
     3. import aa.bb.\* 并不会导入aa.bb.cc包下的类， 此时需要这样写：

import aa.bb.\* ;

import aa.bb.cc.\* ;

* 1. 关于package， import， class顺序问题
     1. 首先需要定义包（package） 可选

package com.shengsiyuan // 使用 javac -d . B.java 自动创建子目录

public class B{

…

}

* 1. 接下来使用import进行导入， 可选
  2. 然后才是class或interface的定义。
  3. 如果两个类在同一个包下面， 那么则不需要导入， 直接使用即可。

* 1. 访问修饰符（access modifier）
     1. public（公共的）： 被public修饰的属性和方法可以被所有类访问。
     2. protected（受保护的）： 被protected修饰的属性和方法可以在类内部， 相同包中的类，以及该类的  
         子类所访问； **即使该子类在其它包中也可以访问**。
     3. private（私有的）： 被private所修饰属性和方法只能在该类内部使用
     4. 默认的（不加任何修饰符）。 在类内部以及相同包下的类可以访问， 实际上为**package access**
     5. 四种类型修饰符的区别：

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | Class | Package | Subclass (same pkg) | Subclass (diff pkg) | World |
| public | + | + | + | + | + |
| protected | + | + | + | + |  |
| no modifier | + | + | + |  |  |
| private | + |  |  |  |  |

+ : accessible  
blank : not accessible

**Jave SE 第三十一讲 Java数组**

* 1. 包装类（Wrapper Class）： 针对于原生数据类型的包装。所有的包装类（8个）都位于java.lang包下。Java中  
     的八个包装类分别为： byte， short，int， long， float， double， char， boolean

public class IntegerTest{

public static void main(String[] args){

int a = 10 ;

Integer integer = new Integer(a) ; //引用类型，非原生类

int b = integer.intValue() ;

System.out.println(b) ;

}

}

* 1. 数组（Array）： 相同类型的数据的集合。
  2. 数组定义： **type[] 变量名/数组名 ＝ new type[数组长度] ;** 例子：

int[] a = int[10] ;

* 1. 数组中的元素索引从0开始， 对于数组来说， 最大的索引为 （数组长度 － 1）
  2. 定义数组的第三种方式：
     1. **type[] 变量名 ＝ [new type[]]{逗号分隔的初始值列表}** ;
  3. Java中的每个数组都有一个名为length的属性， 代表数组的长度。**length**属性为 public final int, 数组长度一旦确定，  
     就无法改变了。
  4. 对于数组内容的比较不能使用 equals方法， 因为该方法没有被重写。
  5. int[] a = new int[10] ; 其中a是一个引用， 它指向了生成的数组对象的首地址， 数组中每个元素都是int类型， 其中仅存放数据  
     值本身。
  6. 如果数组的类型为对象， 数组中装的是对象的引用， 而非对象本身。比如，

Person[ ] p = new Person[3] ;

* 1. 二维数组是一种平面的二维结构，　本质上是数组的数组。