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# Q1. Logistic regression on binary outcome

library(Ecdat)

## Loading required package: Ecfun

##   
## Attaching package: 'Ecfun'

## The following object is masked from 'package:base':  
##   
## sign

##   
## Attaching package: 'Ecdat'

## The following object is masked from 'package:datasets':  
##   
## Orange

library(tidyverse)

## ── Attaching core tidyverse packages ──────────────────────── tidyverse 2.0.0 ──  
## ✔ dplyr 1.1.4 ✔ readr 2.1.5  
## ✔ forcats 1.0.0 ✔ stringr 1.5.1  
## ✔ ggplot2 3.5.2 ✔ tibble 3.2.1  
## ✔ lubridate 1.9.4 ✔ tidyr 1.3.1  
## ✔ purrr 1.0.4

## ── Conflicts ────────────────────────────────────────── tidyverse\_conflicts() ──  
## ✖ dplyr::filter() masks stats::filter()  
## ✖ dplyr::lag() masks stats::lag()  
## ℹ Use the conflicted package (<http://conflicted.r-lib.org/>) to force all conflicts to become errors

library(e1071)  
library(lattice)  
library(AER)

## Loading required package: car  
## Loading required package: carData  
##   
## Attaching package: 'carData'  
##   
## The following object is masked from 'package:Ecdat':  
##   
## Mroz  
##   
##   
## Attaching package: 'car'  
##   
## The following object is masked from 'package:dplyr':  
##   
## recode  
##   
## The following object is masked from 'package:purrr':  
##   
## some  
##   
## Loading required package: lmtest  
## Loading required package: zoo  
##   
## Attaching package: 'zoo'  
##   
## The following objects are masked from 'package:base':  
##   
## as.Date, as.Date.numeric  
##   
## Loading required package: sandwich  
## Loading required package: survival

library(neuralnet)

##   
## Attaching package: 'neuralnet'  
##   
## The following object is masked from 'package:dplyr':  
##   
## compute

library(MASS)

##   
## Attaching package: 'MASS'  
##   
## The following object is masked from 'package:dplyr':  
##   
## select  
##   
## The following object is masked from 'package:Ecdat':  
##   
## SP500

data("SwissLabor")  
str(SwissLabor)

## 'data.frame': 872 obs. of 7 variables:  
## $ participation: Factor w/ 2 levels "no","yes": 1 2 1 1 1 2 1 2 1 1 ...  
## $ income : num 10.8 10.5 11 11.1 11.1 ...  
## $ age : num 3 4.5 4.6 3.1 4.4 4.2 5.1 3.2 3.9 4.3 ...  
## $ education : num 8 8 9 11 12 12 8 8 12 11 ...  
## $ youngkids : num 1 0 0 2 0 0 0 0 0 0 ...  
## $ oldkids : num 1 1 0 0 2 1 0 2 0 2 ...  
## $ foreign : Factor w/ 2 levels "no","yes": 1 1 1 1 1 1 1 1 1 1 ...

#Fit logistic regression model  
  
model1 <- glm(participation ~ youngkids + income, data = SwissLabor, family = binomial)  
  
newdata1 <- data.frame(youngkids = seq(min(SwissLabor$youngkids), max(SwissLabor$youngkids), length.out = 100), income = mean(SwissLabor$income))  
  
newdata1$predicted\_prob <- predict(model1, newdata = newdata1, type = "response")  
  
ggplot(SwissLabor, aes(x = youngkids, y = as.numeric(participation) -1)) +  
 geom\_jitter(height = 0.05, width = 0.2, alpha = 0.5) +  
 geom\_line(data = newdata1, aes(x = youngkids, y = predicted\_prob), color = "blue", linewidth = 1.2) +  
 labs(title = "Logistic Regression: Labor Participation ~ Fertility", x = "Fertility", y = "Predicted Probability") +  
 theme\_minimal()
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# Q2. Poisson regression for count data

data("warpbreaks")  
  
model2 <- glm(breaks ~ wool + tension, data = warpbreaks, family = poisson)  
  
#Predict fitted values so use $fit  
warpbreaks$fit <- predict(model2, type = "response")  
warpbreaks$fit

## [1] 40.12354 40.12354 40.12354 40.12354 40.12354 40.12354 40.12354 40.12354  
## [9] 40.12354 29.09722 29.09722 29.09722 29.09722 29.09722 29.09722 29.09722  
## [17] 29.09722 29.09722 23.89035 23.89035 23.89035 23.89035 23.89035 23.89035  
## [25] 23.89035 23.89035 23.89035 32.65424 32.65424 32.65424 32.65424 32.65424  
## [33] 32.65424 32.65424 32.65424 32.65424 23.68056 23.68056 23.68056 23.68056  
## [41] 23.68056 23.68056 23.68056 23.68056 23.68056 19.44298 19.44298 19.44298  
## [49] 19.44298 19.44298 19.44298 19.44298 19.44298 19.44298

ggplot(warpbreaks, aes( x= tension, y = breaks, color = wool )) +  
 geom\_point() +  
 geom\_line(aes(y = fit, group = wool), size = 1.2) +  
 labs(title = "Poisson GLM: Breaks ~ Wool + Tension", x = "Tension", y = "Observed and Fitted Breaks") +  
 theme\_minimal()

## Warning: Using `size` aesthetic for lines was deprecated in ggplot2 3.4.0.  
## ℹ Please use `linewidth` instead.  
## This warning is displayed once every 8 hours.  
## Call `lifecycle::last\_lifecycle\_warnings()` to see where this warning was  
## generated.
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# Q3. Ordinary Linear Regression

data("mtcars")  
  
model3 <- glm(mpg ~ hp + wt, data = mtcars)  
  
#predict over horsepower range at fixed weight  
newdata3 <- data.frame(hp = seq(min(mtcars$hp), max(mtcars$hp), length.out = 100),  
 wt = mean(mtcars$wt))  
newdata3$predicted <- predict(model3, newdata = newdata3)  
  
ggplot(mtcars, aes(x = hp, y = mpg)) +  
 geom\_point() +  
 geom\_line(data = newdata3, aes(x = hp, y = predicted), color = "darkgreen", size = 1.2) +  
 labs(title = "GLM: MPG ~ Horsepower + Weight", x = "Horsepower", y = "Miles per Gallon") +  
 theme\_minimal()

![](data:image/png;base64,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) predict function(model, newdata)

# Q4. Applying SVM on Wages data to model the income status based on the education, experience, marital status and sex

data(Wages)  
str(Wages)

## 'data.frame': 4165 obs. of 12 variables:  
## $ exp : int 3 4 5 6 7 8 9 30 31 32 ...  
## $ wks : int 32 43 40 39 42 35 32 34 27 33 ...  
## $ bluecol: Factor w/ 2 levels "no","yes": 1 1 1 1 1 1 1 2 2 2 ...  
## $ ind : int 0 0 0 0 1 1 1 0 0 1 ...  
## $ south : Factor w/ 2 levels "no","yes": 2 2 2 2 2 2 2 1 1 1 ...  
## $ smsa : Factor w/ 2 levels "no","yes": 1 1 1 1 1 1 1 1 1 1 ...  
## $ married: Factor w/ 2 levels "no","yes": 2 2 2 2 2 2 2 2 2 2 ...  
## $ sex : Factor w/ 2 levels "female","male": 2 2 2 2 2 2 2 2 2 2 ...  
## $ union : Factor w/ 2 levels "no","yes": 1 1 1 1 1 1 1 1 1 2 ...  
## $ ed : int 9 9 9 9 9 9 9 11 11 11 ...  
## $ black : Factor w/ 2 levels "no","yes": 1 1 1 1 1 1 1 1 1 1 ...  
## $ lwage : num 5.56 5.72 6 6 6.06 ...

any(is.na(Wages))

## [1] FALSE

#Create binary target: high wage  
mean\_wage <- mean(Wages$lwage, na.rm = TRUE)  
Wages\_clean <- na.omit(Wages)  
Wages\_clean$high\_wage <- as.factor(Wages\_clean$lwage > mean\_wage)  
  
#Split into training and test sets  
set.seed(123)  
n <- nrow(Wages\_clean)  
train\_index <- sample(1:n, size = 0.7 \* n)  
train\_data <- Wages\_clean[train\_index, ]  
test\_data <- Wages\_clean[ - train\_index, ]  
  
#the training dataset selects only the rows whose numbers are in train\_index which is 70%  
#the test dataset selects all rows excepot those in training set, which is 30%  
  
model2 <- svm(high\_wage ~ exp + ed + married + sex, data = train\_data, kernel = "radial", probability = TRUE)  
#we are trying to predict high\_wage by using the predictor variables of exp, ed, married, gender. It uses 70% of the data  
  
#Train accuracy  
pred2 <- predict(model2, test\_data)  
acc2 <- mean(pred2 == test\_data$high\_wage)  
cat("Training Accuracy(Wages):", round(acc2, 4), "\n")

## Training Accuracy(Wages): 0.7152

#acc2 calculates the accuracy by comparing predictions to actual values  
  
#Dummy input  
dummy2 <- data.frame(exp = 10, ed = 14, married = factor("yes", levels = levels(Wages\_clean$married)), sex = factor("male", levels = levels(Wages\_clean$sex)))  
pred\_dummy2 <- predict(model2, dummy2, probability = TRUE)  
cat("Dummy Prediction (Wages):", as.character(pred\_dummy2), "\n")

## Dummy Prediction (Wages): FALSE

# the factor function ensures the categorical variables have the same factor levels as the original training data. Then pred\_dummy2 uses the trained SVM model

# Q5. Housing Price Categorization using Boston data