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# Introduction

### Many applications are currently coded using Java technologies and adoption of Java as a business enabler will continue as more companies invest in service-oriented architecture (SOA) and web services. As Java continues to find its way into the enterprise, security needs to be addressed with the design of all new applications and updated in all existing applications. Java provides an extensible security architecture with which to secure applications that are written in Java; these APIs include:

### Java Cryptography Architecture (JCA)

### Java Cryptographic Extension (JCE)

### Java Certification Path API (CertPath)

### Java Secure Socket Extension (JSSE)

### Java Authentication and Authorization Service (JAAS)

### Java Generic Secure Services (JGSS) (Steel, Nagappan, & Lai, 2005, chap. 3)

### This paper will discuss the first two APIs, JCA and JCE, in order to illustrate how cryptography can be utilized to secure information in Java. This paper will discuss the architecture and the classes of the two cryptography APIs along with examples to illustrate its uses.

# JCA and JCE Architecture

### The Java cryptographic APIs, JCA and JCE, both follow the same architecture for implementing and interfacing cryptographic services. In order to create an extensible framework for implementing cryptographic services, the architecture for cryptography in Java separates engine classes from service providers. JCA and JCE implement the engine classes which provide a standard interface to the service providers. The service providers are the APIs which actually implement the cryptographic algorithms and types that are acted upon. A simple way to think of this is that JCA will implement a class such as a message digest, we know what a message digest is, but just having a generic message digest doesn’t tell us anything; it needs a cryptographic service. The cryptographic service provider will implement the actual algorithm, such as MD5 or SHA-1 in this example. JCA implements the generic class and the service provider implements the actual algorithm or type of cryptographic service that will be used. See figure below for an overview of the architecture along with a few example service providers listed.
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#### Figure 1: JCA/JCE Architecture (Steel et al., 2005, chap. 3)

### This architecture is used in order to make the cryptographic APIs extensible by allowing different service providers to be “plugged in” to the framework and then utilized using standard interfaces. For example, if a new algorithm for message digests was created, the message digest class in JCA could still be utilized to implement the new algorithm. The code for instantiating a MessageDigest class in JCA looks like this:

#### MessageDigest myDigest = MessageDigest.getInstance(“MD5”);

This instantiation of the MessageDigest class uses the highest level service provider, because one wasn’t specified, based on the **java.security** file which is located in **jre- home\lib\security\java.security.** The default installation of service providers from Java

### should look similar to this:

#### security.provider.1=sun.security.provider.Sun security.provider.2=sun.security.rsa.SunRsaSign security.provider.3=com.sun.net.ssl.internal.ssl.Provider security.provider.4=com.sun.crypto.provider.SunJCE security.provider.5=sun.security.jgss.SunProvider security.provider.6=com.sun.security.sasl.Provider

### The code for instantiating the MessageDigest class in JCA using a specific provider looks like this:

#### MessageDigest myDigest = MessageDigest.getInstance(“MD5”, “SUN”);

### Although the default Java 1.5 installation comes with a number of service providers, there are a number of reasons why a third party service provider would need to

### be installed such as vendor specific implementations or new algorithms (Kumar, 2005). Unfortunately the installation of a new service provider is somewhat convoluted, although it is for good reason. First, the service provider jar file needs to be put into a directory that is in the CLASSPATH environment variable of your operating system.

### Secondly, if the application is an applet or is otherwise running underneath a security manager then appropriate permissions must be granted to the application. Finally, in order for the JCE to ensure that the provider is valid, the code must be signed by a trusted Certificate Authority (CA). Currently, the two CAs that can be used are:

## Sun Microsystems' JCE Code Signing CA

## IBM JCE Code Signing CA

### (“How to implement a provider for the java cryptography extension”)

### These steps are all done in order to ensure the validity of the service provider, because if the service provider is compromised, then all of the services performed by the service provider are potentially compromised as well.

### The cryptography architecture in Java was created in order to separate the actual implementation of the algorithms from the engine classes which interface with the service providers. This allows the architecture to be both flexible for the developer to decide what his/her cryptographic needs are, and also extensible so that vendors and other developers can create their own service providers to extend or implement additional functionality or algorithms. In addition, since the cryptographic services need to be very secure, Java ensures the integrity of the cryptographic algorithms by authenticating the service providers which are digitally signed by a trusted CA. This secures the architecture from attackers trying to override valid service providers with insecure and/or unverified providers. This architecture allows developers to utilize cryptographic services that are flexible, extensible, and secure.

# JCA Classes

### JCA along with JCE are the two main cryptographic APIs included in Java. JCA, Java Cryptographic Architecture, contains two provider classes for working with service providers and a number of engine classes used for interfacing with the cryptographic services. A table of the main classes in JCA is below.

|  |  |  |
| --- | --- | --- |
| **Provider Classes** | Provider | java.security.Provider |
|  | Security | java.security.Security |
| **Engine Classes** | MessageDigest | java.security.MessageDigest |
|  | Signature | java.security.Signature |
|  | KeyPairGenerator | java.security.KeyPairGenerator |
|  | KeyFactory | java.security.KeyFactory |
|  | CertificateFactory | java.security.cert.CertificateFactory |
|  | KeyStore | java.security.KeyStore |

|  |  |  |
| --- | --- | --- |
|  | AlgorithmParameters | java.security.AlgorithmParamaters |
|  | AlgorithmParameterGenerator | java.security.algorithmParameterGenerator |
|  | SecureRandom | java.security.SecureRandom |

#### Table 1: Main JCA Classes (Steel et al., 2005, chap. 3)

### The provider classes allow developers the ability to add, remove, and query the currently installed providers. The *Provider* class is used to query information about the installed service providers such as name and version. The *Security* class is used to add, remove, and modify the service providers. The methods of the *Security* class can only be used by a trusted application based on the Java security policy. This tries to ensure that only appropriate applications are updating, adding, and removing the service providers.

### The engine classes are really the heart of JCA and this is where the interface between JCA and the actual implementation of the service classes occur. These classes are typically used by first instantiating a concrete object, which includes the service provider, and then acting upon that object. An example of this is seen below when creating a message digest. First, the data that we are going to get the message digest of is created. Secondly, the MessageDigest class, “md” in instantiated creating a concrete object using the “SHA” algorithm. Next, “md” is updated with the input data and finally the message digest is created.

#### byte[] dataBytes = “This is test data”.getBytes(); MessageDigest md = MessageDigest.getInstance("SHA"); md.update(dataBytes);

#### byte[] digest = md.digest();

### Below is an overview of the different engine classes and their usage.

**MessageDigest:** used to implement one-way hash functions such as MD5 or SHA

**Signature:** used to implement digital signatures

**KeyPairGenerator:** used to create public/private key pairs for different algorithms **KeyFactory:** used to convert keys into key specifications and then vice-versa **CertificateFactory:** used to generate certificates

### **KeyStore:** used to create a keystore which maintains keys and certificates in memory for later usage

**AlgorithmParameters:** used to maintain the security parameters for specific algorithms

**AlgorithmParameterGenerator:** used to create a set of parameters to be used for specific algorithms

### **SecureRandom:** used to create random or pseudo-random numbers (Steel et al., 2005, chap. 3)

### JCA is the API that is used to perform many operations used in cryptography such as digital signatures, certificate generation, public/private key generation, and message digests. JCA also has a set of classes that is used to manage the service providers that are

### used to implement the cryptographic algorithms and types. Using the default service provider “SUN” coupled with the JCA API, Java provides a solid architecture to perform many cryptographic functions. In the next section, the paper will discuss the JCE API which is used to perform many of the cryptographic functions that JCA does not implement.

# JCE Classes

### Although JCA provides a number of cryptographic functions in Java, JCE provides many of the functions that JCA does not provide such as the actual encryption/decryption and symmetric key generation. JCE uses the same architecture as JCA with engine classes which are abstract and service providers which implement the algorithms. JCE, unlike JCA, does not include any provider classes itself and instead utilizes the JCA classes “Provider” and “Security” to add, remove, and query the service providers which means that JCE is made up entirely of engine classes. A table of the main classes of JCE is below.

|  |  |  |
| --- | --- | --- |
| **Engine Classes** | Cipher | javax.crypto.Cipher |
|  | CipherInputStream | javax.crypto.CipherInputStream |
|  | CipherOutputStream | javax.crypto.CipherOutputStream |
|  | Mac | javax.crypto.Mac |
|  | KeyGenerator | javax.crypto.KeyGenerator |
|  | SecretKeyFactory | javax.crypto.SecretKeyFactory |
|  | SealedObject | javax.crypto.SealedObject |
|  | KeyAgreement | javax.crypto.KeyAgreement |
|  | interfaces | javax.crypto.interfaces |
|  | spec | javax.crypto.spec |

#### Table 2: Main JCE Classes (Steel et al., 2005, chap. 3)

### Since JCE uses the same architecture as JCA, the code is quite similar. For example, in order to generate a DES key, first a concrete **KeyGenerator** object is created using the **getInstance()** method with “DES” as a parameter. Then a secret key is generated using the KeyGenerator’s **generateKey()** method. The code to create a secret DES key is show below.

#### KeyGenerator keyGen = KeyGenerator.getInstance(“DES”); SecretKey key = keygens.generateKey();

### Notice that this code is quite similar to creating a message digest because the overall architecture is the same.

### Below is an overview of the engine classes in JCE and their subsequent uses.

### **Cipher:** provides encryption and decryption functionality

**CipherInputStream & CipherOutputStream:** used as a convenient way to encrypt or decrypt information using streams

### **Mac:** used to check the integrity of messages based on a secret key

**KeyGenerator:** used to generate symmetric keys

### **SecretKeyFactory:** similar to the KeyFactory of JCA which converts keys into key specifications and vice-versa

### **SealedObject:** used to create a serialized object which is protected using cryptography

**KeyAgreement:** provides functionality to use a key agreement protocol

**Interfaces:** provides interfaces for Diffie-Hellman keys

### **Spec:** similar to algorithmParamaters of JCA which provides key and parameter specifications for different algorithms

### (Steel et al., 2005, chap. 3)

### JCE, in conjunction with the default cryptographic service providers, provide a solution to take care of most cryptographic needs that aren’t performed by JCA. If additional functionality is needed beyond the default providers, new providers can be “plugged in” to the JCE architecture to provide the functionality. The Java implementation of cryptographic functions is both robust and flexible. In addition, the java cryptographic functions are more than satisfactory for most implementations.

### Overall, JCE provides the most typical functionality that is needed for cryptographic processing.

# Conclusion

### Java continues to be used more and more for enterprise applications, especially since there has been a push toward more web services and SOA. As more enterprises adopt Java as a core technology, it becomes critical for it to securely handle storage and transmission. Java has created a number of APIs that meet the need for cryptographic functionality. The core of Java cryptography is JCA and JCE which work together in conjunction with cryptographic service providers to provide cryptographic functionality. The architecture of JCA/JCE was setup to be flexible by allowing different service providers to be “plugged in” to the JCA/JCE architecture. In the end, most cryptographic needs will be taken care of by JCA/JCE and the default cryptographic providers and there are commercial and open source service providers available in case additional functionality is needed.
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# Appendix A: Using the Cryptographic Application

### There are three main functions that this application provides: creating and comparing message digests, creating and maintaining key stores, and finally encrypting and decrypting files. These three main operations are detailed below.

**Message Digests**

### First, in order to perform any operations, we need to open up a file to work with.

### Click ***File: Open*** from the menu bar, and find a file to work with.
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#### Figure 2: Open File

### Then, click on ***Digest: Get Digest: MD5 & SHA1*** in order to get the message digests. The message digests can then be saved by clicking ***Digest: Save Digest*** and then clicking the digest that you want to save. A popup will then ask you where to save it. The filename will default to the input filename with either SHA or MD5 as the extension.
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#### Figure 3: Get Digests
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#### Figure 4: Save Digest

### Then, if you want to compare the current file’s digest to a digest that was previously saved to ensure that they are equal, you can click on ***Digest: Compute Digest*** and then

### choose the correct digest, which will pop up a file chooser. Then, pick the file that contains the message digest that you want to compare to. A message box will alert you as to whether the message digests matched or did not match.

**Key Stores**

### To create a key store, click on ***KeyStore: Create Keystore****.* Choose a location and filename from the file chooser that pops up, and the input a password in order to protect the key store.
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#### Figure 5: Create Key Store

### This creates an empty key store, now you have to add keys to the key store. This is done by clicking ***KeyStore: Add Key to Keystore***. Then, choose the key store that you want to add the key to, on the input box type in the password and click ***OK***, finally type in the alias of the key in order to distinguish it from different keys. Removing keys is almost identical, except instead of the key being added, the key will be removed from the key store. The View Aliases option allows you to query the key store in order to display all of the aliases, the keys, which are in the key store. The list shows up in the text box on the key store tab.
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#### Figure 6: Key Store tab showing aliases

**Encrypting/Decrypting**

### Encryption/Decryption is done by choosing a key from a key store and choosing where to save the file, where the key store is, the password, and the alias. This will create the encrypted file. Decrypting the file is very similar by selecting the encrypted file, selecting the output of the decrypted file, selecting the key store, typing the password, and then typing the alias of the key to decrypt the file.

![](data:image/png;base64,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)

# Appendix B: JCA/JCE Cryptography Example

### In order to provide some examples of how JCA/JCE can be used to provide cryptographic functionality, I wrote a small application that allows the user to create and compare message digests, create a keystore, and encrypt/decrypt a file using DES. The java code, an embedded jar executable, and an embedded zip file which is the project folder that can be opened with Netbeans are below. The code below is original, but derived from examples seen from the following references: (Steel et al., 2005, chap. 3), (“Java security for the enterprise”), and (Kumar, May 2004).

#### Executable JAR

#### Zipped Project Folder

## Source Code for Application

## \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

## Source Code for CryptMain

## \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

/\*

* + mainFrame.java

\*

* + Created on January 21, 2006, 4:41 PM
  + Cryptography tool 1.0

\*/

package crypt; import java.io.File; import java.io.\*;

import java.security.MessageDigest; import java.util.Enumeration; import javax.crypto.KeyGenerator; import javax.crypto.SecretKey; import javax.swing.JFileChooser; import javax.swing.JOptionPane;

/\*\*

\*

\* @author Nick Pullman

\*/

public class CryptMain extends javax.swing.JFrame { String pathname = new String();

//pathname of file that we will be working on

String MD5Digest = new String(); //Digest

of file using MD5 hash

String SHA1Digest = new String(); //Digest

of file using SHA1

String keyFilePath = new String();

//Absolute pathname to keystore String password = new String();

//Password to be used for keystore

/\*\* Creates new form mainFrame \*/ public CryptMain() {

initComponents();

}

/\*\* This method is called from within the constructor to

* initialize the form.
* WARNING: Do NOT modify this code. The content of this method is
* always regenerated by the Form Editor.

\*/

// <editor-fold defaultstate="collapsed" desc=" Generated Code "> private void initComponents() {

txtInFilePathName = new javax.swing.JTextField(); jLabel3 = new javax.swing.JLabel();

jTabbedPane1 = new javax.swing.JTabbedPane(); jPanel1 = new javax.swing.JPanel();

jPanel4 = new javax.swing.JPanel(); chkHexMD5 = new javax.swing.JCheckBox(); txtMD5 = new javax.swing.JTextField(); jLabel2 = new javax.swing.JLabel(); chkHexSHA1 = new javax.swing.JCheckBox(); txtSHA1 = new javax.swing.JTextField(); jLabel1 = new javax.swing.JLabel(); jLabel7 = new javax.swing.JLabel(); jPanel2 = new javax.swing.JPanel(); jPanel3 = new javax.swing.JPanel(); jLabel5 = new javax.swing.JLabel(); jLabel6 = new javax.swing.JLabel();

txtKeyStorePath = new javax.swing.JTextField(); txtAliases = new javax.swing.JTextArea(); jLabel4 = new javax.swing.JLabel();

jMenuBar1 = new javax.swing.JMenuBar(); jMenu1 = new javax.swing.JMenu();

menuItemOpenFile = new javax.swing.JMenuItem(); menuItemExit = new javax.swing.JMenuItem(); jMenu2 = new javax.swing.JMenu();

jMenu3 = new javax.swing.JMenu(); menuItemGetSHA1 = new javax.swing.JMenuItem(); menuItemGetMD5 = new javax.swing.JMenuItem(); menuItemGetBoth = new javax.swing.JMenuItem(); jMenu4 = new javax.swing.JMenu(); menuItemSaveSHA1 = new javax.swing.JMenuItem(); menuItemSaveMD5 = new javax.swing.JMenuItem(); jMenu5 = new javax.swing.JMenu(); menuItemCompSHA1 = new javax.swing.JMenuItem(); menuItemCompMD5 = new javax.swing.JMenuItem(); jMenu6 = new javax.swing.JMenu();

menuItemCreateKeyStore = new javax.swing.JMenuItem(); menuItemAddKey = new javax.swing.JMenuItem(); menuItemDeleteKey = new javax.swing.JMenuItem(); menuItemViewAliases = new javax.swing.JMenuItem(); jMenu7 = new javax.swing.JMenu();

menuItemEncryptFile = new javax.swing.JMenuItem(); menuItemDecryptFile = new javax.swing.JMenuItem();

getContentPane().setLayout(null);

setDefaultCloseOperation(javax.swing.WindowConstants.EXIT\_ON\_CLOSE); setTitle("Cryptographic Tool");

setName("frame");

txtInFilePathName.setDisabledTextColor(new java.awt.Color(0, 0, 0)); txtInFilePathName.setEnabled(false); getContentPane().add(txtInFilePathName); txtInFilePathName.setBounds(10, 40, 720, 20);

jLabel3.setFont(new java.awt.Font("Tahoma", 1, 14)); jLabel3.setText("Filename:"); getContentPane().add(jLabel3);

jLabel3.setBounds(10, 20, 100, 14); jPanel1.setLayout(null); jPanel4.setLayout(null);

jPanel4.setBorder(new javax.swing.border.EtchedBorder()); chkHexMD5.setText("Hex");

chkHexMD5.setIconTextGap(8);

chkHexMD5.addActionListener(new java.awt.event.ActionListener() { public void actionPerformed(java.awt.event.ActionEvent evt) {

chkHexMD5ActionPerformed(evt);

}

});

jPanel4.add(chkHexMD5); chkHexMD5.setBounds(230, 180, 60, 23);

txtMD5.setDisabledTextColor(new java.awt.Color(0, 0, 0)); txtMD5.setEnabled(false);

jPanel4.add(txtMD5); txtMD5.setBounds(220, 150, 360, 19);

jLabel2.setText("MD5"); jPanel4.add(jLabel2); jLabel2.setBounds(180, 150, 30, 20);

chkHexSHA1.setText("Hex"); chkHexSHA1.setIconTextGap(8);

chkHexSHA1.addActionListener(new java.awt.event.ActionListener() { public void actionPerformed(java.awt.event.ActionEvent evt) {

}

});

chkHexSHA1ActionPerformed(evt);

jPanel4.add(chkHexSHA1); chkHexSHA1.setBounds(230, 90, 60, 23);

txtSHA1.setAutoscrolls(false); txtSHA1.setDisabledTextColor(new java.awt.Color(0, 0, 0)); txtSHA1.setEnabled(false);

jPanel4.add(txtSHA1); txtSHA1.setBounds(220, 60, 360, 19);

jLabel1.setText("SHA1"); jPanel4.add(jLabel1); jLabel1.setBounds(180, 60, 40, 20);

jPanel1.add(jPanel4); jPanel4.setBounds(10, 50, 680, 270);

jLabel7.setFont(new java.awt.Font("Tahoma", 1, 14)); jLabel7.setText("Message Digest"); jPanel1.add(jLabel7);

jLabel7.setBounds(30, 20, 120, 20); jTabbedPane1.addTab("Message Digest", jPanel1); jPanel2.setLayout(null); jPanel3.setLayout(null);

jPanel3.setBorder(new javax.swing.border.EtchedBorder()); jLabel5.setFont(new java.awt.Font("Tahoma", 0, 14)); jLabel5.setText("Filename:");

jPanel3.add(jLabel5); jLabel5.setBounds(30, 40, 110, 20);

jLabel6.setFont(new java.awt.Font("Tahoma", 0, 14)); jLabel6.setHorizontalAlignment(javax.swing.SwingConstants.CENTER); jLabel6.setText("Aliases:");

jPanel3.add(jLabel6); jLabel6.setBounds(490, 10, 150, 20);

txtKeyStorePath.setDisabledTextColor(new java.awt.Color(0, 0, 0)); txtKeyStorePath.setEnabled(false);

jPanel3.add(txtKeyStorePath); txtKeyStorePath.setBounds(20, 70, 360, 19);

txtAliases.setBorder(new javax.swing.border.EtchedBorder()); txtAliases.setDisabledTextColor(new java.awt.Color(0, 0, 0)); txtAliases.setEnabled(false);

jPanel3.add(txtAliases); txtAliases.setBounds(490, 30, 150, 230);

jPanel2.add(jPanel3); jPanel3.setBounds(10, 40, 680, 280);

jLabel4.setFont(new java.awt.Font("Tahoma", 1, 14)); jLabel4.setText("Key Store");

jPanel2.add(jLabel4); jLabel4.setBounds(20, 10, 110, 20);

jTabbedPane1.addTab("Key Store", jPanel2);

getContentPane().add(jTabbedPane1); jTabbedPane1.setBounds(10, 80, 720, 370);

jMenu1.setMnemonic('f'); jMenu1.setText("File"); menuItemOpenFile.setMnemonic('o'); menuItemOpenFile.setText("Open File...");

menuItemOpenFile.addActionListener(new java.awt.event.ActionListener() { public void actionPerformed(java.awt.event.ActionEvent evt) {

menuItemOpenFileActionPerformed(evt);

}

});

jMenu1.add(menuItemOpenFile);

menuItemExit.setMnemonic('x'); menuItemExit.setText("Exit");

menuItemExit.addActionListener(new java.awt.event.ActionListener() { public void actionPerformed(java.awt.event.ActionEvent evt) {

menuItemExitActionPerformed(evt);

}

});

jMenu1.add(menuItemExit);

jMenuBar1.add(jMenu1);

jMenu2.setMnemonic('d'); jMenu2.setText("Digest"); jMenu3.setText("Get Digest"); menuItemGetSHA1.setText("SHA1");

menuItemGetSHA1.addActionListener(new java.awt.event.ActionListener() { public void actionPerformed(java.awt.event.ActionEvent evt) {

menuItemGetSHA1ActionPerformed(evt);

}

});

jMenu3.add(menuItemGetSHA1);

menuItemGetMD5.setText("MD5");

menuItemGetMD5.addActionListener(new java.awt.event.ActionListener() { public void actionPerformed(java.awt.event.ActionEvent evt) {

menuItemGetMD5ActionPerformed(evt);

}

});

jMenu3.add(menuItemGetMD5);

menuItemGetBoth.setText("MD5 & SHA1"); menuItemGetBoth.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) { menuItemGetBothActionPerformed(evt);

}

});

jMenu3.add(menuItemGetBoth); jMenu2.add(jMenu3);

jMenu4.setText("Save Digest"); menuItemSaveSHA1.setText("Save SHA1...");

menuItemSaveSHA1.addActionListener(new java.awt.event.ActionListener() { public void actionPerformed(java.awt.event.ActionEvent evt) {

menuItemSaveSHA1ActionPerformed(evt);

}

});

jMenu4.add(menuItemSaveSHA1);

menuItemSaveMD5.setText("Save MD5..."); menuItemSaveMD5.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) { menuItemSaveMD5ActionPerformed(evt);

}

});

jMenu4.add(menuItemSaveMD5);

jMenu2.add(jMenu4);

jMenu5.setText("Compare Digest"); menuItemCompSHA1.setText("SHA1 to File...");

menuItemCompSHA1.addActionListener(new java.awt.event.ActionListener() { public void actionPerformed(java.awt.event.ActionEvent evt) {

menuItemCompSHA1ActionPerformed(evt);

}

});

jMenu5.add(menuItemCompSHA1);

menuItemCompMD5.setText("MD5 to File..."); menuItemCompMD5.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) { menuItemCompMD5ActionPerformed(evt);

}

});

jMenu5.add(menuItemCompMD5); jMenu2.add(jMenu5); jMenuBar1.add(jMenu2);

jMenu6.setMnemonic('k'); jMenu6.setText("KeyStore"); menuItemCreateKeyStore.setMnemonic('c');

menuItemCreateKeyStore.setText("Create Keystore..."); menuItemCreateKeyStore.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) { menuItemCreateKeyStoreActionPerformed(evt);

}

});

jMenu6.add(menuItemCreateKeyStore);

menuItemAddKey.setMnemonic('a'); menuItemAddKey.setText("Add Key to Keystore...");

menuItemAddKey.addActionListener(new java.awt.event.ActionListener() { public void actionPerformed(java.awt.event.ActionEvent evt) {

menuItemAddKeyActionPerformed(evt);

}

});

jMenu6.add(menuItemAddKey);

menuItemDeleteKey.setMnemonic('d'); menuItemDeleteKey.setText("Delete Key from Keystore...");

menuItemDeleteKey.addActionListener(new java.awt.event.ActionListener() { public void actionPerformed(java.awt.event.ActionEvent evt) {

menuItemDeleteKeyActionPerformed(evt);

}

});

jMenu6.add(menuItemDeleteKey);

menuItemViewAliases.setMnemonic('v'); menuItemViewAliases.setText("View Aliases...");

menuItemViewAliases.addActionListener(new java.awt.event.ActionListener() { public void actionPerformed(java.awt.event.ActionEvent evt) {

menuItemViewAliasesActionPerformed(evt);

}

});

jMenu6.add(menuItemViewAliases);

jMenuBar1.add(jMenu6);

jMenu7.setMnemonic('c'); jMenu7.setText("Cipher");

menuItemEncryptFile.setMnemonic('e'); menuItemEncryptFile.setText("Encrypt File...");

menuItemEncryptFile.addActionListener(new java.awt.event.ActionListener() { public void actionPerformed(java.awt.event.ActionEvent evt) {

menuItemEncryptFileActionPerformed(evt);

}

});

jMenu7.add(menuItemEncryptFile);

menuItemDecryptFile.setMnemonic('d'); menuItemDecryptFile.setText("Decrypt File...");

menuItemDecryptFile.addActionListener(new java.awt.event.ActionListener() { public void actionPerformed(java.awt.event.ActionEvent evt) {

menuItemDecryptFileActionPerformed(evt);

}

});

jMenu7.add(menuItemDecryptFile); jMenuBar1.add(jMenu7); setJMenuBar(jMenuBar1);

java.awt.Dimension screenSize = java.awt.Toolkit.getDefaultToolkit().getScreenSize();

setBounds((screenSize.width-761)/2, (screenSize.height-516)/2, 761, 516);

}

// </editor-fold>

/\*\*Delete a key from a keystore \*/

private void menuItemDeleteKeyActionPerformed(java.awt.event.ActionEvent evt) {

String keyStorePath = new String(); //key store path with local scope (i.e. this method)

KeyGenerator kg = null; SecretKey sKey = null;

JFileChooser chooser = new JFileChooser();

File defaultFile = new File("default.keystore"); chooser.setSelectedFile(defaultFile);

int returnVal = chooser.showOpenDialog(null);

if (returnVal == chooser.CANCEL\_OPTION){ //exit method if user selects "Cancel"

return;

}

keyStorePath = chooser.getSelectedFile().getAbsolutePath(); //set pathname for file to work with

txtKeyStorePath.setText(keyFilePath); //set key store text box to key path

password = JOptionPane.showInputDialog("Please input the keystore password");

String alias = JOptionPane.showInputDialog("Please input an alias for the key that you want to delete");

CryptKeyStore keyStore = new CryptKeyStore();

int result = keyStore.deleteKey(keyStorePath, password, alias); if (result == 1){

JOptionPane.showMessageDialog(null,"Key Successfully Deleted","Keystore",JOptionPane.INFORMATION\_MESSAGE);

//Now update the aliases text box to show the new set of aliases. Enumeration aliases = keyStore.getAliases(keyStorePath, password); StringBuffer strAliases = new StringBuffer();

for (int i = 0; aliases.hasMoreElements(); i++){ strAliases.append(aliases.nextElement() + "\n");

//Load StringBuffer with all aliases of the given KeyStore

}

String kStoreAliases = strAliases.toString(); txtAliases.setText(kStoreAliases);

}else{

JOptionPane.showMessageDialog(null,"Key Deletion Failed","Keystore",JOptionPane.WARNING\_MESSAGE);

}

}

/\*\* Get the aliases of the keystore \*/

private void menuItemViewAliasesActionPerformed(java.awt.event.ActionEvent evt) { JFileChooser chooser = new JFileChooser();

File defaultFile = new File("default.keystore"); chooser.setSelectedFile(defaultFile);

int returnVal = chooser.showOpenDialog(null);

if (returnVal == chooser.CANCEL\_OPTION){ //exit method if user selects "Cancel" return;

}

keyFilePath = chooser.getSelectedFile().getAbsolutePath(); //set pathname for file to work with

txtKeyStorePath.setText(keyFilePath); //set key store text box to key path

password = JOptionPane.showInputDialog("Please input a password"); CryptKeyStore keyStore = new CryptKeyStore();

Enumeration aliases = keyStore.getAliases(keyFilePath, password);

StringBuffer strAliases = new StringBuffer(); for (int i = 0; aliases.hasMoreElements(); i++){

strAliases.append(aliases.nextElement() + "\n");

//Load StringBuffer with all aliases of the given KeyStore

}

String kStoreAliases = strAliases.toString(); txtAliases.setText(kStoreAliases);

}

/\*\* This method gets a secret key from a keystore and encrypts a file\*/

private void menuItemEncryptFileActionPerformed(java.awt.event.ActionEvent evt) {

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//\*\* Get pathname to save the encrypted file

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* JFileChooser chooser = new JFileChooser(); File DESDir = new File(pathname);

File DESOutputFileTemp = new File(pathname, DESDir.getName() + ".ENCRYPTED"); chooser.setCurrentDirectory(DESDir); chooser.setSelectedFile(DESOutputFileTemp);

int returnVal = chooser.showSaveDialog(null);

File DESOutputFile = new File(chooser.getSelectedFile().getAbsolutePath()); String outFile = chooser.getSelectedFile().getAbsolutePath();

//Check to see if file exists and if it does ask user if he/she indeed wants to overwrite file

if (DESOutputFile.isFile()){

if(JOptionPane.showConfirmDialog(null, "File Exists. Overwrite File?", "Confim", JOptionPane.YES\_NO\_OPTION) != JOptionPane.YES\_OPTION){

this.menuItemSaveSHA1ActionPerformed(evt); return;

}

}

if (returnVal == chooser.CANCEL\_OPTION){ return;

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//\* Get pathname, alias, and password of the KeyStore File

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* JFileChooser keyStoreChooser = new JFileChooser(); File defaultFile = new File("default.keystore"); keyStoreChooser.setSelectedFile(defaultFile);

int returnVal2 = keyStoreChooser.showOpenDialog(null);

if (returnVal2 == keyStoreChooser.CANCEL\_OPTION){ //exit method if user selects "Cancel"

return;

}

String keyStorePath = keyStoreChooser.getSelectedFile().getAbsolutePath();

//set pathname for file to work with

txtKeyStorePath.setText(keyFilePath); //set key store text box to key path

password = JOptionPane.showInputDialog("Please input the keystore password"); String alias = JOptionPane.showInputDialog("Please input an alias for this key");

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//\* Get secret key from keystore using keyStorePath

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* CryptKeyStore keyStore = new CryptKeyStore();

SecretKey sKey = keyStore.getKey(keyStorePath, password, alias);

CryptCipher cipher = new CryptCipher();

int result = cipher.encrypt(pathname, outFile, sKey);

if (result == 1){ JOptionPane.showMessageDialog(null,"File Successfully

Encrypted","Cipher",JOptionPane.INFORMATION\_MESSAGE);

}else{

JOptionPane.showMessageDialog(null,"File Encryption was not Successful","Cipher",JOptionPane.WARNING\_MESSAGE);

}

}

/\*\* This method gets a secret key from a keystore and decrypts a file\*/

private void menuItemDecryptFileActionPerformed(java.awt.event.ActionEvent evt) {

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//\*\* Get pathname of the encrypted input file

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

JFileChooser encryptedChooser = new JFileChooser();

int returnVal0 = encryptedChooser.showOpenDialog(null);

if (returnVal0 == encryptedChooser.CANCEL\_OPTION){ //exit method if user selects "Cancel"

return;

}

String encryptedPath = encryptedChooser.getSelectedFile().getAbsolutePath();

//set pathname for file to work with

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//\*\* Get pathname to save the decrypted file

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* JFileChooser chooser = new JFileChooser();

File DESDir = new File(encryptedChooser.getCurrentDirectory().getAbsolutePath()); File DESOutputFileTemp = new

File(encryptedChooser.getCurrentDirectory().getAbsolutePath(), encryptedPath.substring(0, encryptedPath.lastIndexOf(".")) + ".DECRYPTED");

chooser.setCurrentDirectory(DESDir); chooser.setSelectedFile(DESOutputFileTemp);

int returnVal = chooser.showSaveDialog(null);

File DESOutputFile = new File(chooser.getSelectedFile().getAbsolutePath()); String outFile = chooser.getSelectedFile().getAbsolutePath();

//Check to see if file exists and if it does ask user if he/she indeed wants to overwrite file

if (DESOutputFile.isFile()){

if(JOptionPane.showConfirmDialog(null, "File Exists. Overwrite File?", "Confim", JOptionPane.YES\_NO\_OPTION) != JOptionPane.YES\_OPTION){

this.menuItemSaveSHA1ActionPerformed(evt); return;

}

}

if (returnVal == chooser.CANCEL\_OPTION){

return;

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//\* Get pathname, alias, and password of the KeyStore File

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* JFileChooser keyStoreChooser = new JFileChooser(); File defaultFile = new File("default.keystore"); keyStoreChooser.setSelectedFile(defaultFile);

int returnVal2 = keyStoreChooser.showOpenDialog(null);

if (returnVal2 == keyStoreChooser.CANCEL\_OPTION){ //exit method if user selects "Cancel"

return;

}

String keyStorePath = keyStoreChooser.getSelectedFile().getAbsolutePath();

//set pathname for file to work with

txtKeyStorePath.setText(keyFilePath); //set key store text box to key path

password = JOptionPane.showInputDialog("Please input the keystore password"); String alias = JOptionPane.showInputDialog("Please input an alias for this key");

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//\* Get secret key from keystore using keyStorePath

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* CryptKeyStore keyStore = new CryptKeyStore();

SecretKey sKey = keyStore.getKey(keyStorePath, password, alias);

CryptCipher cipher = new CryptCipher();

int result = cipher.decrypt(encryptedPath, outFile, sKey);

if (result == 1){ JOptionPane.showMessageDialog(null,"File Successfully

Decrypted","Cipher",JOptionPane.INFORMATION\_MESSAGE);

}else{

JOptionPane.showMessageDialog(null,"File Decryption was not Successful","Cipher",JOptionPane.WARNING\_MESSAGE);

}

}

/\*\* This method adds an item to a keystore\*/

private void menuItemAddKeyActionPerformed(java.awt.event.ActionEvent evt) {

String keyStorePath = new String(); //key store path with local scope (i.e. this method)

KeyGenerator kg = null; SecretKey sKey = null;

JFileChooser chooser = new JFileChooser();

File defaultFile = new File("default.keystore"); chooser.setSelectedFile(defaultFile);

int returnVal = chooser.showOpenDialog(null);

if (returnVal == chooser.CANCEL\_OPTION){ //exit method if user selects "Cancel"

return;

}

keyStorePath = chooser.getSelectedFile().getAbsolutePath(); //set pathname for file to work with

txtKeyStorePath.setText(keyFilePath); //set key store text box to key path

password = JOptionPane.showInputDialog("Please input the keystore password"); String alias = JOptionPane.showInputDialog("Please input an alias for this key"); CryptKeyStore keyStore = new CryptKeyStore();

try {

kg = KeyGenerator.getInstance("DES"); sKey = kg.generateKey();

}catch (Exception e){ System.out.println(e);

}

int result = keyStore.addKey(keyStorePath, password, sKey, alias);

if (result == 1){ JOptionPane.showMessageDialog(null,"Key Successfully

Added","Keystore",JOptionPane.INFORMATION\_MESSAGE);

Enumeration aliases = keyStore.getAliases(keyStorePath, password); StringBuffer strAliases = new StringBuffer();

for (int i = 0; aliases.hasMoreElements(); i++){ strAliases.append(aliases.nextElement() + "\n");

//Load StringBuffer with all aliases of the given KeyStore

}

String kStoreAliases = strAliases.toString(); txtAliases.setText(kStoreAliases);

}else{

JOptionPane.showMessageDialog(null,"Key Addition Failed","Keystore",JOptionPane.WARNING\_MESSAGE);

}

}

/\*\* This method creates a keystore \*/

private void menuItemCreateKeyStoreActionPerformed(java.awt.event.ActionEvent evt) { JFileChooser chooser = new JFileChooser();

File defaultFile = new File("default.keystore"); chooser.setSelectedFile(defaultFile);

int returnVal = chooser.showOpenDialog(null);

if (returnVal == chooser.CANCEL\_OPTION){ //exit method if user selects "Cancel" return;

}

keyFilePath = chooser.getSelectedFile().getAbsolutePath(); //set pathname for file to work with

txtKeyStorePath.setText(keyFilePath); //set key store text box to key path

password = JOptionPane.showInputDialog("Please input a password"); CryptKeyStore keyStore = new CryptKeyStore();

int result = keyStore.createKeystore(keyFilePath, password);

if (result == 1){

JOptionPane.showMessageDialog(null,"Key Store Successfully Created","Keystore",JOptionPane.INFORMATION\_MESSAGE);

}else{

JOptionPane.showMessageDialog(null,"Key Store Creation Failed","Keystore",JOptionPane.WARNING\_MESSAGE);

}

}

/\*\* This method fires both events to get the MD5 digest and the SHA1 digest \*/ private void menuItemGetBothActionPerformed(java.awt.event.ActionEvent evt) {

this.menuItemGetMD5ActionPerformed(evt); //Get MD5 Digest this.menuItemGetSHA1ActionPerformed(evt); //Get SHA1 Digest

}

/\*\*This method compares the current MD5 digest with a SHA1 digest

\* that is located in a file \*/

private void menuItemCompMD5ActionPerformed(java.awt.event.ActionEvent evt) { JFileChooser chooser = new JFileChooser();

File MD5Dir = new File(pathname);

File MD5OutputFileTemp = new File(pathname, MD5Dir.getName() + ".MD5"); chooser.setCurrentDirectory(MD5Dir); chooser.setSelectedFile(MD5OutputFileTemp);

int returnVal = chooser.showOpenDialog(null);

if (returnVal == chooser.CANCEL\_OPTION){ return;

}

StringBuffer contents = new StringBuffer(); BufferedReader input = null;

try {

input = new BufferedReader( new FileReader(chooser.getSelectedFile().getAbsolutePath()));

String line = null; //not declared within while loop

while (( line = input.readLine()) != null){ contents.append(line);

}

}catch (FileNotFoundException ex) { ex.printStackTrace();

}catch (IOException ex){ ex.printStackTrace();

}

finally {

try {

if (input!= null) {

//flush and close both "input" and its underlying FileReader input.close();

}

}catch (IOException ex) {

ex.printStackTrace();

}

}

MessageDigest md = null; boolean equalDigest; try{

MessageDigest.getInstance("MD5");

equalDigest = md.isEqual(MD5Digest.getBytes(), contents.toString().getBytes());

if (equalDigest == true){ JOptionPane.showMessageDialog(null,"They are equal","MD5

Compare",JOptionPane.INFORMATION\_MESSAGE);

} else {

JOptionPane.showMessageDialog(null,"They are not equal","SHA1 Compare",JOptionPane.WARNING\_MESSAGE);

}

} catch (Exception e){ System.out.println(e);

}

}

/\*\*This method compares the current SHA1 digest with a SHA1 digest

\* that is located in a file \*/

private void menuItemCompSHA1ActionPerformed(java.awt.event.ActionEvent evt) { JFileChooser chooser = new JFileChooser();

File SHA1Dir = new File(pathname);

File SHA1OutputFileTemp = new File(pathname, SHA1Dir.getName() + ".SHA"); chooser.setCurrentDirectory(SHA1Dir); chooser.setSelectedFile(SHA1OutputFileTemp);

int returnVal = chooser.showOpenDialog(null);

if (returnVal == chooser.CANCEL\_OPTION){ return;

}

StringBuffer contents = new StringBuffer(); BufferedReader input = null;

try {

input = new BufferedReader( new FileReader(chooser.getSelectedFile().getAbsolutePath()));

String line = null; //not declared within while loop

while (( line = input.readLine()) != null){ contents.append(line);

}

}catch (FileNotFoundException ex) { ex.printStackTrace();

}catch (IOException ex){ ex.printStackTrace();

}

finally {

try {

if (input!= null) {

//flush and close both "input" and its underlying FileReader input.close();

}

}catch (IOException ex) {

ex.printStackTrace();

}

}

MessageDigest md = null; boolean equalDigest; try{

MessageDigest.getInstance("SHA1");

equalDigest = md.isEqual(SHA1Digest.getBytes(), contents.toString().getBytes());

if (equalDigest == true){ JOptionPane.showMessageDialog(null,"The digests match","SHA1

Compare",JOptionPane.INFORMATION\_MESSAGE);

} else {

JOptionPane.showMessageDialog(null,"The digests do not match","SHA1 Compare",JOptionPane.WARNING\_MESSAGE);

}

} catch (Exception e){ System.out.println(e);

}

}

/\*\* This method saves the MD5 digest to a file \*/

private void menuItemSaveMD5ActionPerformed(java.awt.event.ActionEvent evt) { JFileChooser chooser = new JFileChooser();

File MD5Dir = new File(pathname);

File MD5OutputFileTemp = new File(pathname, MD5Dir.getName() + ".MD5"); chooser.setCurrentDirectory(MD5Dir); chooser.setSelectedFile(MD5OutputFileTemp);

int returnVal = chooser.showSaveDialog(null);

File MD5OutputFile = new File(chooser.getSelectedFile().getAbsolutePath());

//Check to see if file exists and if it does ask user if he/she indeed wants to overwrite file

if (MD5OutputFile.isFile()){

if(JOptionPane.showConfirmDialog(null, "File Exists. Overwrite File?", "Confim", JOptionPane.YES\_NO\_OPTION) != JOptionPane.YES\_OPTION){

this.menuItemSaveMD5ActionPerformed(evt); return;

}

}

//If user cancels, then just return

if (returnVal == chooser.CANCEL\_OPTION){ return;

}

//Write throws eoutput file try {

BufferedWriter out = new BufferedWriter(new FileWriter(chooser.getSelectedFile().getAbsolutePath()));

out.write(MD5Digest); out.close();

} catch (IOException e) { System.out.println(e);

}

}

/\*\* This method saves the SHA1 digest to a file \*/

private void menuItemSaveSHA1ActionPerformed(java.awt.event.ActionEvent evt) { JFileChooser chooser = new JFileChooser();

File SHA1Dir = new File(pathname);

File SHA1OutputFileTemp = new File(pathname, SHA1Dir.getName() + ".SHA"); chooser.setCurrentDirectory(SHA1Dir); chooser.setSelectedFile(SHA1OutputFileTemp);

int returnVal = chooser.showSaveDialog(null);

File SHA1OutputFile = new File(chooser.getSelectedFile().getAbsolutePath());

//Check to see if file exists and if it does ask user if he/she indeed wants to overwrite file

if (SHA1OutputFile.isFile()){

if(JOptionPane.showConfirmDialog(null, "File Exists. Overwrite File?", "Confim", JOptionPane.YES\_NO\_OPTION) != JOptionPane.YES\_OPTION){

this.menuItemSaveSHA1ActionPerformed(evt); return;

}

}

if (returnVal == chooser.CANCEL\_OPTION){ return;

}

try {

BufferedWriter out = new BufferedWriter(new FileWriter(chooser.getSelectedFile().getAbsolutePath()));

out.write(SHA1Digest); out.close();

} catch (IOException e) { System.out.println(e);

}

}

/\*\* This method closes the application \*/

private void menuItemExitActionPerformed(java.awt.event.ActionEvent evt) { System.exit(0);

}

/\*\* This method changes the MD5 text box to hex or back \*/

private void chkHexMD5ActionPerformed(java.awt.event.ActionEvent evt) { if(chkHexMD5.isSelected()){

txtMD5.setText(CryptUtil.byteArray2Hex(txtMD5.getText()));

}else {

txtMD5.setText(MD5Digest);

}

}

/\*\* This method changes the SHA1 text box to hex or back \*/

private void chkHexSHA1ActionPerformed(java.awt.event.ActionEvent evt) { if(chkHexSHA1.isSelected()){

txtSHA1.setText(CryptUtil.byteArray2Hex(txtSHA1.getText()));

}else {

txtSHA1.setText(SHA1Digest);

}

}

/\*\* This method gets the MD5 of the file loaded \*/

private void menuItemGetMD5ActionPerformed(java.awt.event.ActionEvent evt) { CryptDigest myDigest = new CryptDigest();

MD5Digest = myDigest.computeDigest(pathname, "MD5"); txtMD5.setText(MD5Digest);

}

/\*\* This method gets the SHA1 of the file loaded \*/

private void menuItemGetSHA1ActionPerformed(java.awt.event.ActionEvent evt) { CryptDigest myDigest = new CryptDigest();

SHA1Digest = myDigest.computeDigest(pathname, "SHA1"); txtSHA1.setText(SHA1Digest);

}

/\*\* This method gets an input file from the user with a JFileChooser \*/ private void menuItemOpenFileActionPerformed(java.awt.event.ActionEvent evt) {

JFileChooser chooser = new JFileChooser(); int returnVal = chooser.showOpenDialog(null);

if (returnVal == chooser.CANCEL\_OPTION){ //exit method if user selects "Cancel" return;

}

pathname = chooser.getSelectedFile().getAbsolutePath(); //set pathname for file to work with

//reset digest values and text box values to null when we select a new file txtInFilePathName.setText(pathname);

txtMD5.setText(null); txtSHA1.setText(null); MD5Digest = null; SHA1Digest = null;

}

/\*\* main method \*/

public static void main(String args[]) { java.awt.EventQueue.invokeLater(new Runnable() {

public void run() {

new CryptMain().setVisible(true);

}

});

}

// Variables declaration - do not modify private javax.swing.JCheckBox chkHexMD5; private javax.swing.JCheckBox chkHexSHA1; private javax.swing.JLabel jLabel1; private javax.swing.JLabel jLabel2; private javax.swing.JLabel jLabel3; private javax.swing.JLabel jLabel4; private javax.swing.JLabel jLabel5; private javax.swing.JLabel jLabel6; private javax.swing.JLabel jLabel7; private javax.swing.JMenu jMenu1; private javax.swing.JMenu jMenu2;

private javax.swing.JMenu jMenu3; private javax.swing.JMenu jMenu4; private javax.swing.JMenu jMenu5; private javax.swing.JMenu jMenu6; private javax.swing.JMenu jMenu7; private javax.swing.JMenuBar jMenuBar1; private javax.swing.JPanel jPanel1; private javax.swing.JPanel jPanel2; private javax.swing.JPanel jPanel3; private javax.swing.JPanel jPanel4;

private javax.swing.JTabbedPane jTabbedPane1; private javax.swing.JMenuItem menuItemAddKey; private javax.swing.JMenuItem menuItemCompMD5; private javax.swing.JMenuItem menuItemCompSHA1;

private javax.swing.JMenuItem menuItemCreateKeyStore; private javax.swing.JMenuItem menuItemDecryptFile; private javax.swing.JMenuItem menuItemDeleteKey; private javax.swing.JMenuItem menuItemEncryptFile; private javax.swing.JMenuItem menuItemExit;

private javax.swing.JMenuItem menuItemGetBoth; private javax.swing.JMenuItem menuItemGetMD5; private javax.swing.JMenuItem menuItemGetSHA1; private javax.swing.JMenuItem menuItemOpenFile; private javax.swing.JMenuItem menuItemSaveMD5; private javax.swing.JMenuItem menuItemSaveSHA1; private javax.swing.JMenuItem menuItemViewAliases; private javax.swing.JTextArea txtAliases;

private javax.swing.JTextField txtInFilePathName; private javax.swing.JTextField txtKeyStorePath; private javax.swing.JTextField txtMD5;

private javax.swing.JTextField txtSHA1;

// End of variables declaration

}

## \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

## Source Code for CryptDigest

## \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

/\*

* + objCrypt.java

\*

* + Created on January 21, 2006, 5:18 PM

\*

* + To change this template, choose Tools | Options and locate the template under
  + the Source Creation and Management node. Right-click the template and choose
  + Open. You can then make changes to the template in the Source Editor.

\*/

package crypt;

import java.security.MessageDigest; import java.io.\*;

/\*\*

\*

\* @author Nick

\*/

public class CryptDigest {

/\*\* Creates a new instance of object computDigest \*/ public CryptDigest() {

}

String computeDigest(String inFile, String algorithm){ File datafile = new File(inFile);

String digest = new String();

try {

MessageDigest md = MessageDigest.getInstance(algorithm); FileInputStream fis = new FileInputStream(datafile); byte[] dataBytes = new byte[1024];

int nread = fis.read(dataBytes); while (nread > 0) {

md.update(dataBytes, 0, nread); nread = fis.read(dataBytes);

}

byte[] mdbytes = md.digest(); System.out.println("Digest: " + mdbytes);

//digest = new String(Util.byteArray2Hex(mdbytes)); digest = new String(mdbytes);

}catch (Exception e){ System.out.println(e);

}

return digest;

}

}

## \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

## Source Code for CryptKeyStore

## \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

/\*

* + crypto.java

\*

* + Created on April 20, 2006, 9:03 PM

\*

* + To change this template, choose Tools | Options and locate the template under
  + the Source Creation and Management node. Right-click the template and choose
  + Open. You can then make changes to the template in the Source Editor.

\*/

package crypt;

import java.security.KeyStore;

import java.security.KeyStore.PasswordProtection; import java.util.Enumeration;

import javax.crypto.SecretKey; import javax.swing.JOptionPane;

/\*\*

\*

\* @author Nick

\*/

public class CryptKeyStore {

/\*\* Creates a new instance of kStore \*/ public CryptKeyStore() {

}

/\*\* This method is used to create a new kesytore. \*/

public int createKeystore(String keyFilePath, String password){ KeyStore ks = null;

int result;

/\*Create concrete KeyStore instance and then

\*Load needs to be done before accessing the keystore. In

\*this case we are creating it empty by passing in null.

\*We then store the file and close it\*/ try {

ks = KeyStore.getInstance("JCEKS"); ks.load(null, password.toCharArray());

java.io.FileOutputStream fos = new java.io.FileOutputStream(keyFilePath); ks.store(fos, password.toCharArray());

fos.close(); result = 1;

//success

}catch (Exception e){ System.out.println(e);

result = 0; //failure

}

return result;

}

/\*\* This method is used to add a key to a current keystore \*/

public int addKey(String keyFilePath, String password, SecretKey sKey, String alias){

KeyStore ks = null; //creates the keystore int result;

PasswordProtection pass = new PasswordProtection(password.toCharArray());

//creates the password protection for the keystore

/\*Initialize (load) the keystore\*/ try {

ks = this.initKeystore(keyFilePath, password); KeyStore.SecretKeyEntry skEntry = new KeyStore.SecretKeyEntry(sKey); ks.setEntry(alias, skEntry, pass);

java.io.FileOutputStream fos = new java.io.FileOutputStream(keyFilePath); ks.store(fos, password.toCharArray());

fos.close();

result = 1; //success

}catch (Exception e){

result= 0; //failure

System.out.println(e);

}

return result;

}

/\*\* This method is used to add a key to a current keystore \*/

public int deleteKey(String keyFilePath, String password, String alias){

KeyStore ks = null; //creates the keystore int result;

PasswordProtection pass = new PasswordProtection(password.toCharArray());

//creates the password protection for the keystore

/\*Initialize (load) the keystore\*/

try {

ks = this.initKeystore(keyFilePath, password); ks.deleteEntry(alias);

java.io.FileOutputStream fos = new java.io.FileOutputStream(keyFilePath); ks.store(fos, password.toCharArray());

fos.close();

result = 1; //success

}catch (Exception e){

result= 0; //failure

System.out.println(e);

}

return result;

}

/\*\* This method is used to retrieve a key from a current keystore \*/ public SecretKey getKey(String keyFilePath, String password, String alias){

System.out.println("getKey");

KeyStore ks = null; //creates the keystore

SecretKey sKey = null; //creates the secret key that will be returned PasswordProtection pass = new PasswordProtection(password.toCharArray());

//creates the password protection for the keystore

/\*Initialize (load) the keystore\*/ try {

ks = this.initKeystore(keyFilePath, password); KeyStore.SecretKeyEntry skEntry = (KeyStore.SecretKeyEntry)

ks.getEntry(alias, pass);

sKey = skEntry.getSecretKey();

}catch (Exception e){ System.out.println(e);

}

System.out.println(sKey.getEncoded()); return sKey;

}

/\*\* This method is a private method that is used to initialize (load) the keystore

\*/

private KeyStore initKeystore(String keyFilePath, String password){ System.out.println("initKeystore");

KeyStore ks = null;

/\*Loads the keystore with the given pathname and password\*/ try {

ks = KeyStore.getInstance("JCEKS");

java.io.FileInputStream fis = new java.io.FileInputStream(keyFilePath); ks.load(fis, password.toCharArray());

fis.close();

}catch (Exception e){ System.out.println(e);

}

return ks;

}

public Enumeration getAliases(String keyFilePath, String password){ KeyStore ks = null; //creates the keystore

Enumeration aliases = null;

PasswordProtection pass = new PasswordProtection(password.toCharArray());

//creates the password protection for the keystore

/\*Initialize (load) the keystore\*/ try {

ks = this.initKeystore(keyFilePath, password); aliases = ks.aliases();

}catch (Exception e){ System.out.println(e);

JOptionPane.showMessageDialog(null,"Failed to retrieve Aliases","Key Store",JOptionPane.WARNING\_MESSAGE);

}

return aliases;

}

}

## \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

## Source Code for CryptCipher

## \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

/\*

* + cryptCipher.java

\*

* + Created on April 21, 2006, 9:28 PM

\*

* + To change this template, choose Tools | Options and locate the template under
  + the Source Creation and Management node. Right-click the template and choose
  + Open. You can then make changes to the template in the Source Editor.

\*/

package crypt;

import java.io.FileInputStream; import java.io.FileOutputStream; import javax.crypto.Cipher;

import javax.crypto.CipherInputStream; import javax.crypto.CipherOutputStream; import javax.crypto.SecretKey;

/\*\*

\*

\* @author Nick

\*/

public class CryptCipher {

/\*\* Creates a new instance of cryptCipher \*/ public CryptCipher() {

}

/\*\* This method is used to encrypt a file using DES \*/

public int encrypt(String inFilePath, String outFilePath, SecretKey sKey){ System.out.println("encrypt");

int result; FileInputStream inputFile;

FileOutputStream outputFile; CipherOutputStream cipherOutputStream; Cipher myCipher;

try {

myCipher = Cipher.getInstance("DES/ECB/PKCS5Padding");

//creating the concrete cipher

myCipher.init(Cipher.ENCRYPT\_MODE, sKey);

//initializing the cipher for encryption

inputFile = new FileInputStream(inFilePath);

//creating input file stream

outputFile = new FileOutputStream(outFilePath);

//creating output file stream

cipherOutputStream = new CipherOutputStream(outputFile, myCipher); //create output cipher stream

int i = 0;

while ((i = inputFile.read()) != -1) { cipherOutputStream.write(i);

}

cipherOutputStream.close(); outputFile.close(); inputFile.close();

result = 1; //success

}catch (Exception e){

result = 0; //failure

System.out.println(e);

}

return result;

}

/\*\* This method is used to decrypt a file using DES \*/

public int decrypt(String inFilePath, String outFilePath, SecretKey sKey){ System.out.println("decrypt");

int result; FileInputStream inputFile;

FileOutputStream outputFile; CipherInputStream cipherInputStream; Cipher myCipher;

try {

myCipher = Cipher.getInstance("DES/ECB/PKCS5Padding");

//creating the concrete cipher

myCipher.init(Cipher.DECRYPT\_MODE, sKey);

//initializing the cipher for decryption

inputFile = new FileInputStream(inFilePath);

//creating input file stream

outputFile = new FileOutputStream(outFilePath);

//creating output file stream

cipherInputStream = new CipherInputStream(inputFile, myCipher); //create input cipher stream

int i = 0;

while ((i = cipherInputStream.read()) != -1) { outputFile.write(i);

}

cipherInputStream.close(); outputFile.close(); inputFile.close();

result = 1; //success

}catch (Exception e){

result = 0; //failure

System.out.println(e);

}

return result;

}

}