Homework 3

Bethany V Smith

February 8, 2018

# 2) Work on Problem 9 Part (a)-(d) and (g) on page 263. Note, you don’t need to include PCR and PLS in Part (g). However, if you want to, then read Section 6.7, and work on Part (e) and (f), too. College data is in the ISLR library. You can use the following code to get it.

## (a) Split the data set into a training set and a test set.

data(College)  
set.seed(1)  
trainid <- sample(1:nrow(College), nrow(College)/2)  
train <- College[trainid, ]  
test <- College[-trainid, ]  
str(College)

## 'data.frame': 777 obs. of 18 variables:  
## $ Private : Factor w/ 2 levels "No","Yes": 2 2 2 2 2 2 2 2 2 2 ...  
## $ Apps : num 1660 2186 1428 417 193 ...  
## $ Accept : num 1232 1924 1097 349 146 ...  
## $ Enroll : num 721 512 336 137 55 158 103 489 227 172 ...  
## $ Top10perc : num 23 16 22 60 16 38 17 37 30 21 ...  
## $ Top25perc : num 52 29 50 89 44 62 45 68 63 44 ...  
## $ F.Undergrad: num 2885 2683 1036 510 249 ...  
## $ P.Undergrad: num 537 1227 99 63 869 ...  
## $ Outstate : num 7440 12280 11250 12960 7560 ...  
## $ Room.Board : num 3300 6450 3750 5450 4120 ...  
## $ Books : num 450 750 400 450 800 500 500 450 300 660 ...  
## $ Personal : num 2200 1500 1165 875 1500 ...  
## $ PhD : num 70 29 53 92 76 67 90 89 79 40 ...  
## $ Terminal : num 78 30 66 97 72 73 93 100 84 41 ...  
## $ S.F.Ratio : num 18.1 12.2 12.9 7.7 11.9 9.4 11.5 13.7 11.3 11.5 ...  
## $ perc.alumni: num 12 16 30 37 2 11 26 37 23 15 ...  
## $ Expend : num 7041 10527 8735 19016 10922 ...  
## $ Grad.Rate : num 60 56 54 59 15 55 63 73 80 52 ...

## 

## (b) Fit a linear model using least squares on the training set, and report the test error obtained.

fit.lm <- lm(Apps~., data=train)  
lm.pred <- predict(fit.lm, test)  
  
summary(fit.lm)

##   
## Call:  
## lm(formula = Apps ~ ., data = train)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -5276.1 -473.2 -63.9 351.9 6574.0   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 78.15204 600.84427 0.130 0.896581   
## PrivateYes -757.22843 205.47577 -3.685 0.000263 \*\*\*  
## Accept 1.67981 0.05196 32.329 < 2e-16 \*\*\*  
## Enroll -0.62380 0.27629 -2.258 0.024544 \*   
## Top10perc 67.45654 8.45231 7.981 1.84e-14 \*\*\*  
## Top25perc -22.37500 6.57093 -3.405 0.000734 \*\*\*  
## F.Undergrad -0.06126 0.05468 -1.120 0.263258   
## P.Undergrad 0.04745 0.06248 0.760 0.448024   
## Outstate -0.09227 0.02889 -3.194 0.001524 \*\*   
## Room.Board 0.24513 0.07300 3.358 0.000867 \*\*\*  
## Books 0.09086 0.36826 0.247 0.805254   
## Personal 0.05886 0.09260 0.636 0.525455   
## PhD -8.89027 7.20890 -1.233 0.218271   
## Terminal -1.71947 8.22589 -0.209 0.834539   
## S.F.Ratio -5.75201 21.32871 -0.270 0.787554   
## perc.alumni -1.46681 6.28702 -0.233 0.815652   
## Expend 0.03487 0.01928 1.808 0.071361 .   
## Grad.Rate 7.57567 4.69602 1.613 0.107551   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 1087 on 370 degrees of freedom  
## Multiple R-squared: 0.9397, Adjusted R-squared: 0.9369   
## F-statistic: 339.3 on 17 and 370 DF, p-value: < 2.2e-16

lm.error <- (mean(( test$Apps - lm.pred)^2))  
lm.error

## [1] 1108531

RMSE.lm.error <- sqrt(mean( test$Apps - lm.pred)^2)  
RMSE.lm.error

## [1] 47.83397

**Answer:** *The total test error obtained when fitting the above full, linear regression model is MSE = 1108531. We see from the above output that we have seven significant Independent variables : PrivateYes, Accept, Top10perc, P.Undergrad, Room.Board, Expend, and Grad.RAte.*

par(mfrow=c(2,2))  
plot(fit.lm)

![](data:image/png;base64,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)

*We see from the above plots that there appears to be some outliers that are exuding leverage on the current fitted model, based off of the QQ plot above it appears as if overall the assumption of normality is valid and true, and there are no inherint visible patterns in the residual plots.*

## (c) Fit a ridge regression model on the training set, with lambda chosen by cross-validation. Report the test error obtained.

x.train <- model.matrix(Apps~., data=train)[,-1]  
x.test <- model.matrix(Apps~., data=test)[,-1]

fit.ridge = cv.glmnet(x.train, train$Apps, alpha=0)  
plot(fit.ridge)
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***Answer:*** *The plot above can be used as a visual guide to choosing the best lambda. The lowest point in the curve indicates the optimal lambda: the log value of lambda that best minimised the error in cross-validation. We extract the optimal lambda below and see that the optimal lambda for ridge regression is 450.7435 or a normal scale or on a log scale is equal to 6.110898.*

ridge.lambda <- fit.ridge$lambda.min  
ridge.lambda

## [1] 450.7435

loglam <- log(ridge.lambda)  
loglam

## [1] 6.110898

ridge.predict <- predict(fit.ridge, s=loglam, newx= x.test)  
ridge.error <- mean((( ridge.predict - test$Apps)^2))  
ridge.error

## [1] 1028694

**Answer :** *So we see above that when fitting a ridge model with lambda = 6.1108, it leads us to a much lower test MSE than fitting a model with ols. The test MSE associated with this value of lambda is 1028694. Lastly, we refit our ridge regression model on the full data set, using the value of lambda chosen by cross validation, and examine the coefficient estimates.*

x.college = model.matrix(Apps~., data=College)[,-1]  
out = glmnet(x.college, College$Apps, alpha=0)  
ridge.coeffi<- predict(out, type="coefficients", s=loglam)  
ridge.coeffi

## 18 x 1 sparse Matrix of class "dgCMatrix"  
## 1  
## (Intercept) -1.468326e+03  
## PrivateYes -5.278781e+02  
## Accept 1.004588e+00  
## Enroll 4.313442e-01  
## Top10perc 2.580619e+01  
## Top25perc 5.501092e-01  
## F.Undergrad 7.258520e-02  
## P.Undergrad 2.420595e-02  
## Outstate -2.407454e-02  
## Room.Board 1.987732e-01  
## Books 1.285477e-01  
## Personal -8.146130e-03  
## PhD -4.028284e+00  
## Terminal -4.811071e+00  
## S.F.Ratio 1.302180e+01  
## perc.alumni -8.544783e+00  
## Expend 7.589013e-02  
## Grad.Rate 1.126699e+01

**Answer:** *As we expected, none of the ridge regression coefficients are exactly set to zero, this is due to the fact that ridge regression does not perform variable selection.*

## (d) Fit a lasso model on the training set, with ?? chosen by crossvalidation. Report the test error obtained, along with the number of non-zero coefficient estimates.

lasso.fit <- lars(x.train, train$Apps, type="lasso")  
plot(lasso.fit, lwd=2, breaks=T)
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***Answer:*** *We see from the above plot of the training fit of the lasso model to the college dataset, depending on what we set the tunning parameter to in the lasso model, some of the coefficients are exactly set to zero.*

lasso.cv <- cv.lars(x.train, train$Apps, K=10, trace=F, plot.it=T, se=T, type="lasso")
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title= ("lasso")

We now perform cross validation to compute the optimal lambda and the associated test error when using the optimal lambda found in the lasso model.

c.train <- model.matrix(Apps~., data=train)[,-1]  
c.test <- model.matrix(Apps~., data=test) [,-1]  
fit.lasso <- cv.glmnet(c.train, train$Apps, alpha=1)  
plot(fit.lasso)
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lambdalasso<- fit.lasso$lambda  
lambdalasso

## [1] 4107.006527 3742.151386 3409.708971 3106.799823 2830.800290  
## [6] 2579.319794 2350.180132 2141.396607 1951.160834 1777.825083  
## [11] 1619.888003 1475.981617 1344.859478 1225.385869 1116.525966  
## [16] 1017.336876 926.959472 844.610947 769.578039 701.210847  
## [21] 638.917208 582.157564 530.440290 483.317437 440.380848  
## [26] 401.258627 365.611917 333.131962 303.537436 276.572007  
## [31] 252.002112 229.614939 209.216581 190.630356 173.695281  
## [36] 158.264671 144.204874 131.394110 119.721420 109.085699  
## [41] 99.394826 90.564863 82.519331 75.188541 68.508998  
## [46] 62.422847 56.877374 51.824545 47.220595 43.025647  
## [51] 39.203367 35.720648 32.547324 29.655910 27.021360  
## [56] 24.620857 22.433608 20.440668 18.624776 16.970202  
## [61] 15.462616 14.088960 12.837335 11.696902 10.657781  
## [66] 9.710973 8.848277 8.062221 7.345995 6.693397  
## [71] 6.098774 5.556976 5.063310 4.613499

lambda2<- 29.65591

***Answer :*** *We see from the plot above that when fitting the lasso model to the training data, the two parallel lines indicate two possible lambda values, with differing values of predictors illustrated at the top. After trying varrying values of lambda for prediction, we found that the lambda that gives the lowest prediction test error is equal to 29.65591.*

pred.lasso <- predict(fit.lasso, s=lambda2, newx=c.test)  
err.lasso <- (mean(( pred.lasso - test$Apps)^2))  
err.lasso

## [1] 1025248

**Answer :** *We see when using the optimal lambda found above (29.65591) and perform cross validation and compute the associated test error we get a value of 1025248. This error value is substantially less than the test MSE value found with the OLS model (1108531). The lasso test error value is similar but still lower than the test error found with the ridge model (1028694). The lasso model has a substantial advantage over ridge regression in that the resulting coefficient estimates are sparse. Below we see that three of the 17 independent variables are set to exactly zero. The lasso model with lambda chosen by cross-validation contains only 14 independent variables, they are: Private, Accept, Enroll, Top10perc, Top25perc, P.Undergrad, Outstate, Room.board, PhD, Terminal, S.F.Ratio, perc.alumni, Expend, grad.rate.*

## G) Comment on the results obtained. How accurately can we predict the number of college applications received? Is there much difference among the test errors resulting from these five approaches?

MSE\_full <- c(lm.error, ridge.error, err.lasso)  
names(MSE\_full) <- c("lm", "ridge", "lasso")  
barplot(MSE\_full)
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**Answer:** *The above barplot illustrates the differences between the test Mean Squared Error achieved for the lm, ridge, and lasso models. We see that the ridge and lasso models in terms of test MSE perform better than the ols model fit in part b of this question. There is only a marginal difference between between the ridge or lasso models, however we choose the lasso model over the ridge due to the lasso methods inherint ability to perform variable selection. We see that when choosing the lasso model, we have an overall test MSE equal to 1025248, compared to OLS = 1108531 or ridge = 1028694. While we do receive a somewhat better test MSE with lasso over ridge or ordinary least squares, the lasso for this particular problem does not provide a huge difference in prediction error over the OLS or Ridge methods.*

**#3) We will now try to predict per capita crime rate in the Boston data set.**

## (a) Try out some of the regression methods explored in this chapter,such as best subset selection, the lasso, ridge regression, and PCR. Present and discuss results for the approaches that you consider.

require(leaps)   
require(glmnet)   
require(MASS)

## Loading required package: MASS

## Warning: package 'MASS' was built under R version 3.4.3

##   
## Attaching package: 'MASS'

## The following object is masked from 'package:dplyr':  
##   
## select

data(Boston)

# split data into training and test sets  
set.seed(1)  
trainid <- sample(1:nrow(Boston), nrow(Boston)/2)  
trainb <- Boston[trainid,]  
testb <- Boston[-trainid,]  
x.matrix.b <- model.matrix(crim~., data=Boston)[,-1]  
b.train <- model.matrix(crim~., data=trainb)[,-1]  
b.test <- model.matrix(crim~., data=testb)[,-1]  
str(Boston)

## 'data.frame': 506 obs. of 14 variables:  
## $ crim : num 0.00632 0.02731 0.02729 0.03237 0.06905 ...  
## $ zn : num 18 0 0 0 0 0 12.5 12.5 12.5 12.5 ...  
## $ indus : num 2.31 7.07 7.07 2.18 2.18 2.18 7.87 7.87 7.87 7.87 ...  
## $ chas : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ nox : num 0.538 0.469 0.469 0.458 0.458 0.458 0.524 0.524 0.524 0.524 ...  
## $ rm : num 6.58 6.42 7.18 7 7.15 ...  
## $ age : num 65.2 78.9 61.1 45.8 54.2 58.7 66.6 96.1 100 85.9 ...  
## $ dis : num 4.09 4.97 4.97 6.06 6.06 ...  
## $ rad : int 1 2 2 3 3 3 5 5 5 5 ...  
## $ tax : num 296 242 242 222 222 222 311 311 311 311 ...  
## $ ptratio: num 15.3 17.8 17.8 18.7 18.7 18.7 15.2 15.2 15.2 15.2 ...  
## $ black : num 397 397 393 395 397 ...  
## $ lstat : num 4.98 9.14 4.03 2.94 5.33 ...  
## $ medv : num 24 21.6 34.7 33.4 36.2 28.7 22.9 27.1 16.5 18.9 ...

predict.regsubsets <- function(object, newdata, id, ...){  
 form <- as.formula(object$call[[2]])  
 mat <- model.matrix(form, newdata)  
 coefi <- coef(object, id=id)  
 xvars <- names(coefi)  
 mat[,xvars]%\*%coefi  
}

## Forward Selection

forward.selection.boston <- regsubsets(crim~., data=trainb, nvmax=ncol(Boston)-1)

forward.summary.boston <- summary(forward.selection.boston)  
forward.summary.boston

## Subset selection object  
## Call: regsubsets.formula(crim ~ ., data = trainb, nvmax = ncol(Boston) -   
## 1)  
## 13 Variables (and intercept)  
## Forced in Forced out  
## zn FALSE FALSE  
## indus FALSE FALSE  
## chas FALSE FALSE  
## nox FALSE FALSE  
## rm FALSE FALSE  
## age FALSE FALSE  
## dis FALSE FALSE  
## rad FALSE FALSE  
## tax FALSE FALSE  
## ptratio FALSE FALSE  
## black FALSE FALSE  
## lstat FALSE FALSE  
## medv FALSE FALSE  
## 1 subsets of each size up to 13  
## Selection Algorithm: exhaustive  
## zn indus chas nox rm age dis rad tax ptratio black lstat medv  
## 1 ( 1 ) " " " " " " " " " " " " " " "\*" " " " " " " " " " "   
## 2 ( 1 ) " " " " " " " " " " " " " " "\*" " " " " " " "\*" " "   
## 3 ( 1 ) " " " " " " " " "\*" " " " " "\*" " " " " " " "\*" " "   
## 4 ( 1 ) "\*" " " " " " " " " " " "\*" "\*" " " " " " " " " "\*"   
## 5 ( 1 ) "\*" " " " " "\*" " " " " "\*" "\*" " " " " " " " " "\*"   
## 6 ( 1 ) "\*" " " " " "\*" "\*" " " "\*" "\*" " " " " " " " " "\*"   
## 7 ( 1 ) "\*" " " " " "\*" "\*" " " "\*" "\*" " " " " " " "\*" "\*"   
## 8 ( 1 ) "\*" " " " " "\*" "\*" " " "\*" "\*" " " "\*" " " "\*" "\*"   
## 9 ( 1 ) "\*" " " " " "\*" "\*" " " "\*" "\*" "\*" "\*" " " "\*" "\*"   
## 10 ( 1 ) "\*" " " "\*" "\*" "\*" " " "\*" "\*" "\*" "\*" " " "\*" "\*"   
## 11 ( 1 ) "\*" " " "\*" "\*" "\*" " " "\*" "\*" "\*" "\*" "\*" "\*" "\*"   
## 12 ( 1 ) "\*" " " "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*"   
## 13 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*"

error.forward.selection.boston <- rep(NA, ncol(Boston)-1)  
for (i in 1:(ncol(Boston)-1)){  
 prediction.forward.selection <- predict(forward.selection.boston, testb, id=i)  
 error.forward.selection.boston[i] <- mean((testb$crim - prediction.forward.selection)^2)  
}  
error.forward.selection.boston

## [1] 41.20712 39.46705 40.40271 38.96427 39.28537 40.02194 39.63462  
## [8] 39.56733 39.64198 39.59028 39.27845 39.33711 39.27592

forward.error.subset\_4 <- 38.96427

forward.subset <- which.min(error.forward.selection.boston)  
plot(error.forward.selection.boston, type="b", main= "Forward selection minimum MSE", xlab = "Subsets Size", ylab="Test MSE")  
points(forward.subset, error.forward.selection.boston[forward.subset], col="red", pch=4, lwd=5)
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forward.min.cp <- which.min(forward.summary.boston$cp)  
plot(forward.summary.boston$cp,type="b",main="Forward selection min Cp", xlab = "Subset Size", ylab= " Cp Criteria")  
points(forward.min.cp, forward.summary.boston$cp[forward.min.cp], col="red", pch=4, lwd=5)
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**Answer:** *We see that when performing forward selection, best subset on training and validation data, the best Forward selection model that provides us with the lowest Cp value is a subset size of 8. However, in terms of test error MSE, the forward selection model with four variables proves the lowest estimated test MSE = 38.94 including the following four variables: zn, dis, rad, and medv.*

# Backward Selection

fit.backward.boston <- regsubsets(crim~., data=trainb, nvmax=ncol(Boston)-1)  
backward.summary.boston<- summary(fit.backward.boston)  
backward.summary.boston

## Subset selection object  
## Call: regsubsets.formula(crim ~ ., data = trainb, nvmax = ncol(Boston) -   
## 1)  
## 13 Variables (and intercept)  
## Forced in Forced out  
## zn FALSE FALSE  
## indus FALSE FALSE  
## chas FALSE FALSE  
## nox FALSE FALSE  
## rm FALSE FALSE  
## age FALSE FALSE  
## dis FALSE FALSE  
## rad FALSE FALSE  
## tax FALSE FALSE  
## ptratio FALSE FALSE  
## black FALSE FALSE  
## lstat FALSE FALSE  
## medv FALSE FALSE  
## 1 subsets of each size up to 13  
## Selection Algorithm: exhaustive  
## zn indus chas nox rm age dis rad tax ptratio black lstat medv  
## 1 ( 1 ) " " " " " " " " " " " " " " "\*" " " " " " " " " " "   
## 2 ( 1 ) " " " " " " " " " " " " " " "\*" " " " " " " "\*" " "   
## 3 ( 1 ) " " " " " " " " "\*" " " " " "\*" " " " " " " "\*" " "   
## 4 ( 1 ) "\*" " " " " " " " " " " "\*" "\*" " " " " " " " " "\*"   
## 5 ( 1 ) "\*" " " " " "\*" " " " " "\*" "\*" " " " " " " " " "\*"   
## 6 ( 1 ) "\*" " " " " "\*" "\*" " " "\*" "\*" " " " " " " " " "\*"   
## 7 ( 1 ) "\*" " " " " "\*" "\*" " " "\*" "\*" " " " " " " "\*" "\*"   
## 8 ( 1 ) "\*" " " " " "\*" "\*" " " "\*" "\*" " " "\*" " " "\*" "\*"   
## 9 ( 1 ) "\*" " " " " "\*" "\*" " " "\*" "\*" "\*" "\*" " " "\*" "\*"   
## 10 ( 1 ) "\*" " " "\*" "\*" "\*" " " "\*" "\*" "\*" "\*" " " "\*" "\*"   
## 11 ( 1 ) "\*" " " "\*" "\*" "\*" " " "\*" "\*" "\*" "\*" "\*" "\*" "\*"   
## 12 ( 1 ) "\*" " " "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*"   
## 13 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*"

error.backward.selection.boston <- rep(NA, ncol(Boston)-1)  
for (i in 1:(ncol(Boston)-1)){  
 prediction.backward.selection <- predict(fit.backward.boston, testb, id=i)  
 error.backward.selection.boston[i] <- mean((testb$crim - prediction.backward.selection)^2)  
}  
  
error.backward.selection.boston

## [1] 41.20712 39.46705 40.40271 38.96427 39.28537 40.02194 39.63462  
## [8] 39.56733 39.64198 39.59028 39.27845 39.33711 39.27592

backward.best.subset <- c(Boston$zn,Boston$dis, Boston$rad, Boston$medv)  
  
backward.MSE.subset4 <- 38.96427

backward.subset <- which.min(error.backward.selection.boston)  
plot(error.backward.selection.boston, type="b", main= "Backward selection minimum MSE", xlab = "Subsets Size", ylab="Test MSE")  
points(backward.subset, error.backward.selection.boston[backward.subset], col="red", pch=4, lwd=5)
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backward.min.cp <- which.min(backward.summary.boston$cp)  
plot(backward.summary.boston$cp,type="b",main="Backward selection min Cp", xlab = "Subset Size", ylab= " Cp Criteria")  
points(backward.min.cp, backward.summary.boston$cp[backward.min.cp], col="red", pch=4, lwd=5)
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**Answer:** *We see that when performing backward selection, best subset on training and validation data, the best backward selection model that provides us with the lowest Cp value is a subset size of 8. However, in terms of test error MSE, the backward selection model with four variables proves the lowest estimated test MSE = 38.94 including the following four variables: zn, dis, rad, and medv. The forward and backward slection models perform virtually the exact same produceing the same model chosen in terms of subset size, Cp and those variables selected in the model with the lowest test MSE.*

subsetsize.backward <- which.min(error.backward.selection.boston)  
subsetsize.forward <- which.min(error.forward.selection.boston)

## Ridge

fit.ridge.boston.full <- glmnet(x.matrix.b, Boston$crim, alpha=0)  
plot(fit.ridge.boston.full, xvar="lambda", label=TRUE)
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### Cross Validation of Ridge

ridge.fit.boston <- cv.glmnet(b.train, trainb$crim, alpha=0)  
plot(ridge.fit.boston)
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ridge.lambda.boston <- ridge.fit.boston$lambda.min  
ridge.lambda.boston

## [1] 0.5982585

*We see above that when choosing the cross validation, the optimum lambda that provides us with the lowest Mean squared error we get a lambda value equal to .5982585.*

predict.ridge.boston <- predict(ridge.fit.boston, s=ridge.lambda.boston, newx = b.test)  
  
boston.ridge.error <- mean((testb$crim - predict.ridge.boston)^2)  
boston.ridge.error

## [1] 38.36353

**Answer:** *When predicting the crime rate with the Boston data using the optimum lambda identified through cross validation, we get a prediction test error equal to 38.3653, this is only slightly better than the forward and backward prediction error observed. The ridge regression model, does not perform variable selection, thus the ridge method provides us with only slightly better test MSE, but at the sacrafice of complexity of the model. We would not favor the ridge regression method over the forward or backward selection methods. The coefficients for the variables in the final ridge model can be seen below.*

ridge.output <- predict(ridge.fit.boston, s=ridge.lambda.boston, type="coefficients")  
ridge.output

## 14 x 1 sparse Matrix of class "dgCMatrix"  
## 1  
## (Intercept) 4.429222285  
## zn 0.036521710  
## indus -0.061214283  
## chas -0.775621731  
## nox -8.045252067  
## rm 1.179585530  
## age 0.005683303  
## dis -0.884805550  
## rad 0.429755276  
## tax 0.003261068  
## ptratio -0.169564880  
## black -0.004036776  
## lstat 0.193028502  
## medv -0.171441090

## Lasso

fit.lasso.boston.full <- glmnet(x.matrix.b, Boston$crim, alpha=1)  
plot(fit.lasso.boston.full, xvar="lambda", label=TRUE)
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*Unlike ridge, we see that for the lasso model, at certain values for lambda coefficients are set exactly to zero. Essentially, this can be understood to mean that lasso regression performs variable selection.*

### Cross Validation of Lasso

fit.lasso.boston <- cv.glmnet(b.train, trainb$crim, alpha=1)  
plot(fit.lasso.boston)

![](data:image/png;base64,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)

lasso.boston.lambda <- fit.lasso.boston$lambda.min  
lasso.boston.lambda

## [1] 0.2530181

*The plot above helps to illustrate what is happening when looking for the optimum lambda value for the lasso model. We perform cross validation in order to choose the optimum lambda that provides us with the best test error, that is the lowest test error. As we see above, the optimum lambda for the laso model is a lambda equal to 0.082852.*

predict.lasso.boston <- predict(fit.lasso.boston, s=lasso.boston.lambda, newx=b.test)  
  
err.lasso.boston <- mean((testb$crim - predict.lasso.boston)^2)  
err.lasso.boston

## [1] 38.4593

lasso.subset<- predict(fit.lasso.boston, s=lasso.boston.lambda, type="coefficients")  
lasso.subset

## 14 x 1 sparse Matrix of class "dgCMatrix"  
## 1  
## (Intercept) -1.803083100  
## zn 0.017767800  
## indus .   
## chas -0.266407052  
## nox .   
## rm 0.510067274  
## age .   
## dis -0.377582057  
## rad 0.457627436  
## tax .   
## ptratio .   
## black -0.002413684  
## lstat 0.159515883  
## medv -0.093917991

*The lasso model with a lambda equal to .082852 provides the smallest test mean squared error of all methods previously explored, the fnal test mean squared error for the lasso model is equal to 38.4593.. This is only a marginal improvement over the forward, backward or ridge methods explored above.*

## (b) Propose a model (or set of models) that seem to perform well on this data set, and justify your answer. Make sure that you are evaluating model performance using validation set error, crossvalidation, or some other reasonable alternative, as opposed to using training error.

# Forward Output and MSE

forward.error.subset\_4

## [1] 38.96427

forward.summary.boston

## Subset selection object  
## Call: regsubsets.formula(crim ~ ., data = trainb, nvmax = ncol(Boston) -   
## 1)  
## 13 Variables (and intercept)  
## Forced in Forced out  
## zn FALSE FALSE  
## indus FALSE FALSE  
## chas FALSE FALSE  
## nox FALSE FALSE  
## rm FALSE FALSE  
## age FALSE FALSE  
## dis FALSE FALSE  
## rad FALSE FALSE  
## tax FALSE FALSE  
## ptratio FALSE FALSE  
## black FALSE FALSE  
## lstat FALSE FALSE  
## medv FALSE FALSE  
## 1 subsets of each size up to 13  
## Selection Algorithm: exhaustive  
## zn indus chas nox rm age dis rad tax ptratio black lstat medv  
## 1 ( 1 ) " " " " " " " " " " " " " " "\*" " " " " " " " " " "   
## 2 ( 1 ) " " " " " " " " " " " " " " "\*" " " " " " " "\*" " "   
## 3 ( 1 ) " " " " " " " " "\*" " " " " "\*" " " " " " " "\*" " "   
## 4 ( 1 ) "\*" " " " " " " " " " " "\*" "\*" " " " " " " " " "\*"   
## 5 ( 1 ) "\*" " " " " "\*" " " " " "\*" "\*" " " " " " " " " "\*"   
## 6 ( 1 ) "\*" " " " " "\*" "\*" " " "\*" "\*" " " " " " " " " "\*"   
## 7 ( 1 ) "\*" " " " " "\*" "\*" " " "\*" "\*" " " " " " " "\*" "\*"   
## 8 ( 1 ) "\*" " " " " "\*" "\*" " " "\*" "\*" " " "\*" " " "\*" "\*"   
## 9 ( 1 ) "\*" " " " " "\*" "\*" " " "\*" "\*" "\*" "\*" " " "\*" "\*"   
## 10 ( 1 ) "\*" " " "\*" "\*" "\*" " " "\*" "\*" "\*" "\*" " " "\*" "\*"   
## 11 ( 1 ) "\*" " " "\*" "\*" "\*" " " "\*" "\*" "\*" "\*" "\*" "\*" "\*"   
## 12 ( 1 ) "\*" " " "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*"   
## 13 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*"

# Backward Output and MSE

backward.MSE.subset4

## [1] 38.96427

backward.summary.boston

## Subset selection object  
## Call: regsubsets.formula(crim ~ ., data = trainb, nvmax = ncol(Boston) -   
## 1)  
## 13 Variables (and intercept)  
## Forced in Forced out  
## zn FALSE FALSE  
## indus FALSE FALSE  
## chas FALSE FALSE  
## nox FALSE FALSE  
## rm FALSE FALSE  
## age FALSE FALSE  
## dis FALSE FALSE  
## rad FALSE FALSE  
## tax FALSE FALSE  
## ptratio FALSE FALSE  
## black FALSE FALSE  
## lstat FALSE FALSE  
## medv FALSE FALSE  
## 1 subsets of each size up to 13  
## Selection Algorithm: exhaustive  
## zn indus chas nox rm age dis rad tax ptratio black lstat medv  
## 1 ( 1 ) " " " " " " " " " " " " " " "\*" " " " " " " " " " "   
## 2 ( 1 ) " " " " " " " " " " " " " " "\*" " " " " " " "\*" " "   
## 3 ( 1 ) " " " " " " " " "\*" " " " " "\*" " " " " " " "\*" " "   
## 4 ( 1 ) "\*" " " " " " " " " " " "\*" "\*" " " " " " " " " "\*"   
## 5 ( 1 ) "\*" " " " " "\*" " " " " "\*" "\*" " " " " " " " " "\*"   
## 6 ( 1 ) "\*" " " " " "\*" "\*" " " "\*" "\*" " " " " " " " " "\*"   
## 7 ( 1 ) "\*" " " " " "\*" "\*" " " "\*" "\*" " " " " " " "\*" "\*"   
## 8 ( 1 ) "\*" " " " " "\*" "\*" " " "\*" "\*" " " "\*" " " "\*" "\*"   
## 9 ( 1 ) "\*" " " " " "\*" "\*" " " "\*" "\*" "\*" "\*" " " "\*" "\*"   
## 10 ( 1 ) "\*" " " "\*" "\*" "\*" " " "\*" "\*" "\*" "\*" " " "\*" "\*"   
## 11 ( 1 ) "\*" " " "\*" "\*" "\*" " " "\*" "\*" "\*" "\*" "\*" "\*" "\*"   
## 12 ( 1 ) "\*" " " "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*"   
## 13 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*"

# 

# Ridge Model Output and MSE

ridge.output

## 14 x 1 sparse Matrix of class "dgCMatrix"  
## 1  
## (Intercept) 4.429222285  
## zn 0.036521710  
## indus -0.061214283  
## chas -0.775621731  
## nox -8.045252067  
## rm 1.179585530  
## age 0.005683303  
## dis -0.884805550  
## rad 0.429755276  
## tax 0.003261068  
## ptratio -0.169564880  
## black -0.004036776  
## lstat 0.193028502  
## medv -0.171441090

boston.ridge.error

## [1] 38.36353

# Lasso Model output and MSE

err.lasso.boston

## [1] 38.4593

lasso.subset

## 14 x 1 sparse Matrix of class "dgCMatrix"  
## 1  
## (Intercept) -1.803083100  
## zn 0.017767800  
## indus .   
## chas -0.266407052  
## nox .   
## rm 0.510067274  
## age .   
## dis -0.377582057  
## rad 0.457627436  
## tax .   
## ptratio .   
## black -0.002413684  
## lstat 0.159515883  
## medv -0.093917991

**Answer:** *We see that when evaluating all models run in part a of the question above, backward selection gives us a test MSE = 38.9642 with a variable subset size of 4. Forward selection gives us a test MSE = 38.96427 with a variable subset of 4. Both forward and backward selection provide models with the same subset size, same test MSE, and the exact same predictors which are : zn, dis, rad, and medv. The ridge regression gives us a test MSE = 38.36353. The ridge regression model performs only slightly better than the backward and forward selection models in terms of test MSE. However, we do not favor the ridge regression model due to the fact that it provides on a slightly better prediction in terms at MSE and this is accomplished at the cost of creating an incredibly complex model with all variables inside of it. Lastly, we look to the lasso model which provides a test MSE value of in the middle of all MSEs analyzed, with a test MSE = 38.4593. The lasso model we choose as the best model for predicting crime, from the Boston data. We choose the lasso model, due to its test MSE value which is a better MSE value than the Forward or Backward selection models. We favor the lasso model over the ridge due to its ability to perform variable selection, the lasso model has a variable subset consisting of 8 independent variables rather than the 13 independent variables found in the ridge model.*

## (c) Does your chosen model involve all of the features in the data set? Why or why not?

err.lasso.boston

## [1] 38.4593

lasso.subset

## 14 x 1 sparse Matrix of class "dgCMatrix"  
## 1  
## (Intercept) -1.803083100  
## zn 0.017767800  
## indus .   
## chas -0.266407052  
## nox .   
## rm 0.510067274  
## age .   
## dis -0.377582057  
## rad 0.457627436  
## tax .   
## ptratio .   
## black -0.002413684  
## lstat 0.159515883  
## medv -0.093917991

**Answer:** *As stated previously, the chosen model, the lasso regression model, is the superior model of all explored. The lasso model was chosen partly due to its inherit feature selection, and ability to remove insignificant predictors in the model. Those predictors determined to be insignificant, and not able to provide any additional predictive value or reduction in test MSE were tax , indus, nox, ptratio and age. The lasso model does however contain the following independent variables found to be significant when predicting crime in Boston : zn, chas, rm, dis, rad, black, lstat, and medv. The lasso model provides us with a less complex model than the ridge regression, due to the variable subset, but a more predictively accurate model that the forward or backward selection models. The lasso’s test MSE is estimated to be equal to 38.4593.*