您的小数点到哪里去了

**简介：** 许多程序员在其整个开发生涯中都不曾使用定点或浮点数，可能的例外是，偶尔在计时测试或基准测试程序中会用到。Java语言和类库支持两类非整数类型 ― IEEE 754 浮点（float 和 double ，包装类（wrapper class）为 Float 和 Double ），以及任意精度的小数（java.math.BigDecimal ）。在本月的 Java 理论和实践中，Brian Goetz 探讨了在 Java 程序中使用非整数类型时一些常碰到的陷阱和“gotcha”。请在本文的 [论坛](javascript:void%20forumWindow())上提出您对本文的想法，以飨笔者和其他读者。

虽然几乎每种处理器和编程语言都支持浮点运算，但大多数程序员很少注意它。这容易理解 ― 我们中大多数很少需要使用非整数类型。除了科学计算和偶尔的计时测试或基准测试程序，其它情况下几乎都用不着它。同样，大多数开发人员也容易忽略java.math.BigDecimal 所提供的任意精度的小数 ― 大多数应用程序不使用它们。然而，在以整数为主的程序中有时确实会出人意料地需要表示非整型数据。例如，JDBC 使用 BigDecimal 作为 SQL DECIMAL 列的首选互换格式。

**IEEE 浮点**

Java 语言支持两种基本的浮点类型： float 和 double ，以及与它们对应的包装类 Float 和 Double 。它们都依据 IEEE 754 标准，该标准为 32 位浮点和 64 位双精度浮点二进制小数定义了二进制标准。

IEEE 754 用科学记数法以底数为 2 的小数来表示浮点数。IEEE 浮点数用 1 位表示数字的符号，用 8 位来表示指数，用 23 位来表示尾数，即小数部分。作为有符号整数的指数可以有正负之分。小数部分用二进制（底数 2）小数来表示，这意味着最高位对应着值 ?(2 -1)，第二位对应着 ?(2 -2)，依此类推。对于双精度浮点数，用 11 位表示指数，52 位表示尾数。IEEE 浮点值的格式如图 1 所示。

**图 1. IEEE 754 浮点数的格式**  
![图 1. IEEE 754 浮点数的格式](data:image/gif;base64,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) 

因为用科学记数法可以有多种方式来表示给定数字，所以要规范化浮点数，以便用底数为 2 并且小数点左边为 1 的小数来表示，按照需要调节指数就可以得到所需的数字。所以，例如，数 1.25 可以表示为尾数为 1.01，指数为 0： (-1) 0\*1.01 2\*2 0

数 10.0 可以表示为尾数为 1.01，指数为 3： (-1) 0\*1.01 2\*2 3

**特殊数字**

除了编码所允许的值的标准范围（对于 float ，从 1.4e-45 到 3.4028235e+38），还有一些表示无穷大、负无穷大、 -0 和 NaN（它代表“不是一个数字”）的特殊值。这些值的存在是为了在出现错误条件（譬如算术溢出，给负数开平方根，除以 0 等）下，可以用浮点值集合中的数字来表示所产生的结果。

这些特殊的数字有一些不寻常的特征。例如， 0 和 -0 是不同值，但在比较它们是否相等时，被认为是相等的。用一个非零数去除以无穷大的数，结果等于 0 。特殊数字 NaN 是无序的；使用 == 、 < 和 > 运算符将 NaN 与其它浮点值比较时，结果为 false 。如果 f为 NaN，则即使 (f == f) 也会得到 false 。如果想将浮点值与 NaN 进行比较，则使用 Float.isNaN() 方法。表 1 显示了无穷大和 NaN 的一些属性。

**表 1. 特殊浮点值的属性**

|  |  |
| --- | --- |
| **表达式** | **结果** |
| Math.sqrt(-1.0) | -> NaN |
| 0.0 / 0.0 | -> NaN |
| 1.0 / 0.0 | -> 无穷大 |
| -1.0 / 0.0 | -> 负无穷大 |
| NaN + 1.0 | -> NaN |
| 无穷大 + 1.0 | -> 无穷大 |
| 无穷大 + 无穷大 | -> 无穷大 |
| NaN > 1.0 | -> false |
| NaN == 1.0 | -> false |
| NaN < 1.0 | -> false |
| NaN == NaN | -> false |
| 0.0 == -0.01 | -> true |

**基本浮点类型和包装类浮点有不同的比较行为**

使事情更糟的是，在基本 float 类型和包装类 Float 之间，用于比较 NaN 和 -0 的规则是不同的。对于 float 值，比较两个 NaN 值是否相等将会得到 false ，而使用 Float.equals() 来比较两个 NaN Float 对象会得到 true 。造成这种现象的原因是，如果不这样的话，就不可能将 NaN Float 对象用作 HashMap 中的键。类似的，虽然 0 和 -0 在表示为浮点值时，被认为是相等的，但使用Float.compareTo() 来比较作为 Float 对象的 0 和 -0 时，会显示 -0 小于 0 。

[**回页首**](http://www.ibm.com/developerworks/cn/java/j-jtp0114/index.html#ibm-pcon)

**浮点中的危险**

由于无穷大、NaN 和 0 的特殊行为，当应用浮点数时，可能看似无害的转换和优化实际上是不正确的。例如，虽然好象 0.0-f 很明显等于 -f ，但当 f 为 0 时，这是不正确的。还有其它类似的 gotcha，表 2 显示了其中一些 gotcha。

**表 2. 无效的浮点假定**

|  |  |  |
| --- | --- | --- |
| **这个表达式……** | **不一定等于……** | **当……** |
| 0.0 - f | -f | f 为 0 |
| f < g | ! (f >= g) | f 或 g 为 NaN |
| f == f | true | f 为 NaN |
| f + g - g | f | g 为无穷大或 NaN |

**舍入误差**

浮点运算很少是精确的。虽然一些数字（譬如 0.5 ）可以精确地表示为二进制（底数 2）小数（因为 0.5 等于 2 -1），但其它一些数字（譬如 0.1 ）就不能精确的表示。因此，浮点运算可能导致舍入误差，产生的结果接近 ― 但不等于 ― 您可能希望的结果。例如，下面这个简单的计算将得到 2.600000000000001 ，而不是 2.6 ：

|  |
| --- |
| double s=0;  for (int i=0; i<26; i++)  s += 0.1;  System.out.println(s); |

类似的， .1\*26 相乘所产生的结果不等于 .1 自身加 26 次所得到的结果。当将浮点数强制转换成整数时，产生的舍入误差甚至更严重，因为强制转换成整数类型会舍弃非整数部分，甚至对于那些“看上去似乎”应该得到整数值的计算，也存在此类问题。例如，下面这些语句：

|  |
| --- |
| double d = 29.0 \* 0.01;  System.out.println(d);  System.out.println((int) (d \* 100)); |

将得到以下输出：

|  |
| --- |
| 0.29  28 |

这可能不是您起初所期望的。

[**回页首**](http://www.ibm.com/developerworks/cn/java/j-jtp0114/index.html#ibm-pcon)

**浮点数比较指南**

由于存在 NaN 的不寻常比较行为和在几乎所有浮点计算中都不可避免地会出现舍入误差，解释浮点值的比较运算符的结果比较麻烦。

最好完全避免使用浮点数比较。当然，这并不总是可能的，但您应该意识到要限制浮点数比较。如果必须比较浮点数来看它们是否相等，则应该将它们差的绝对值同一些预先选定的小正数进行比较，这样您所做的就是测试它们是否“足够接近”。（如果不知道基本的计算范围，可以使用测试“abs(a/b - 1) < epsilon”，这种方法比简单地比较两者之差要更准确）。甚至测试看一个值是比零大还是比零小也存在危险 ―“以为”会生成比零略大值的计算事实上可能由于积累的舍入误差会生成略微比零小的数字。

NaN 的无序性质使得在比较浮点数时更容易发生错误。当比较浮点数时，围绕无穷大和 NaN 问题，一种避免 gotcha 的经验法则是显式地测试值的有效性，而不是试图排除无效值。在清单 1 中，有两个可能的用于特性的 setter 的实现，该特性只能接受非负数值。第一个实现会接受 NaN，第二个不会。第二种形式比较好，因为它显式地检测了您认为有效的值的范围。

**清单 1. 需要非负浮点值的较好办法和较差办法**

|  |
| --- |
| // Trying to test by exclusion -- this doesn't catch NaN or infinity  public void setFoo(float foo) {  if (foo < 0)  throw new IllegalArgumentException(Float.toString(f));  this.foo = foo;  }  // Testing by inclusion -- this does catch NaN  public void setFoo(float foo) {  if (foo >= 0 && foo < Float.INFINITY)  this.foo = foo;  else  throw new IllegalArgumentException(Float.toString(f));  } |

**不要用浮点值表示精确值**

一些非整数值（如几美元和几美分这样的小数）需要很精确。浮点数不是精确值，所以使用它们会导致舍入误差。因此，使用浮点数来试图表示象货币量这样的精确数量不是一个好的想法。使用浮点数来进行美元和美分计算会得到灾难性的后果。浮点数最好用来表示象测量值这类数值，这类值从一开始就不怎么精确。

[**回页首**](http://www.ibm.com/developerworks/cn/java/j-jtp0114/index.html#ibm-pcon)

**用于较小数的 BigDecimal**

从 JDK 1.3 起，Java 开发人员就有了另一种数值表示法来表示非整数： BigDecimal 。 BigDecimal 是标准的类，在编译器中不需要特殊支持，它可以表示任意精度的小数，并对它们进行计算。在内部，可以用任意精度任何范围的值和一个换算因子来表示BigDecimal ，换算因子表示左移小数点多少位，从而得到所期望范围内的值。因此，用 BigDecimal 表示的数的形式为unscaledValue\*10 -scale 。

用于加、减、乘和除的方法给 BigDecimal 值提供了算术运算。由于 BigDecimal 对象是不可变的，这些方法中的每一个都会产生新的BigDecimal 对象。因此，因为创建对象的开销， BigDecimal 不适合于大量的数学计算，但设计它的目的是用来精确地表示小数。如果您正在寻找一种能精确表示如货币量这样的数值，则 BigDecimal 可以很好地胜任该任务。

**所有的 equals 方法都不能真正测试相等**

如浮点类型一样， BigDecimal 也有一些令人奇怪的行为。尤其在使用 equals() 方法来检测数值之间是否相等时要小心。 equals()方法认为，两个表示同一个数但换算值不同（例如， 100.00 和 100.000 ）的 BigDecimal 值是不相等的。然而， compareTo() 方法会认为这两个数是相等的，所以在从数值上比较两个 BigDecimal 值时，应该使用 compareTo() 而不是 equals() 。

另外还有一些情形，任意精度的小数运算仍不能表示精确结果。例如， 1 除以 9 会产生无限循环的小数 .111111... 。出于这个原因，在进行除法运算时， BigDecimal 可以让您显式地控制舍入。 movePointLeft() 方法支持 10 的幂次方的精确除法。

**使用 BigDecimal 作为互换类型**

SQL-92 包括 DECIMAL 数据类型，它是用于表示定点小数的精确数字类型，它可以对小数进行基本的算术运算。一些 SQL 语言喜欢称此类型为 NUMERIC 类型，其它一些 SQL 语言则引入了 MONEY 数据类型，MONEY 数据类型被定义为小数点右侧带有两位的小数。

如果希望将数字存储到数据库中的 DECIMAL 字段，或从 DECIMAL 字段检索值，则如何确保精确地转换该数字？您可能不希望使用由 JDBC PreparedStatement 和 ResultSet 类所提供的 setFloat() 和 getFloat() 方法，因为浮点数与小数之间的转换可能会丧失精确性。相反，请使用 PreparedStatement 和 ResultSet 的 setBigDecimal() 及 getBigDecimal() 方法。

对于 BigDecimal ，有几个可用的构造函数。其中一个构造函数以双精度浮点数作为输入，另一个以整数和换算因子作为输入，还有一个以小数的 String 表示作为输入。要小心使用 BigDecimal(double) 构造函数，因为如果不了解它，会在计算过程中产生舍入误差。请使用基于整数或 String 的构造函数。

**构造 BigDecimal 数**

对于 BigDecimal ，有几个可用的构造函数。其中一个构造函数以双精度浮点数作为输入，另一个以整数和换算因子作为输入，还有一个以小数的 String 表示作为输入。要小心使用 BigDecimal(double) 构造函数，因为如果不了解它，会在计算过程中产生舍入误差。请使用基于整数或 String 的构造函数。

如果使用 BigDecimal(double) 构造函数不恰当，在传递给 JDBC setBigDecimal() 方法时，会造成似乎很奇怪的 JDBC 驱动程序中的异常。例如，考虑以下 JDBC 代码，该代码希望将数字 0.01 存储到小数字段：

|  |
| --- |
| PreparedStatement ps =  connection.prepareStatement("INSERT INTO Foo SET name=?, value=?");  ps.setString(1, "penny");  ps.setBigDecimal(2, new BigDecimal(0.01));  ps.executeUpdate(); |

在执行这段似乎无害的代码时会抛出一些令人迷惑不解的异常（这取决于具体的 JDBC 驱动程序），因为 0.01 的双精度近似值会导致大的换算值，这可能会使 JDBC 驱动程序或数据库感到迷惑。JDBC 驱动程序会产生异常，但可能不会说明代码实际上错在哪里，除非意识到二进制浮点数的局限性。相反，使用 BigDecimal("0.01") 或 BigDecimal(1, 2) 构造 BigDecimal 来避免这类问题，因为这两种方法都可以精确地表示小数。

[**回页首**](http://www.ibm.com/developerworks/cn/java/j-jtp0114/index.html#ibm-pcon)

**结束语**

在 Java 程序中使用浮点数和小数充满着陷阱。浮点数和小数不象整数一样“循规蹈矩”，不能假定浮点计算一定产生整型或精确的结果，虽然它们的确“应该”那样做。最好将浮点运算保留用作计算本来就不精确的数值，譬如测量。如果需要表示定点数（譬如，几美元和几美分），则使用 BigDecimal 。