对于多线程编程经验较少的程序员而言，开发多核系统软件将面临两个方面的问题：首先，并发会给 Java 程序引入新的缺陷，如数据速度和死锁，它们是非常难以复现和发现的。其次，许多程序员并不知道特定多线程编程方法的微妙细节，而这可能会导致代码错误。

为了避免给并发程序引入缺陷，Java 程序员必须了解如何识别缺陷在多线程代码中很可能出现的关键位置，然后才能够编写出没有缺陷的软件。在本文中，我们将帮助 Java 开发人员在理解并发编程早期和中期会遇到的问题。我们并不会关注于常见的 Java 并发缺陷模式，如双重检查锁、循环等待和等待不在循环内项目，我们将介绍 6 个鲜为人知的模式，但是却经常出现在真实的 Java 应用程序中。事实上，我们的前两个例子就是在两个流行的 Web 服务器上发现的缺陷。

**1. Jetty 的一个反模式**

我们要介绍的第一个并发缺陷是在广泛使用的开源 HTTP 服务器 Jetty 上发现的。这是已经过 Jetty 社区确认的一个真实缺陷（见 [参考资料](http://www.ibm.com/developerworks/cn/java/j-concurrencybugpatterns/index.html#resources) 的缺陷报告）。

**清单 1. 在一个易变（volatile）域上不获取锁的情况下执行非原子操作**

|  |
| --- |
| // Jetty 7.1.0,  // org.eclipse.jetty.io.nio,  // SelectorManager.java, line 105  **private volatile** int \_set;  ......  **public void** register(SocketChannel channel, Object att)  {  int s=\_set++;  ......  }  ......  **public void** addChange(Object point)  {  **synchronized** (\_changes)  {  ......  }  } |

[清单 1](http://www.ibm.com/developerworks/cn/java/j-concurrencybugpatterns/index.html#listing1) 中的错误有以下几个部分：

* 首先，\_set 被声明为 volatile，这表示这个域可以由多个线程访问。
* 但是， \_set++ 并不是原子操作，这意味着它不会以单个不可分割操作执行。相反，它只是包含三个具体操作序列的简写方法：read-modify-write。
* 最后， \_set++ 并没有锁保护。如果方法 register 同时由多个线程调用，那么它会产生一个竞争状态，导致出现错误的 \_set值。

您的代码也可能和 Jetty 一样出现这种类型的错误，所以让我更详细地分析一下它是如何发生的。

**缺陷模式构成元素**

分析它的逻辑执行代码有助于弄清楚这个缺陷模式。变量 *i* 的操作，如

|  |
| --- |
| i++  --i  i += 1  i -= 1  i \*= 2 |

等，另外就是非原子操作（即 read-modify-write）。如果您知道 volatile 关键字在 Java 语言中仅仅保证变量的可见性，而不保证原子性，那么这应该会引起您的注意。一个易变域上的不受锁保护的非原子操作*可能* 会产生一个竞争状况 — 但是只有在多个线程并发访问非原子操作时才可能出现。

在一个线程安全的程序中，只有一个写线程能够修改这个变量；而其他的线程则可以读取 volatile 声明变量的最新值。

所以，代码是否有问题取决于有多少线程能够并发地访问这个操作。如果这个非原子操作仅仅由一个线程调用，由于是有一个开始联合关系或者外部锁，那么这样的编码方法也是线程安全的。

一定要谨记 volatile 关键字在 Java 代码中仅仅保证这个变量是可见的：它不保证原子性。在那些非原子且可由多个线程访问的易变操作中，一定不能够依赖于 volatile 的同步机制。相反，要使用 java.util.concurrent 包的同步语句、锁类和原子类。它们在设计上能够保证程序是线程安全的。

[**回页首**](http://www.ibm.com/developerworks/cn/java/j-concurrencybugpatterns/index.html#ibm-pcon)

**2. 在易变域上的同步**

在 Java 语言中，我们使用了同步语句来获取互斥锁，这可以保护多线程系统的共享资源访问。然而，易变域的同步中会有一个漏洞，它可能破坏互斥。解决的方法是一定要将同步的域声明为 private final。让我们先来仔细看看问题是如何产生的。

**修改域上的同时访问锁**

同步语句是由同步域所引用对象保护的，而不是由域本身保护的。如果一个同步域是易变的（这意味着这个域在初始化之后可能在程序的其他位置赋值），这很可能不是有用的语义，因为不同的线程可能同时访问不同的对象。

您可以在清单 2 中看到这个问题，这是节选自开源 Web 应用服务器 Tomcat 的代码片断：

**清单 2. Tomcat 的错误**

|  |
| --- |
| 96: **public void** addInstanceListener(InstanceListener listener) {  97:  98: **synchronized** (listeners) {  99: InstanceListener results[] =  100: **new** InstanceListener[listeners.length + 1];  101: **for** (int i = 0; i < listeners.length; i++)  102: results[i] = listeners[i];  103: results[listeners.length] = listener;  104: listeners = results;  105: }  106:  107:} |

假设 listeners 引用的是数组 A，而线程 T1 首先获取数组 A 的锁，然后开始创建数组 B。同时，T2 开始执行，并且由于数据 A 的锁而被阻挡。当 T1 完成数组 B 的 listeners 设置后，退出这个语句，T2 会锁住数组 A，然后开始复制数组 B。然后 T3 开始执行，并锁住数组 B。因为它们获得了不同的锁，T2 和 T3 现在可以同时复制数组 B。

图 1 更进一步地说明了这个执行顺序：

**图 1. 由于易变域的同步而失去互斥锁**  
![图片说明了由于易变域的同步而失去互斥锁。](data:image/gif;base64,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) 

无数的意外行为可能会导致这种情况出现。至少，其中一个新的监听器可能会丢失，或者其中一个线程可能会发生ArrayIndexOutOfBoundsException 异常（由于 listeners 引用及其长度可能在方法的任意时刻发生变化）。

好的做法是总是将同步域声明为 private final，这能够保证锁对象保持不变，并且保证了互斥（mutex）。

[**回页首**](http://www.ibm.com/developerworks/cn/java/j-concurrencybugpatterns/index.html#ibm-pcon)

**3. java.util.concurrent 锁泄漏**

一个实现 java.util.concurrent.locks.Lock 接口的锁控制着多个线程是如何访问一个共享资源的。这些锁不需要使用语句结构，所以它们比同步方法或语句更灵活。然而，这种灵活性可能导致编码错误，因为不使用语句的锁是不会自动释放的。如果一个Lock.lock() 调用没有在同一个实例上执行相应的 unlock() 调用，其结果就可能造成一个锁泄漏。

如果忽视关键代码中的方法行为，我们就很容易造成 java.util.concurrent 锁泄漏，有可能抛出的异常。您可以从清单 3 的代码看到这一点，其中 accessResource 方法在访问共享资源时抛出了一个 InterruptedException 异常。结果，unlock() 是不会被调用的。

**清单 3. 分析一个锁泄漏**

|  |
| --- |
| **private final** Lock lock = new ReentrantLock();  **public void** lockLeak() {  lock.lock();  try {  // access the shared resource  accessResource();  lock.unlock();  } catch (Exception e) {}  **public void** accessResource() throws InterruptedException {...} |

要保证锁得到释放，我们只需要在每一个 lock 之后对应执行一个 unlock 方法，而且它们应该置于 try-finally 复杂语句中。清单 4 说明了这种方法：

**清单 4. 总是将 unlock 调用置于 finally 语句中**

|  |
| --- |
| **private final** Lock lock = new ReentrantLock();  **public void** lockLeak() {  lock.lock();  try {  // access the shared resource  accessResource();  } catch (Exception e) {}  finally {  lock.unlock();  }  public void accessResource() throws InterruptedException {...} |

[**回页首**](http://www.ibm.com/developerworks/cn/java/j-concurrencybugpatterns/index.html#ibm-pcon)

**4. 同步语句的性能优化**

有一些并发缺陷有时不会使代码出错，但是它们可能会降低应用程序的性能。考虑清单 5 中的 synchronized 语句：

**清单 5. 带有不变代码的同步语句**

|  |
| --- |
| public class Operator {  private int generation = 0; //shared variable  private float totalAmount = 0; //shared variable  private final Object lock = new Object();  public void workOn(List<Operand> operands) {  synchronized (lock) {  int curGeneration = generation; //requires synch  float amountForThisWork = 0;  for (Operand o : operands) {  o.setGeneration(curGeneration);  amountForThisWork += o.amount;  }  totalAmount += amountForThisWork; //requires synch  generation++; //requires synch  }  }  } |

清单 5 代码中两个共享变量的访问是同步且正确的，但是如果仔细检查，您会注意到 synchronized 语句所需要进行的计算过多。我们可以通过调整代码顺序来解决这个问题，如清单 6 所示：

**清单 6. 没有不变代码的同步语句**

|  |
| --- |
| public void workOn(List<Operand> operands) {  int curGeneration;  float amountForThisWork = 0;  synchronized (lock) {  int curGeneration = generation++;  }  for (Operand o : operands) {  o.setGeneration(curGeneration);  amountForThisWork += o.amount;  }  synchronized (lock)  totalAmount += amountForThisWork;  }  } |

第二个版本代码在多核机器上执行效果会更好。其原因是清单 5 的同步代码阻止了并行执行。这个方法循环可能会消耗大量的计算时间。在清单 6 中，循环被移出同步语句，所以它可能由多个线程并行执行。一般而言，在保证线程安全的前提下要尽可能地简化同步语句。

**其他方面……**

您可能会有疑问，是否使用 AtomicInteger 和AtomicFloat 来表示清单 5 和 6 中的两个共享变量，然后去掉所有同步代码，是否会更好一些。这取决于其他方法是如何处理这些变量的，以及它们之间有什么样的依赖关系。

[**回页首**](http://www.ibm.com/developerworks/cn/java/j-concurrencybugpatterns/index.html#ibm-pcon)

**5. 多阶段访问**

假设您的应用程序有两个表：第一个表将员工姓名映射到一个员工号，另一个将这个员工号映射到一个薪水记录。这些数据需要支持并发访问和更新，而您可以通过线程安全的 ConcurrentHashMap 实现，如清单 7 所示：

**清单 7. 两个阶段的访问**

|  |
| --- |
| public class Employees {  private final ConcurrentHashMap<String,Integer> nameToNumber;  private final ConcurrentHashMap<Integer,Salary> numberToSalary;  ... various methods for adding, removing, getting, etc...  public int geBonusFor(String name) {  Integer serialNum = nameToNumber.get(name);  Salary salary = numberToSalary.get(serialNum);  return salary.getBonus();  }  } |

这种方法看起来是线程安全的，但是事实上不是这样的。它的问题是 getBonusFor 方法并不是线程安全的。在获取这个序列号和使用它获取薪水之间，另一个线程可能从两个表删除员工信息。在这种情况下，第二个映射访问可能会返回 null，并抛出一个异常。

保证每一个 Map 本身的线程安全是不够的。它们之间存在一个依赖关系，而且访问这两个 Map 的一些操作必须是原子操作。在这里，您可以使用非线程安全的容器（如 java.util.HashMap），然后使用显式的同步语句来保护每一个访问，从而实现线程安全。然后这个同步语句可以在需要时包含这两个访问。

[**回页首**](http://www.ibm.com/developerworks/cn/java/j-concurrencybugpatterns/index.html#ibm-pcon)

**6. 对称锁死锁**

可以考虑使用一个线程安全容器类 — 一个保证用户操作线程安全的数据结构。（这与 java.util 中的大多数容器不同，它不需要用户同步容器的使用。）在清单 8 中，一个可修改的成员变量负责保存数据，而一个锁对象则保护所有对它的访问。

**清单 8. 一个线程安全的容器**

|  |
| --- |
| public <E> class ConcurrentHeap {  private E[] elements;  private final Object lock = new Object(); //protects elements  public void add (E newElement) {  synchronized(lock) {  ... //manipulate elements  }  }  public E removeTop() {  synchronized(lock) {  E top = elements[0];  ... //manipulate elements  return top;  }  }  } |

现在让我添加一个方法，使用另一个实例，并将它的所有元素添加到当前的实例中。这个方法需要访问这两个实例的 elements 成员，如清单 9 所示：

**清单 9. 下面代码会产生一个死锁**

|  |
| --- |
| public void addAll(ConcurrentHeap other) {  synchronized(other.lock) {  synchronized(this.lock) {  ... //manipulate other.elements and this.elements  }  }  } |

**不仅仅发生在容器上**

这个对称锁死锁场景是很常见的，因为它出现在 Java 1.4 版本上，其中 Collections.synchronized 方法返回的一些同步容器会发生死锁。但是，不仅仅容器容易受到对称锁死锁的影响。如果一个类有一个方法使用同一个类的其他实例作为参数，那么这个类对这两个实例成员的操作也必须是原子的。其中 compareTo 和 equals 方法就是很好的两个例子。

您认识到了死锁的可能性吗？假设一个程序只有两个实例 heap1 和heap2。如果其中一个线程调用了 heap1.addAll(heap2)，而另一个线程同时调用 heap2.addAll(heap1)，那么这两个线程就可能遇到死锁。换言之，假设第一个线程获得了 heap2 的锁，但是它开始执行之前，第二个线程就开始执行方法，同时获取了 heap1 锁。结果，每一个线程都会等待另一个线程所保持的锁。

您可以通过确定实例顺序来防止对称锁死锁，这样当需要获取两个实例的锁时，其顺序是动态计算得到的，并决定哪一个锁先获取到。Brian Goetz 在他撰写的书 *Java Concurrency in Practice* 中详细讨论这个方法（见 [参考资料](http://www.ibm.com/developerworks/cn/java/j-concurrencybugpatterns/index.html#resources)）。

[**回页首**](http://www.ibm.com/developerworks/cn/java/j-concurrencybugpatterns/index.html#ibm-pcon)

**结束语**

许多 Java 开发人员都只是刚刚开始了解多核环境并发程序的编写方法。在这个过程中，我们要放弃所掌握的单线程编写方法，而使用更复杂的多线程环境方法。研究并发缺陷模式是一个发现多线程编程问题的好方法，也有利于掌握这些方法的微妙之处。

您可以学习从整体上把握缺陷模式的方法，这样在您编写代码或检查代码时就能够发现一些特定的问题线索。您也可以使用一些静态分析工具来发现问题。FindBugs 就是一个能够查找代码中可能的缺陷模式的开源静态分析工具。事实上，FindBugs 可用于检查本文讨论的第二和第三个缺陷模式。

静态分析工具的另一个常见的缺点是它们会产生错误的警告，这样您可能会浪费更多时间去检查本来不是缺陷的问题。但是，现在出现了新的更适合于测试并发程序的动态分析工具。其中两种是 IBM® Multicore Software Development Kit (MSDK) 和 ConcurrentTesting (ConTest)，它们都可以从 IBM alphaWorks 上免费下载。

**参考资料**

**学习**

* [*Java Concurrency in Practice*](http://my.safaribooksonline.com/programming/java/0321349601)（Brian Goetz，Addison-Wesley，2006 年）：Brian Goetz 撰写的一本权威书籍，介绍了如何在多个实例上同步时防止死锁。
* [*Java 理论与实践*](http://www.ibm.com/developerworks/cn/java/j-jtp/)：Goetz 的另一个长期维护的 developerWorks 系列文章，从中可了解并发编程建议，包括 [线程池和工作队列](http://www.ibm.com/developerworks/cn/java/j-jtp0730/) 的深入讨论（2002 年 7 月），[java.util.concurrent.lock](http://www.ibm.com/developerworks/cn/java/j-jtp10264/)（2004 年 10 月），[volatile 变量](http://www.ibm.com/developerworks/cn/java/j-jtp06197.html)（2007 年 6 月）和[java.util.concurrent 中的分叉-联合](http://www.ibm.com/developerworks/cn/java/j-jtp11137.html)（2007 年 11 月）。
* “[关于 java.util.concurrent 您不知道的 5 件事，第 1 部分](http://www.ibm.com/developerworks/cn/java/j-5things4.html?ca=drs-)”（Ted Neward，developerWorks，2010 年 5 月）：讨论CopyOnWriteArrayList、BlockingQueue 和 ConcurrentMap 等类如何改变用于并发编程的标准 Java 容器类。
* “[使用 GPars 解决常见并发问题](http://www.ibm.com/developerworks/cn/java/j-gpars/)”（Alex Miller，developerWorks，2010 年 9 月）：一个基于 Groovy 的并发编程库封装了所有的并发编程模型，如分叉/联合、参与者、代理和执行者等。
* [Jetty-1187: Non-atomic self-increment operation on volatile field \_set in class SelectorManager](http://jira.codehaus.org/browse/JETTY-1187)：这篇缺陷报告详细讨论了本文提到的 Jetty 反模式及其解决方法。
* “[FindBugs，第 1 部分: 提高代码质量](http://www.ibm.com/developerworks/cn/java/j-findbug1/)”（Chris Grindstaff，developerWorks，2004 年 5 月）：了解使用良好的静态分析工具的好处，然后了解如何使用一个最好的静态分析工具。
* “[IBM intros Multicore SDK](http://www.drdobbs.com/high-performance-computing/218400937)”（Dr Dobb's Journal，2009 年 7 月）：用于开发多核平台上并行程序的 IBM alphaWorks 工具套件的概述。
* 浏览 [Java 技术书店](http://www.ibm.com/developerworks/apps/SendTo?bookstore=safari) 中关于这个技术主题及其他技术主题的书籍。
* [developerWorks Java 技术专区](http://www.ibm.com/developerworks/cn/java/)：这里有数百篇关于 Java 编程各个方面的文章。

**获得产品和技术**

* [IBM Multicore SDK](http://alphaworks.ibm.com/tech/msdk)：这个工具套件可用于查找 Java 多线程程序中的数据竞争、死锁和锁争用。
* [IBM ConcurrentTesting 工具](http://alphaworks.ibm.com/tech/contest)：ConcurrentTesting 可用于多线程应用程序的单元测试，它有助于减少并行和分布式 Java 程序中与并发有关的缺陷。