> rm(list=ls())

> A = read.csv("challenge.csv", header=T)

> summary(A)

response P1 P2 P3 P4 P5

A:50 Min. :1030 Min. :1121 Min. : 665 Min. :172.0 Min. :434.0

B:50 1st Qu.:1380 1st Qu.:1465 1st Qu.: 942 1st Qu.:233.8 1st Qu.:602.5

C:48 Median :1486 Median :1566 Median :1016 Median :256.0 Median :669.0

Mean :1490 Mean :1558 Mean :1021 Mean :256.9 Mean :662.9

3rd Qu.:1592 3rd Qu.:1661 3rd Qu.:1106 3rd Qu.:282.0 3rd Qu.:716.5

Max. :1893 Max. :1945 Max. :1315 Max. :332.0 Max. :893.0

NA's :1 NA's :2 NA's :1 NA's :24 NA's :1

P6 P7 P8 P9 P10

Min. :141.0 Min. :121.0 Min. :303.0 Min. : 640.0 Min. :190.0

1st Qu.:214.8 1st Qu.:161.5 1st Qu.:411.0 1st Qu.: 824.5 1st Qu.:230.0

Median :233.5 Median :179.0 Median :440.0 Median : 879.0 Median :239.0

Mean :232.8 Mean :179.7 Mean :441.4 Mean : 876.6 Mean :239.4

3rd Qu.:251.5 3rd Qu.:192.0 3rd Qu.:470.2 3rd Qu.: 926.0 3rd Qu.:249.0

Max. :308.0 Max. :299.0 Max. :547.0 Max. :1090.0 Max. :290.0

NA's :1 NA's :1

P11 P12 P13 P14 P15

Min. :173.0 Min. :435.0 Min. : 13.0 Min. : 60.00 Min. : 856

1st Qu.:247.0 1st Qu.:611.0 1st Qu.:100.8 1st Qu.: 84.75 1st Qu.:1155

Median :268.0 Median :650.0 Median :125.0 Median : 94.50 Median :1242

Mean :271.8 Mean :650.9 Mean :123.5 Mean : 94.51 Mean :1247

3rd Qu.:294.0 3rd Qu.:698.0 3rd Qu.:151.0 3rd Qu.:104.00 3rd Qu.:1347

Max. :371.0 Max. :798.0 Max. :216.0 Max. :137.00 Max. :1568

NA's :3 NA's :11 NA's :12

P16 P17 P18

Min. :101 Min. :132.0 Min. :473.0

1st Qu.:130 1st Qu.:181.8 1st Qu.:648.8

Median :138 Median :194.5 Median :700.0

Mean :139 Mean :195.9 Mean :698.8

3rd Qu.:148 3rd Qu.:210.2 3rd Qu.:751.5

Max. :169 Max. :271.0 Max. :880.0

> sapply(A, function(x) sum(is.na(x)))

response P1 P2 P3 P4 P5 P6 P7 P8

0 1 2 1 24 1 0 1 0

P9 P10 P11 P12 P13 P14 P15 P16 P17

1 0 3 11 0 0 12 0 0

P18

0

> sum(complete.cases(A))

[1] 101

> library(Boruta)

> compData<-A[complete.cases(A),]

> b<-Boruta(x=compData[,2:ncol(A)],y=compData[,1],maxRuns=200)

> plot(b)
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> print(b)

Boruta performed 199 iterations in 22.31646 secs.

11 attributes confirmed important: P12, P13, P16, P17, P18 and 6 more.

5 attributes confirmed unimportant: P1, P10, P11, P3, P8.

2 tentative attributes left: P14, P15.

> impVar<-getSelectedAttributes(b,withTentative=F)

> impVar

[1] "P2" "P4" "P5" "P6" "P7" "P9" "P12" "P13" "P16" "P17" "P18"

> library(randomForest)

> newData<-A[complete.cases(A[,impVar]),]

> fm<-as.formula(paste("response",paste(impVar,collapse="+"),sep="~"))

> rf<-randomForest(fm,newData,ntree=500)

> print(rf)

Call:

randomForest(formula = fm, data = newData, ntree = 500)

Type of random forest: classification

Number of trees: 500

No. of variables tried at each split: 3

OOB estimate of error rate: 18.42%

Confusion matrix:

A B C class.error

A 45 0 0 0.0000000

B 2 29 8 0.2564103

C 3 8 19 0.3666667

> library(mice)

> input<-c(1115, NA, 748, 182, NA, NA, 178, 311, 756, 226, NA, NA, NA, 48, 1009, NA, 204, 593)

> B<-rbind(A[,2:ncol(A)],input)

> tempData <- mice(B,m=5,maxit=50,meth='pmm',seed=500)

Not shown because it is too long

> completedData <- complete(tempData,1)

> A[,2:ncol(A)]<-completedData[1:(nrow(completedData)-1), ]

> compData<-A[complete.cases(A),]

> b<-Boruta(x=compData[,2:ncol(A)],y=compData[,1],maxRuns=200)

> plot(b)

![PlotToFindImportantAttribute2.png](data:image/png;base64,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)

> print(b)

Boruta performed 158 iterations in 25.72804 secs.

12 attributes confirmed important: P12, P13, P15, P16, P17 and 7 more.

6 attributes confirmed unimportant: P1, P10, P11, P14, P3 and 1 more.

> impVar<-getSelectedAttributes(b,withTentative=F)

> impVar

[1] "P2" "P4" "P5" "P6" "P7" "P9" "P12" "P13" "P15" "P16" "P17" "P18"

> newData<-A[complete.cases(A[,impVar]),]

> fm<-as.formula(paste("response",paste(impVar,collapse="+"),sep="~"))

> rf<-randomForest(fm,newData,ntree=500)

> print(rf)

Call:

randomForest(formula = fm, data = newData, ntree = 500)

Type of random forest: classification

Number of trees: 500

No. of variables tried at each split: 3

OOB estimate of error rate: 33.78%

Confusion matrix:

A B C class.error

A 47 0 3 0.0600000

B 2 28 20 0.4400000

C 3 22 23 0.5208333

> idx<-which(names(A)%in%impVar)

> inputData<-input[idx]

> predData<-completedData[nrow(completedData),impVar,drop=F]

> result<-predict(rf,newdata=predData)

> result

149

C

Levels: A B C