# C语言综合研究与高强度程序设计训练18

仔细研究下面的程序 list，思考、研究相关问题。

实现一个线性表，其存储结构为带头结点的单链表。

线性表是数据的排列关系如下的数据集合:

1. 除第一个元素与最后一个元素外，集合中的每一个元素都有前一个元素与后一个元素:
2. 第一个元素没有前一个元素，最后一个元素没有后一个元素。

下面是两个线性表，表中的元素分别是字符、整数:

a、b、c、d、e、f、g、h

11、22、33、44、55、66、77、88

线性表在计算机中可以用不同的方式存储，线性表在计算机中的存储方式，称为线性表的存储结构。

单链表，是线性表的一种存储结构。

我们可以用如图3.1所描述的单链表来存储线性表List

线性表List:a、b、c、d、e、f、g、h
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图3.1中的单链表的特性如下

1. 链表中的结点包含一个数据项和（一个指向下一个结点的）指针项
2. 链表有一个头结点，头结点一般不用于存储元素内容，头结点的指针项指向存储线性表第一个元素的结点
3. 线性表为空时，链表中没有存储元素的结点，头结点的指针项为空（可以用0表示空）:线性表不为空时，链表中存储最后一个元素的指针项为空，表示后面再没有元素
4. 线性表的元素从1开始编号，存储结构中，结点可从0开始编号，头结点的编号为0.存储第一个元素的结点编号为1，存储第n个元素的结点编号为n
5. 由一个head指针指向头结点

* 线性表程序 list
* /\* 定义线性表存储的元素类型 \*/  
  typedef char EleType;  
    
  /\* 定义链表结点类型 \*/  
  typedef struct node {  
   EleType data; /\* 数据项 \*/  
   struct node \*next; /\* 指针项 \*/  
  } ChainNode;  
    
  /\* 定义线性表 \*/  
  typedef struct {  
   ChainNode \*head; /\* 指向头结点的指针· \*/  
  } List;  
    
  /\* 声明Lst的操作函数，程序员可以调用这些函数来使用List \*/  
  /\* 创建线性表，返回线性表的指针 \*/  
  List \*CreatList(void);  
  /\* 撤销线性表，入口参数为线性表的指针 \*/  
  void DestoryList(List \*);  
  /\* 清空线性表，即删除所有元素。入口参数为线性表的指针 \*/  
  void ClearList(List \*);  
  /\* 追加元素，在线性表最后一个元素的后面加一个元素，入口参数为线性表的指针，和要加的数据。返回操作是否成功，1表示成功，0表示不线功\*/  
  int ListAppend(List \*, EleType);  
  /\* 加入元素，在线性表编号为的元素的面加一个元素，入口参数为线性表的针，编号和要加入的数据，返回操作是否成功，1表示功，表示不功  
  注意:线性表诸元素的编号一般都是编号，从1开始， \*/  
  int ListInsert(List \*, int, EleType);  
  /\* 删除元素，删除编号为的元素人口参数为线性表的指针、编号，回操作是  
  成功，0表示不成功 \*/  
  int ListDelet(List \*, int);  
  /\* 取元素，取编号为的元素的值，入口参数为线性表指针、编号和要存储读取的值的  
  EleType 型内存单元（变量）的地址，返回操作是否成功，1表示成功，0表示不成功 \*/  
  int GetElement(List \*, int, EleType \*);  
  /\* 取编号为的元素所在的结点的地址，入口参数为线性表的指针、编号、返回结点指针，非0表示成功，0表示不成功。\*/  
  ChainNode \*GetAddr(List \*, int);  
  /\* 遍历，依次访问线性表中的每一个元素，每访问一个元素都用某个函数对这个元素进行某种处理遍历了全部元素返回0，否则返回当前访问元素的编号\*/  
  int TraverseList(List \*, int (\*)(EleType \*));  
  /\* 创建一个存储元素的结点。入口参数为存储在新创建结点中的数据元素的值，返回结点指针，非0表示成功，0表示不成功。\*/  
  ChainNode \*NewChainNode(EleType);  
    
  /\* 定义各操作函数 \*/  
  List \*CreatList(void) {  
   List \*p;  
   EleType \*data = 0;  
   p = (List \*)malloc(sizeof(List));  
   if (!p) {  
   return 0;  
   }  
   p->head = NewChainNode(\*data);  
   if (!p->head) {  
   free(p);  
   return 0;  
   }  
   return p;  
  }  
  void DestoryList(List \*lp) {  
   ClearList(lp);  
   free(lp->head);  
   free(lp);  
  }  
  void ClearList(List \*lp) {  
   while (ListDelet(lp, 1))  
   ;  
  }  
  int ListAppend(List \*lp, EleType data) {  
   ChainNode \*p;  
   ChainNode \*newp;  
    
   newp = NewChainNode(data);  
   if (!newp)  
   return 0;  
   for (p = lp->head; p->next; p = p->next)  
   ;  
   p->next = newp;  
   return 1;  
  }  
  int ListInsert(List \*lp, int n, EleType data) {  
   ChainNode \*p;  
   ChainNode \*newp;  
    
   p = GetAddr(lp, n - 1);  
   if (!p)  
   return 0;  
   newp = NewChainNode(data);  
   if (!newp)  
   return 0;  
   newp->next = p->next;  
   p->next = newp;  
    
   return 1;  
  }  
  int ListDelet(List \*lp, int n) {  
   ChainNode \*p;  
   ChainNode \*pl;  
    
   if (!lp->head->next)  
   return 0;  
    
   p = GetAddr(lp, n - 1);  
   if (!(p && p->next))  
   return 0;  
    
   pl = p->next;  
   p->next = p->next->next;  
    
   free(pl);  
    
   return 1;  
  }  
    
  int GetElement(List \*lp, int n, EleType \*data) {  
   ChainNode \*p;  
    
   p = GetAddr(lp, n);  
   if (!p)  
   return 0;  
   \*data = p->data;  
   return 1;  
  }  
  int TraverseList(List \*lp, int (\*f)(EleType \*)) {  
   ChainNode \*p;  
    
   int a = 0;  
   for (p = lp->head->next; p; p = p->next) {  
   if (!f(&(p->data)))  
   return a + 1;  
   a++;  
   }  
   return 0;  
  }  
  ChainNode \*NewChainNode(EleType data) {  
   ChainNode \*p;  
    
   p = (ChainNode \*)malloc(sizeof(ChainNode));  
   if (!p)  
   return 0;  
   p->data = data;  
   p->next = 0;  
    
   return p;  
  }  
    
  ChainNode \*GetAddr(List \*lp, int n) {  
   ChainNode \*p;  
   int a;  
    
   if (n < 0)  
   return 0;  
    
   p = lp->head;  
   a = 0;  
    
   while (p && a < n) {  
   p = p->next;  
   a++;  
   }  
    
   return p;  
  }
* m.c 对 list.h进行测试
* #include "list.h"  
    
  char a[20] = "Hello World!";  
  void showlist(List \*);  
  int putelement(EleType \*);  
    
  main() {  
   List \*lp;  
   int n;  
    
   lp = CreatList();  
   if (!lp) {  
   printf("Creat?\n");  
   return;  
   }  
    
   for (n = 0; a[n]; n++) {  
   ListAppend(lp, a[n]);  
   }  
   showlist(lp);  
    
   ListInsert(lp, 1, 'h');  
   showlist(lp);  
   ListInsert(lp, 8, 'a');  
   showlist(lp);  
    
   ListDelet(lp, 1);  
   showlist(lp);  
   ListDelet(lp, 7);  
   showlist(lp);  
  }  
    
  void showlist(List \*lp) {  
   TraverseList(lp, putelement);  
   printf("\n");  
  }  
    
  int putelement(EleType \*data) {  
   printf("%c", \*data);  
   return 1;  
  }
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* 将list.h的第一个语句 typedef char EleType改为 typedef int EleType，然后用下面的程序  
  ml.c进行测试。
  + ml.c
  + #include "list.h"  
      
    char a[8] = {11, 22, 33, 44, 55, 66, 77, 88};  
    void showlist(List \*);  
    int putelement(EleType \*);  
      
    main() {  
     List \*lp;  
     int n;  
      
     lp = CreatList();  
     if (!lp) {  
     printf("Creat?\n");  
     return;  
     }  
      
     for (n = 0; n < 8; n++) {  
     ListAppend(lp, a[n]);  
     }  
     showlist(lp);  
      
     ListInsert(lp, 1, 8);  
     showlist(lp);  
     ListInsert(lp, 8, 18);  
     showlist(lp);  
      
     ListDelet(lp, 1);  
     showlist(lp);  
     ListDelet(lp, 7);  
     showlist(lp);  
    }  
      
    void showlist(List \*lp) {  
     TraverseList(lp, putelement);  
     printf("\n");  
    }  
      
    int putelement(EleType \*data) {  
     printf("%d ", \*data);  
     return 1;  
    }
  + ![](data:image/png;base64,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)
* 将list.h的第一个语句 typedef char EleType改为typedef struct{char s;int b;} EleType然后用下面的程序m2.c进行测试。
  + m2.c
  + #include "list.h"  
      
    EleType a[8] = {'a', 1, 'b', 2, 'c', 3, 'd', 4, 'e', 5, 'f', 6, 'g', 7, 'h', 8};  
    void showlist(List \*);  
    int putelement(EleType \*);  
      
    main() {  
     List \*lp;  
     int n;  
     EleType data;  
      
     lp = CreatList();  
     if (!lp) {  
     printf("Creat?\n");  
     return;  
     }  
      
     for (n = 0; n < 8; n++) {  
     ListAppend(lp, a[n]);  
     }  
     showlist(lp);  
      
     data.a = '\*';  
     data.b = 20;  
     ListInsert(lp, 1, data);  
     showlist(lp);  
     data.a = 'a';  
     data.b = 20;  
     ListInsert(lp, 8, data);  
     showlist(lp);  
      
     ListDelet(lp, 1);  
     showlist(lp);  
     ListDelet(lp, 7);  
     showlist(lp);  
    }  
      
    void showlist(List \*lp) {  
     TraverseList(lp, putelement);  
     printf("\n");  
    }  
      
    int putelement(EleType \*data) {  
     printf("%c %d", data->a, data->b);  
     return 1;  
    }
  + ![](data:image/png;base64,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)

## 思考研究

* 1. List只有一个数据项“ChainNode＊head”，为什么还要定义这个数据类型？
     1. 方便理解与操作
  2. 改进list.h中线性表的实现方法，用一个tail指针指向链表的最后一个结点，提高  
     ListAppend的速度。用m.c对其进行测试。
     + list.h
     + /\* 定义线性表存储的元素类型 \*/  
       /\* typedef char EleType; \*/  
       typedef int EleType;  
       /\* typedef struct {  
        char a;  
        char b;  
       } EleType; \*/  
       /\* 定义链表结点类型 \*/  
       typedef struct node {  
        EleType data; /\* 数据项 \*/  
        struct node \*next; /\* 指针项 \*/  
       } ChainNode;  
         
       /\* 定义线性表 \*/  
       typedef struct {  
        ChainNode \*head; /\* 指向头结点的指针· \*/  
        ChainNode \*tail; /\* 指向为结点的指针 \*/  
       } List;  
         
       /\* 声明Lst的操作函数，程序员可以调用这些函数来使用List \*/  
       /\* 创建线性表，返回线性表的指针 \*/  
       List \*CreatList(void);  
       /\* 撤销线性表，入口参数为线性表的指针 \*/  
       void DestoryList(List \*);  
       /\* 清空线性表，即删除所有元素。入口参数为线性表的指针 \*/  
       void ClearList(List \*);  
       /\* 追加元素，在线性表最后一个元素的后面加一个元素，入口参数为线性表的指针，和要加的数据。返回操作是否成功，1表示成功，0表示不线功\*/  
       int ListAppend(List \*, EleType);  
       /\* 加入元素，在线性表编号为的元素的面加一个元素，入口参数为线性表的针，编号和要加入的数据，返回操作是否成功，1表示功，表示不功  
       注意:线性表诸元素的编号一般都是编号，从1开始， \*/  
       int ListInsert(List \*, int, EleType);  
       /\* 删除元素，删除编号为的元素人口参数为线性表的指针、编号，回操作是  
       成功，0表示不成功 \*/  
       int ListDelet(List \*, int);  
       /\* 取元素，取编号为的元素的值，入口参数为线性表指针、编号和要存储读取的值的  
       EleType 型内存单元（变量）的地址，返回操作是否成功，1表示成功，0表示不成功 \*/  
       int GetElement(List \*, int, EleType \*);  
       /\* 取编号为的元素所在的结点的地址，入口参数为线性表的指针、编号、返回结点指针，非0表示成功，0表示不成功。\*/  
       ChainNode \*GetAddr(List \*, int);  
       /\* 遍历，依次访问线性表中的每一个元素，每访问一个元素都用某个函数对这个元素进行某种处理遍历了全部元素返回0，否则返回当前访问元素的编号\*/  
       int TraverseList(List \*, int (\*)(EleType \*));  
       /\* 创建一个存储元素的结点。入口参数为存储在新创建结点中的数据元素的值，返回结点指针，非0表示成功，0表示不成功。\*/  
       ChainNode \*NewChainNode(EleType);  
         
       /\* 定义各操作函数 \*/  
       List \*CreatList(void) {  
        List \*p = 0;  
        EleType \*data = 0;  
        p = (List \*)malloc(sizeof(List));  
        if (!p) {  
        return 0;  
        }  
        p->head = NewChainNode(\*data);  
        if (!p->head) {  
        free(p);  
        return 0;  
        }  
        p->tail = p->head;  
        return p;  
       }  
       void DestoryList(List \*lp) {  
        ClearList(lp);  
        free(lp->head);  
        lp->head = 0;  
        free(lp);  
        lp = 0;  
       }  
       void ClearList(List \*lp) {  
        while (ListDelet(lp, 1))  
        ;  
       }  
       int ListAppend(List \*lp, EleType data) {  
        ChainNode \*newp;  
         
        newp = NewChainNode(data);  
        if (!newp)  
        return 0;  
         
        newp->next = lp->tail->next;  
        lp->tail->next = newp;  
        lp->tail = newp;  
         
        return 1;  
       }  
       int ListInsert(List \*lp, int n, EleType data) {  
        ChainNode \*p;  
        ChainNode \*newp;  
         
        p = GetAddr(lp, n - 1);  
        if (!p)  
        return 0;  
        newp = NewChainNode(data);  
        if (!newp)  
        return 0;  
        newp->next = p->next;  
        p->next = newp;  
         
        return 1;  
       }  
       int ListDelet(List \*lp, int n) {  
        ChainNode \*p;  
        ChainNode \*pl;  
         
        if (!lp->head->next)  
        return 0;  
         
        p = GetAddr(lp, n - 1);  
         
        if (p->next == lp->tail)  
        lp->tail = p;  
         
        if (!(p && p->next))  
        return 0;  
         
        pl = p->next;  
        p->next = p->next->next;  
         
        free(pl);  
         
        return 1;  
       }  
         
       int GetElement(List \*lp, int n, EleType \*data) {  
        ChainNode \*p;  
         
        p = GetAddr(lp, n);  
        if (!p)  
        return 0;  
        \*data = p->data;  
        return 1;  
       }  
       int TraverseList(List \*lp, int (\*f)(EleType \*)) {  
        ChainNode \*p;  
         
        int a = 0;  
        for (p = lp->head->next; p; p = p->next) {  
        if (!f(&(p->data)))  
        return a + 1;  
        a++;  
        }  
        return 0;  
       }  
       ChainNode \*NewChainNode(EleType data) {  
        ChainNode \*p;  
         
        p = (ChainNode \*)malloc(sizeof(ChainNode));  
        if (!p)  
        return 0;  
        p->data = data;  
        p->next = 0;  
         
        return p;  
       }  
         
       ChainNode \*GetAddr(List \*lp, int n) {  
        ChainNode \*p;  
        int a;  
         
        if (n < 0)  
        return 0;  
         
        p = lp->head;  
        a = 0;  
         
        while (p && a < n) {  
        p = p->next;  
        a++;  
        }  
         
        return p;  
       }
     + ml.c
     + #include "list1.h"  
         
       int a[8] = {11, 22, 33, 44, 55, 66, 77, 88};  
       void showlist(List \*);  
       int putelement(EleType \*);  
         
       main() {  
        List \*lp;  
        int n;  
         
        lp = CreatList();  
        if (!lp) {  
        printf("Creat?\n");  
        return;  
        }  
         
        for (n = 0; n < 8; n++) {  
        ListAppend(lp, a[n]);  
        }  
        showlist(lp);  
         
        ListInsert(lp, 1, 8);  
        showlist(lp);  
        ListInsert(lp, 8, 18);  
        showlist(lp);  
         
        ListDelet(lp, 1);  
        showlist(lp);  
        ListDelet(lp, 7);  
        showlist(lp);  
       }  
         
       void showlist(List \*lp) {  
        TraverseList(lp, putelement);  
        printf("\n");  
       }  
         
       int putelement(EleType \*data) {  
        printf("%d ", \*data);  
        return 1;  
       }
     + 结果验证
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  3. 是怎样的设计保证了线性表实现方法的改动，没有引起使用线性表的程序（比如:m.c）  
     的改动？
     1. 通过使用头文件使得定义和使用分开
     2. 通过使用 typedef来修改链表节点中数据的类型

1. 为什么要使用一个头结点？
   1. 方便操作
2. 设计、实现一个不限元素数据类型的通用链表。
   * list.c
   * /\* 定义线性表存储的元素类型 \*/  
     /\* typedef char EleType; \*/  
     /\* typedef int EleType; \*/  
     /\* typedef struct {  
      char a;  
      char b;  
     } EleType; \*/  
     typedef void \*EleType;  
     /\* 定义链表结点类型 \*/  
     typedef struct node {  
      EleType data; /\* 数据项 \*/  
      struct node \*next; /\* 指针项 \*/  
     } ChainNode;  
       
     /\* 定义线性表 \*/  
     typedef struct {  
      ChainNode \*head; /\* 指向头结点的指针· \*/  
      ChainNode \*tail; /\* 指向为结点的指针 \*/  
      int size; /\* 数据类型大小 \*/  
     } List;  
       
     /\* 声明Lst的操作函数，程序员可以调用这些函数来使用List \*/  
     /\* 创建线性表，返回线性表的指针 \*/  
     List \*CreatList(int);  
     /\* 撤销线性表，入口参数为线性表的指针 \*/  
     void DestoryList(List \*);  
     /\* 清空线性表，即删除所有元素。入口参数为线性表的指针 \*/  
     void ClearList(List \*);  
     /\* 追加元素，在线性表最后一个元素的后面加一个元素，入口参数为线性表的指针，和要加的数据。返回操作是否成功，1表示成功，0表示不线功\*/  
     int ListAppend(List \*, EleType);  
     /\* 加入元素，在线性表编号为的元素的面加一个元素，入口参数为线性表的针，编号和要加入的数据，返回操作是否成功，1表示功，表示不功  
     注意:线性表诸元素的编号一般都是编号，从1开始， \*/  
     int ListInsert(List \*, int, EleType);  
     /\* 删除元素，删除编号为的元素人口参数为线性表的指针、编号，回操作是  
     成功，0表示不成功 \*/  
     int ListDelet(List \*, int);  
     /\* 取元素，取编号为的元素的值，入口参数为线性表指针、编号和要存储读取的值的  
     EleType 型内存单元（变量）的地址，返回操作是否成功，1表示成功，0表示不成功 \*/  
     int GetElement(List \*, int, EleType \*);  
     /\* 取编号为的元素所在的结点的地址，入口参数为线性表的指针、编号、返回结点指针，非0表示成功，0表示不成功。\*/  
     ChainNode \*GetAddr(List \*, int);  
     /\* 遍历，依次访问线性表中的每一个元素，每访问一个元素都用某个函数对这个元素进行某种处理遍历了全部元素返回0，否则返回当前访问元素的编号\*/  
     int TraverseList(List \*, int (\*)(EleType));  
     /\* 创建一个存储元素的结点。入口参数为存储在新创建结点中的数据元素的值，返回结点指针，非0表示成功，0表示不成功。\*/  
     ChainNode \*NewChainNode(EleType);  
       
     /\* 定义各操作函数 \*/  
     List \*CreatList(int size) {  
      List \*p = 0;  
      EleType data = 0;  
       
      p = (List \*)malloc(sizeof(List));  
      if (!p) {  
      return 0;  
      }  
        
      p->head = NewChainNode(data);  
      if (!p->head) {  
      free(p);  
      return 0;  
      }  
      p->head->next = 0;  
      p->tail = p->head;  
      p->size = size;  
      return p;  
     }  
     void DestoryList(List \*lp) {  
      ClearList(lp);  
      free(lp->head);  
      lp->head = 0;  
      free(lp);  
      lp = 0;  
     }  
     void ClearList(List \*lp) {  
      while (ListDelet(lp, 1))  
      ;  
     }  
     int ListAppend(List \*lp, EleType data) {  
      ChainNode \*newp;  
      EleType elem;  
       
      elem = (void \*)malloc(lp->size);  
      if (!elem)  
      return 0;  
      memcpy(elem, data, lp->size);  
       
      newp = NewChainNode(elem);  
      if (!newp)  
      return 0;  
       
      newp->next = lp->tail->next;  
      lp->tail->next = newp;  
      lp->tail = newp;  
       
      return 1;  
     }  
     int ListInsert(List \*lp, int n, EleType data) {  
      ChainNode \*p;  
      ChainNode \*newp;  
      EleType elem;  
       
      p = GetAddr(lp, n - 1);  
      if (!p)  
      return 0;  
       
      elem = (void \*)malloc(lp->size);  
      if (!elem)  
      return 0;  
      memcpy(elem, data, lp->size);  
      newp = NewChainNode(elem);  
       
      if (!newp)  
      return 0;  
      newp->next = p->next;  
      p->next = newp;  
       
      return 1;  
     }  
     int ListDelet(List \*lp, int n) {  
      ChainNode \*p;  
      ChainNode \*pl;  
       
      if (!lp->head->next)  
      return 0;  
       
      p = GetAddr(lp, n - 1);  
       
      if (p->next == lp->tail)  
      lp->tail = p;  
       
      if (!(p && p->next))  
      return 0;  
       
      pl = p->next;  
      p->next = p->next->next;  
       
      free(pl->data);  
      free(pl);  
       
      return 1;  
     }  
       
     int GetElement(List \*lp, int n, EleType \*data) {  
      ChainNode \*p;  
       
      if (!data)  
      return 0;  
       
      p = GetAddr(lp, n);  
      if (!p)  
      return 0;  
       
      memcpy(data, p->data, lp->size);  
       
      return 1;  
     }  
     int TraverseList(List \*lp, int (\*f)(EleType)) {  
      ChainNode \*p;  
       
      int a = 0;  
      for (p = lp->head->next; p; p = p->next) {  
      if (!f(p->data))  
      return a + 1;  
      a++;  
      }  
      return 0;  
     }  
     ChainNode \*NewChainNode(EleType data) {  
      ChainNode \*p;  
       
      p = (ChainNode \*)malloc(sizeof(ChainNode));  
      if (!p)  
      return 0;  
      p->data = data;  
      p->next = 0;  
       
      return p;  
     }  
       
     ChainNode \*GetAddr(List \*lp, int n) {  
      ChainNode \*p;  
      int a;  
       
      if (n < 0)  
      return 0;  
       
      p = lp->head;  
      a = 0;  
       
      while (p && a < n) {  
      p = p->next;  
      a++;  
      }  
       
      return p;  
     }
   * ml.c
   * #include "list5.h"  
     typedef struct student {  
      int number;  
      int math;  
      int c;  
      int java;  
     } stu;  
     typedef stu MyElementType;  
     MyElementType sa[4] = {1, 1, 1, 1, 2, 2, 2, 2, 3, 3, 3, 3, 4, 4, 4, 4};  
     void showlist(List \*);  
     int putelement(MyElementType \*);  
       
     main() {  
      List \*lp;  
      int n;  
      stu a = {5, 5, 5, 5};  
      stu b = {8, 8, 8, 8};  
       
      lp = CreatList(sizeof(MyElementType));  
      if (!lp) {  
      printf("Creat?\n");  
      return;  
      }  
       
      for (n = 0; n < 4; n++) {  
      ListAppend(lp, &(sa[n]));  
      }  
      showlist(lp);  
       
      ListInsert(lp, 1, &a);  
      showlist(lp);  
      ListInsert(lp, 4, &b);  
      showlist(lp);  
       
      ListDelet(lp, 1);  
      showlist(lp);  
      ListDelet(lp, 3);  
      showlist(lp);  
     }  
       
     void showlist(List \*lp) {  
      TraverseList(lp, (int (\*)(void \*))putelement);  
      printf("\n");  
     }  
       
     int putelement(MyElementType \*element) {  
      printf("%d %d %d %d -- ", element->number, element->math, element->c,  
      element->java);  
      return 1;  
     }
   * 结果验证
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