# **Yaafe - audio features extraction**

*Yaafe* is an audio features extraction toolbox.

**Easy to use**

The user can easily declare the features to extract and their parameters in a text file. Features can be extracted in a batch mode, writing CSV or H5 files. The user can also extract features with Python or matlab.

**Efficient**

*Yaafe* automatically identifies common intermediate representations (spectrum, envelope, autocorrelation, ...) and computes them only once. Extraction is processed block per block so that arbitrarily long files can be processed, and memory occupation is low.

If you wonder about the *Yaafe* acronym, it’s just *Yet Another Audio Feature Extractor*.

### Frames

*class* yaafefeatures.Frames

Segment input signal into frames.

First frame has zeros on left half so that it is centered on time 0s, then consecutive frames are equally spaced. Consequently, frame *i* (starting from 0) is centered on sample *i* \* *stepSize*.

**Parameters**:

* blockSize (default=1024): output frames size
* stepSize (default=512): step between consecutive frames

**Declaration example**:

Frames blockSize=1024 stepSize=512

### LPC

*class* yaafefeatures.LPC

Compute the Linear Predictor Coefficients (LPC) of a signal frame. It uses autocorrelation and Levinson-Durbin algorithm.

|  |  |
| --- | --- |
|  |  |

**Parameters**:

* LPCNbCoeffs (default=2): Number of Linear Predictor Coefficients to compute
* blockSize (default=1024): output frames size
* stepSize (default=512): step between consecutive frames

**Declaration example**:

LPC LPCNbCoeffs=2 blockSize=1024 stepSize=512

LSF

*class* yaafefeatures.LSF

Compute the Line Spectral Frequency (LSF) coefficients of a signal frame.

|  |  |
| --- | --- |
|  |  |

**Parameters**:

* blockSize (default=1024): output frames size
* stepSize (default=512): step between consecutive frames

**Declaration example**:

LSF blockSize=1024 stepSize=512

### Loudness

*class* yaafefeatures.Loudness

The loudness coefficients are the energy in each Bark band, normalized by the overall sum.

|  |  |
| --- | --- |
|  |  |

**Parameters**:

* FFTLength (default=0): Frame’s length on which perform FFT. Original frame is padded with zeros or truncated to reach this size. If 0 then use original frame length.
* FFTWindow (default=Hanning): Weighting window to apply before fft. Hanning|Hamming|None
* LMode (default=Relative): “Specific” computes loudness without normalization, “Relative” normalize each band so that they sum to 1, “Total” just returns the sum of Loudness in all bands.
* blockSize (default=1024): output frames size
* stepSize (default=512): step between consecutive frames

**Declaration example**:

Loudness FFTLength=0 FFTWindow=Hanning LMode=Relative blockSize=1024 stepSize=512

### MFCC

*class* yaafefeatures.MFCC

Compute the Mel-frequencies cepstrum coefficients.

Mel filter bank is built as 40 log-spaced filters according to the following mel-scale:

![melfreq = 1127 * log(1 + \frac{freq}{700})](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPoAAAAlBAMAAACZqun0AAAAMFBMVEX///8AAAB0dHRiYmLm5uYwMDCenp62trbMzMyKiooMDAwiIiJQUFBAQEAEBAQWFhZqmhCGAAADzUlEQVRYw8VXTWgUZxh+sjuzO+vOZndLSHORTjb+VBLaZcWCbbWTHNpC0xIiixcPayjBGqgTqKiHwq7tsZSpQYxR20WC7a1pC229hSWJqIgxtjdb1hzUQw+LDaSHgH2+mcTdyczaXaGzL3zD7DfvN8+83/s+z/st4Ju9vw8ttKuXWggudbQy9EixlaHfWMth4uUeDak+HZnJRX/hoxqkIy/Is1EzbEZNecZf9HYDIbH7tzGov4HorL/o/RwxYm5NbcMy2nL+oh8V8eegdEGMcZ/Lbg9HwSbeOwm89T8iDXjMHeB4lWMVgU8Syl9AYLOHkn5+xM9q7n/zeH6Fo8QxyLxf3NXJXdhMuj81Tt59BhXfM+jwC797389Qk8lktXJjy1WvYM72dFjCEaYQvjObPLbkycvz9dG/6GbZlPjd21Aw1dETx2uefVe9jduelp1cF5uQg+CBou3msA8EM/RnbK9FFKJ/C7nIvO2s0bJy9f7Mhidtxzrb+xwUi4kIg5rz5Wc5ptAA+jLUxEaZqLaMD1W9fnWjqz2Ojb/zmNfwDAK7B7Z/mDnIzUjNYZhF8f0CIpnTGXjq8QY6GDsjsNNlXWWNy66JotqNshvd08p4u6BFLqOX7Ren8IhTP0LMHYKnHlfR+01gRNwsySERdnsed5k5ZVrqbBg9gdyUKIF5qBVpThHLHkLMOfT49yztkBP9J44V68jyxy3WKr5EoMLHcQ0dSrFB9GngHuRZBty2lNKDDEISzLiHOnr8FD3IlCs2iV5J21LWrqHfOKyHilX0WDb7JJsVASRdlrDQH1B9pS4U8lYTREgsfYA6evwUfULQxirzby4d06yE8Q1f4XWoi1LjeWcABW5ajkST2j7PQ8QvgqrVY/fOhzSkEauIqcmoJNC73qWI/80Uxs0mqo7Z6kUsnY4b2NlPCsvcx0ClVo+9Yv909KNFRO2KbLfontC25PnlF9Cd92Kcl5Fxqkb1DZd0qZTS5V3kD1epWq0e19jgD2uGdPOla7ifTA5BttkoWddhU1kiTdW9+8lV2/O/0IOmW0/g0uPmbJ4aX/PzXH3PuGtGH4NLj5szqphqeMxbTSmSeY0V22NnZcTls7wAlx43YWolImrGa5XVlMYQN9hvVq2Mub1KabceN3Nov/5mvdOF1ZSuIjAUNbHdmtB9PVuxKb2IULnNwMct+EMRE/IV7qAqjev+o48gTPSucaLn/UdfaSU69Vth3jsKBg77v/OiKXUiUqYGf92CoquIThgcYifd4z+6aEpUmzzV5h//0UVTiuyllk5c3Diy/Au8a+oAASicegAAAABJRU5ErkJggg==)

Each filter is a triangular filter with height ![2/(f_{max}-f_{min})](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHoAAAATBAMAAACtjARFAAAAMFBMVEX///8AAAB0dHRiYmJAQEAiIiKenp7m5ubMzMyKiooMDAy2trYwMDAEBARQUFAWFhZojUJUAAABrElEQVQ4y52Tz0sCURDHv7rk6u5qepQ6SEogRCwEnSKWoh9HCYLAy2LUMTajQImQ/oGkHwcjwpvHFqJLJ+kQURfp2sUM/Dua2XXVXWnBBt68YT77ffN23nvAwIoYy4JDcRPYGE8tauTSazr5cBsCz+Kq5vO9G15SfSOcpChWwSRnJmo+ag8kgWTinYG1FHBo+OzVA4UUoil8U7QL7HDm1u9PPVDOsefa1LEWTWcP3b/FI5AVYtJuOcfY8qvthXH+ZRWIVBGuc+LLT+3ASNueGzQWaCiw1WLcq5C32VQMQxF9dYTJKaV456G6T+kRSIoCBGCx1wOhiaPu3HkGsbQWyVyp7hNy4JK4XNi0FPL6/jXAvecTU1RUp4RcFHlBLSmzVZfagUGpFDA71olFE4lphPkOzdCQdMop1bLcUnRIFfdGHYgLPOGD9tJbPGaSO6YRoJwqGZlgUzIQ9fymA9GhTrdgX237nlpLGHsUm2W8ZtvPJ7WbkKt4H6YaqXzoTaeO2fZoeQ2fXV7pAGl95U69n8+6Sg/gTyUnvtgvFHBedhEd1efAvDDovBkN/7Nfq1hjIY2MNXsAAAAASUVORK5CYII=). Then MFCCs are computed as following, using DCT II:

![mfcc = dct(log(abs(fft(hanning(N).x)).MelFilterBank))](data:image/png;base64,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)

|  |  |
| --- | --- |
|  |  |

**Parameters**:

* CepsIgnoreFirstCoeff (default=1): 0 keeps the first cepstral coeffcient, 1 ignore it
* CepsNbCoeffs (default=13): Number of cepstral coefficient to keep.
* FFTWindow (default=Hanning): Weighting window to apply before fft. Hanning|Hamming|None
* MelMaxFreq (default=6854.0): Maximum frequency of the mel filter bank
* MelMinFreq (default=130.0): Minimum frequency of the mel filter bank
* MelNbFilters (default=40): Number of mel filters
* blockSize (default=1024): output frames size
* stepSize (default=512): step between consecutive frames

**Declaration example**:

MFCC CepsIgnoreFirstCoeff=1 CepsNbCoeffs=13 FFTWindow=Hanning MelMaxFreq=6854.0 MelMinFreq=130.0 MelNbFilters=40 blockSize=1024 stepSize=512

## Python interaction

*Yaafe* python bindings allow to easily extract features from Python with a great flexibility. The first step is always to build the DataFlow object corresponding to the audio features to extract (for example using a FeaturePlan object), and configure an Engine.

>>> from yaafelib import \*  
>>>  
>>> # Build a DataFlow object using FeaturePlan  
>>> fp = FeaturePlan(sample\_rate=16000)  
>>> fp.addFeature('mfcc: MFCC blockSize=512 stepSize=256')  
True  
>>> fp.addFeature('mfcc\_d1: MFCC blockSize=512 stepSize=256 > Derivate DOrder=1')  
True  
>>> fp.addFeature('mfcc\_d2: MFCC blockSize=512 stepSize=256 > Derivate DOrder=2')  
True  
>>> df = fp.getDataFlow()  
>>>  
>>> # or load a DataFlow from dataflow file.  
>>> df = DataFlow()  
>>> df.load(dataflow\_file)  
True  
>>>  
>>> # configure an Engine  
>>> engine = Engine()  
>>> engine.load(df)  
True  
>>> # extract features from an audio file using AudioFileProcessor  
>>> afp = AudioFileProcessor()  
>>> afp.processFile(engine,audiofile)  
0  
>>> feats = engine.readAllOutputs()  
>>> # and play with your features  
>>>  
>>> # extract features from an audio file and write results to csv files  
>>> afp.setOutputFormat('csv','output',{'Precision':'8'})  
True  
>>> afp.processFile(engine,audiofile)  
0  
>>> # this creates output/myaudio.wav.mfcc.csv,  
>>> # output/myaudio.wav.mfcc\_d1.csv and  
>>> # output/myaudio.wav.mfcc\_d2.csv files.  
>>>  
>>> # extract features from a numpy array  
>>> import numpy  
>>> audio = numpy.random.randn(1,100000)  
>>> feats = engine.processAudio(audio)  
>>> # and play with your features