**P.Bhavya 14.11.2024**  
**AIDS**

**1, Buy And Sell Stock**

**Given an array prices[] of length n, representing the prices of the stocks on different days. The task is to find the maximum profit possible by buying and selling the stocks on different days when at most one transaction is allowed. Here one transaction means 1 buy + 1 Sell. If it is not possible to make a profit then return 0.**

**Note: Stock must be bought before being sold.**

**Examples:**

**Input: prices[] = [7, 10, 1, 3, 6, 9, 2]**

**Output: 8**

**Explanation: You can buy the stock on day 2 at price = 1 and sell it on day 5 at price = 9. Hence, the profit is 8.**

**Program:**

import java.util.Scanner;

public class BuyAndSellStock {

public static int maxProfit(int prices[]) {

int n = prices.length;

if (n == 0) {

return 0;

}

int minPrice = Integer.MAX\_VALUE;

int maxProfit = 0;

for (int i = 0; i < n; i++) {

if (prices[i] < minPrice) {

minPrice = prices[i];

}

int profit = prices[i] - minPrice;

if (profit > maxProfit) {

maxProfit = profit;

}

}

return maxProfit;

}

public static void main(String[] args) {

Scanner sc = new Scanner(System.in);

System.out.print("Enter the number of days: ");

int n = sc.nextInt();

int[] prices = new int[n];

System.out.println("Enter the stock prices for " + n + " days:");

for (int i = 0; i < n; i++) {

prices[i] = sc.nextInt();

}

System.out.println("Maximum Profit: " + maxProfit(prices));

}

}

**Output:**
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**Time Complexity:** O(n)

**2. Coin Exchange**

**Given an integer array of coins[ ] representing different denominations of currency and an integer sum, find the number of ways you can make a sum by using different combinations from coins[ ].**

**Note: Assume that you have an infinite supply of each type of coin. And you can use any coin as many times as you want.**

**Answers are guaranteed to fit into a 32-bit integer.**

**Examples:**

**Input: coins[] = [1, 2, 3], sum = 4**

**Output: 4**

**Explanation: Four Possible ways are: [1, 1, 1, 1], [1, 1, 2], [2, 2], [1, 3].**

**Program:**

import java.util.Scanner;

public class CoinExchange {

public static int countWays(int coins[], int sum) {

int n = coins.length;

int[] dp = new int[sum + 1];

dp[0] = 1;

for (int i = 0; i < n; i++) {

for (int j = coins[i]; j <= sum; j++) {

dp[j] += dp[j - coins[i]];

}

}

return dp[sum];

}

public static void main(String[] args) {

Scanner sc = new Scanner(System.in);

System.out.print("Enter the number of coins: ");

int n = sc.nextInt();

int[] coins = new int[n];

System.out.println("Enter the coin denominations: ");

for (int i = 0; i < n; i++) {

coins[i] = sc.nextInt();

}

System.out.print("Enter the sum: ");

int sum = sc.nextInt();

System.out.println(countWays(coins, sum));

}

}

**Output:**

**![](data:image/png;base64,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)**

**Time Complexity:** O(n \* sum)

**3. First and Last Occurrences**

**Given a sorted array arr with possibly some duplicates, the task is to find the first and last occurrences of an element x in the given array.**

**Note: If the number x is not found in the array then return both the indices as -1.**

**Examples:**

**Input: arr[] = [1, 3, 5, 5, 5, 5, 67, 123, 125], x = 5**

**Output: [2, 5]**

**Explanation: First occurrence of 5 is at index 2 and last occurrence of 5 is at index 5**

**Program:**

import java.util.Scanner;

public class FirstAndLastOccurence {

public static int[] findFirstAndLast(int arr[], int x) {

int[] result = {-1, -1};

result[0] = findFirstOccurrence(arr, x);

result[1] = findLastOccurrence(arr, x);

return result;

}

public static int findFirstOccurrence(int arr[], int x) {

int left = 0, right = arr.length - 1, first = -1;

while (left <= right) {

int mid = left + (right - left) / 2;

if (arr[mid] == x) {

first = mid;

right = mid - 1;

} else if (arr[mid] < x) {

left = mid + 1;

} else {

right = mid - 1;

}

}

return first;

}

public static int findLastOccurrence(int arr[], int x) {

int left = 0, right = arr.length - 1, last = -1;

while (left <= right) {

int mid = left + (right - left) / 2;

if (arr[mid] == x) {

last = mid;

left = mid + 1;

} else if (arr[mid] < x) {

left = mid + 1;

} else {

right = mid - 1;

}

}

return last;

}

public static void main(String[] args) {

Scanner sc = new Scanner(System.in);

System.out.print("Enter the number of elements in the array: ");

int n = sc.nextInt();

int[] arr = new int[n];

System.out.println("Enter the elements in the sorted array: ");

for (int i = 0; i < n; i++) {

arr[i] = sc.nextInt();

}

System.out.print("Enter the element to find: ");

int x = sc.nextInt();

int[] result = findFirstAndLast(arr, x);

System.out.println(result[0] + ", " + result[1]);

}

}

**Output:**
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**Time Complexity:** O(log n)

**4.Find Transition Point**

**Given a sorted array, arr[] containing only 0s and 1s, find the transition point, i.e., the first index where 1 was observed, and before that, only 0 was observed. If arr does not have any 1, return -1. If the array does not have any 0, return 0.**

**Examples:**

**Input: arr[] = [0, 0, 0, 1, 1]**

**Output: 3**

**Explanation: index 3 is the transition point where 1 begins.**

**Program:**

import java.util.Scanner;

public class Trasitionpoint {

int transitionPoint(int arr[]) {

int pos = -1;

for (int i = 0; i < arr.length; i++) {

if (arr[i] == 1) {

pos = i;

break;

}

}

return pos;

}

public static void main(String[] args) {

Scanner sc = new Scanner(System.in);

System.out.print("Enter the number of elements in the array: ");

int n = sc.nextInt();

int[] arr = new int[n];

System.out.println("Enter the sorted binary array elements (only 0s and 1s):");

for (int i = 0; i < n; i++) {

arr[i] = sc.nextInt();

}

Solution sol=new Solution();

int result = sol.transitionPoint(arr);

System.out.println(result);

}

}

**Output:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjsAAABfCAIAAACBTpFpAAAWCUlEQVR4Ae2dz4okuRGH9xX2YNiTmcs8wLzBYvBi44N9NAz0wYfxO/jU9GnB4BdoBmZPHjNDG198rzZ7630no5BCCkkRkrKqskrq+jXDdFZmKv58EaFQZlVnffPm7btL/PvtT7/6/Mt3f6l0WfsvY9WgFstIa/+g2Ouedj3jf/23/337+d97Zd2F/bqwuuvmzILa9022BYHsVXeXQvHNm7fv/vDHP1/g3+8ef/n+n18LRb//x8/f/+fnH/56CQMK1ZteLm286ukVyZPq/6pWnb7z8n6puXGiI7/54U+rzyyT2I+ONUkgzmWG61gv+AEBEJiJwOd/fTlXhd+4HHSsV5YArmNd+h/dSPn28y/u399/PE37j995Oer/jz+dJlwjc07jNfm7hmMO488/iczh1/mTbddkuA3h50+22+A2bTJfo2Mh5CAAAiAAAiCwnQA61sUvdLYHadr1DgwDARAAgUsSQMdCxwIBEAABEFiDADrWGnG65CoGukAABEBgTgLoWOhYIAACIAACaxB4DR3r/cfnl5en+4nfH5rOwrtPh/Rh7ufHu2OTVco5fHo/cQiOWTAG7/ZNrely45UFEe68LgKnd6wfv7y8HD5+OGZG2IxS1zV/zc9loZ+Iv574dwVZk7v/+vJy5Y6l58ZJaXnmjqVbOFdubC7JLA1Oog3VIDBAgDvWw1Nac/PWl4eRdNTrcJ/c1XXNX/NTWUjGnHBdpWXV6+xYmqcnJPaq2XuCyyMTSH6OMhHte417Ue/OnFE5utsQnnWssRZVYNLrcJ880HVN1Q9Ux6eycA9j0LHUuOc7V83e3Iui/M/90nWsMy+nLmr/bbSNKyLtdyw3wbkbPq7e/I+/B0gTH+8Sv8Udwg+P6d0SkYWclG6aCz+dZVRbF0/BpYWM1TDDzi3L5Tdv37GuWKg8Dbk7SM+Pd94G52zwju6V8aiNFm4HxS4nRXX9szHRhZGNDkOjY2mjmqDIfm2UJ39kHrZoMLEcQrgfSNmZ3+1s5IYuKuQMZ7r4Lero6b6qL5am0+CjudkxpaX9sgE0Mqpx6O27N6pAN6R8R4DSXpYzwc8ZtoxnM1rnRDexcXsExjqWKzNuOZSm4mrMZaToUrGEKFP5zRKaJTMJTmQ4SjU5lNO6LhLu5AWrsqS3zbCDzQIzg71wOlQWpHOfJuLD4fnxzrlzODw779gSN+rwfMgsZGv9VHVGUBSgGBHvizOe9osJkzdZtT1H9BlqHcsY1QT1xqbRCApZrudGIdC9HMq0kMa1Xz0zYv7XG7qFLJDzgXMmOsVl4ldLnJN29hY+UgvhUTEH6tJrHMqhCYF15WZBdy4EsWxAy2wilrlfM8SeWycw2rHsFtWoQzmzU3L7OqEkjlOqduFiRaWhiwvelUQ6jaYDwwy7ePwkorpcCWRdfhHqHCRP/WcXydMvD36ukRamUq8EnghKDA8OJl2+J1UaLdphf3V+rYIuKPNOYI7qg9LjRQIlQyYf3CxeslOkToSS99vR95T8/1bHEgINvYp8/cyGXyZDRbjtFxEI5dYovcahQp0QSBaKbuSEiJduoPN6w6dyyAxeTL1M/hlgmSrYvgyBrGOJREkXVVXZFIVXvPSV05zUKClFzdvFVpSKaEWSjm1h04xSeDLDFti+K+jnU9Eh2NNKoL9n+BTaW36Vk2ZJHi6d7WyL2SSeWWgvXsbTjI0hhsnmQNUc5e8vUfRLUG0aldlF4hUvYzTd/nT9bQdddb/yy06AvmTdQtsvk+HGvyIQehsZ1ThUuiYE5vlW41KpDu8kAmULjJHFxi0SyDqW2kXsivK8RPqmzHY7lR+/DN9QG0VIVF2NSaRpRrK20NIQaB+i0lUnYr7GkpcOQU5YgdakjgaVzEhOUQTTyrcKaDpTm0qGGFZTlTmq2bHMUe8b7yCGOLqx8sJd+OInPk85cRAnmAQqv+wEsNOJFekWVuGIp7VosEzdcpKZZZW8xlLL3N++0w9pb8VF1AKRM9iS0DbYPJp3RPO0PnwdFAQuR2CnjqUsDxOay3Wsphl2ltuTiD1hpVZBSvOWUwkMt9HUq4qTQCUzUokW2ouXSZ0OZIihmLa8XntUsrAE1aZRmR1ndq+xeJncTw6S6uq2lXYmo6j8shOAhyR15R7dQtsvm2EpOXOBBMrOIfQ2Ss8+1BIY3qmidYCTkC3LbBSZwc3TnPHxnbzmmeMycebCBE7vWHpd1aWess2ujXSOXpO6LrvmlfdXeipcLBsCy0Pki1tv2hOxdo2V6vDcoGpE5Z7SBR11yumWhTy2PqfeE8g3QZmjmkEhyaWbeqCT9uSgfia5VttT0RP9gGkYAnULGwJr7YZk6Qtpyd5TFBY2Ss881BToXHYnHD5+cNbm97fJWkr1zB5pbW/btKo3sBMLDF+VwOkdy78lU91s8etZJYPDx4eOu3vgqqK6r92oed9ItEJqBawlUJYQbYcP+KapUFQ4n1wIJC94NXp2UKzUz26kOotOYUx/EmxYyPOCMrdao5qgGvGqzBYTMZmh5sabh6d4/4rXIhmNtvu1X10zGgJVC1sCLYaMXdWVafES4v3SPDey4fahlkCyhFxQCtPJJ7F1zWaqLXeOcn9IsqUR+6cnkHWs7M4335JuVVRwj+ZoHiwmCFpe8f707rddGwPZpujqWWiYYcemLZDr03+QKSww29dYYSKOKMolp2Hh0aDCNOH1cWtkfyvvWs2bI6JbKFBE3+SbSdqodsdyRmqj+tdYYbEf7Yh5mBtZ0mAHMwj5kCDSC6zoOWujLlWa2HmJ7A03V4PV4S+9goWNjGocCh9/9RJzgT6pfGsps9ojpWjqhzLmnlJB/rh1rQCuqMDRpQlwx+LpbGlnYDwIgMAVCFDHGm7b6CIgcDwBdKzj2V1hasDCAgTmI1Bdd6KmQGAvAuhYe5FFPwOBmyDQup2I4gKBMxNAxzoz0JuYpOZb5gP75QnE95zwbtPl4d+sRnQsdCwQAAEQAIE1CKBjrRGnm11SwXEQAAEQiATQsdCxQAAEQAAE1iCAjrVGnOISAxsgAAIgcLME0LHQsUAABEAABNYg8Bo61q38OUh6WkQrt/o0/BMKzv/Q0pZVN7EkDGDp2RDDT3lYjQw/5OWUz4veBKjwxc37fZDSPT1LfQzeKaGZfuzpHWvTU2pOnNR0Xf05eoow6MZvmLDQsaaIYz+H3VRy5Y51crIZqOkZg0NPuhpJ7AlA9aM54oh+zljB6mMN/tnJJP/WHjXCHSt7El14JNnY6mCv2shiE+Kn60LHkqwWobHnTDFS7XueM8FErFeKzJMjtim1NjxHuKvirKCcy/xzTiO7XpgnbOpYdPLmRwbf3p9vZx1rrEUVc80utWEkga5rkTlaN97wtIBML8cKYBEamoN7dpENnE8246wT8XGgTk42BcL5ZZ4NlJ/u+RaZE1t9w8MlEyDoGivY8OTiw6f7j89HmE3Onu2q9wqUlExr5Xy/Y7kZ0N3icPnqf/x1KM2MvEv8Flep8knVYtXj1gXuJbH2IzvE27p4ji4tZPqGGR1SSVqVRsYhw6+28WRkw0Kpy7HqripaNMI6jpjnt63cKC3KsvY4yAOhpKWfyASXgqOlJY2U846B11nYOPQ2vJ1QGn+KhdmzzAUNzijnaY7XjLJz9vnxzkdZFEUarueGFa+BZJMZpRgfIs6+xJecV/Vsogu0LIwCQ0okT8NXkxyRNhVwgsYNLP82gGGXjTzs+SVpDBXs/dfw7H8iXJsnBdZHQ3oX0AgyDZR4q5jKWKyyPdaxHHmGRaUu5k3HxeTFSZMFgyQ4keEopdcQWV0XCRfJwfNXCptqRit+FGwe5TI+mpfPdF51oNHxSzc+lBPrykBRzSS29FKQr+cOt8dJODwfYm8jq4pRVYX7L7G0oizcD40nS4Y6lHHZ+D5BLpDqxmeox3Q5FS3ylvF11g1bmFLXc2Ma7GyN14wydazD4fnxztlzODy7onDueJmZSTI3fOLxaYGAiPJQshW0m3NW0QM4fEQ+pqi3ypvRs9BJqEAdF5TK2ZAPfh2cMRx22UqbZqUcVbARu4wv7xwxvoZG0QkQyuRkyRxBTtpV9o92LLsYqnQhBERfXjmJjM+znL9nT55s0Wzokhcf6bSWGY1Qmb1BeBGGi3Tp+JWsksnRsLCsZ9OqDBcJlDSEhexyKTl8+5QcpVvrLJdlabtMZohqcWeKl2yJRKFsj+nyHSvOm62MEgKPs7ARr2i/gVdmOCcS2UNLN9rjP8BJVLWvruZR/XgZ4SN1opazzIn2Kxv6wGQPD6E9tLyr8lAxyQAl8mQkbXLbQoDiwPwo2znsuE9UEuITrOFX6c5G1SRZ+M611o1XcLmsKQdcu9bf6Hsp9srDs47lFsvpJ7CrcBSZV7z0/tSpLNZTXJDbs0fV5Vc9cjqIpzXNaEXCSVBuwYnEjcYnPh2/olUy5KaFflUuZ2HxpZFSQrmd7GEHXSHln2UvS2vo+xKjIuFIw+WcVa0xAmxujOlqmMEQWIsQeIyFZrzE1aRI9aDdHCViSuf4S3lyJ1yn8sW3tz9irKIs/HJKi5dZ7JTELinF83nDmZRPpjyfZikqEqlnoZMc3eHo5Osh9YTa1NQYBOdksENxjMuZosTT9iudE9xJhjHGTGa5kyQXkMeMT86WMhPYpuqFTss6ltrM7Qh5OlWcHJoAmlJF/CcKUtXVA6fqanSsphmdEFL2B9s5jbQUTHlGE43tl2q8aaEy6Wjaa2JVvGo+ykxRjcqspaMijvE+cNNlMR85aTaZrMyO0dU0wxSYTYiDFprxanYsc1SzY5mj3ovGwAngThbNo3gpCWuJ3amF9E4hqyOBWkISbVcvtKGuI5MxIkPUnc6LftoEM3KXs0n8GJettLH9yg3gjt63n+FHdBnk3pum7uTM2UQyl/NK9u/UscRih+OR8DXnl3RaPdBYOdo51DRDka8FleohLDDNEqXK7PhVJbQzoGFhdb6mvcZV0VD6Uz1TVKOSdjokJ450yN+OM2syFpLbkJOXxpnCcaQum3xLoCz1UQsb8UpOVXjtUSmmdI5Y0jVzo9sPRIysPJeJbZ0T98dQxj3GjBwTKW5wiiomVaCIYdQ1GhQnubiKqrST5GGXG2lTSY5+xQ3OhBRc3iPpVdskmRfH1VG/uFGudGUa16Ne3Z7TO5ZejXouenwuEeUMOBROyntdl51DymTN9TOuNNypoHm5NkDs6fglzhRpZIMqz3dnDnBTafCHXILXtVJ1FK3ZyQw/kwazRWUOuHz4+MGpy+9uGVE4VpdpRlOgc8edsMXCoYyq8dZ7AoE0qQlT2R1zVP8ai6R1mSftvXLQz6y1pD12RiVdhoNOyGlBSWaUmaY7kkyi82m4kfO2X6VS591AwUYLSbLdsYwlgv2uLTXyzIvCzSVfnt6xqIaNe9z6PMUFGUM1vkFJUAbVzqHQbHQzRNsoDXh4EjdY/HqWlebGZ0mWHypl+ntQW0BJ4W5bfgLQNr6gQcTK65t6pihGyXuSGXMqePeG7scPzsGeyyRWfATRNtvjOlKXbUZLIBmz1cKw1G02gxqvOSpNoGKWjO542pquRrwUkhF7I7HjOfpGOR2H9I6mJpihUroW6u9jJTkb0sbjjTVLQeecP8rlRto0/KJDwv2xgg0kwyqE5xkfhSHjRebI2FFo9Gsyedpq21nHomvr9J+/29OIELMmZDwu5k39bla4fZRnOQsZbPiKrp6FtNZg8wZXPSQzjuHs5zSKB7KbXX2/FOPJfdNCqhzS5qYtd5p5Cy5mHjeVYKRYZOVO8XHqPU2G0uyne3lvtuuyN0bY0Av3UbpaZtgCPbHNFipv04pKEalBm51yIO00nOz0oDJ39NxoxsuXknScVxhhWoxG5okdU0jbqDRywZK1LDEJrM53jngadIhH8G8BiheaG9KGhwRpyQy+BGE1Y3enwy3ZJK0wXspPh0IP9qOGC1alET/jlx+Vepl/SiHeE8JHmbOJoRb3XsEWSnd/yR1rBVtnYwd7+gSonLLJaLZMm9/CWYjRDKhd8PXTYKsLCMowMeWCfnjs+QO3v2p0rN0XBSumxblsrhba09Ge38JzxeJ0OX6937/KP3naQlBGg5Vdjk9XXKNebEkYdKybCPMeqdOXOX85zW/hlmLuR+RkadkbPCdL0w1GUAbB3uSVKDoWOtb5CfjF+OBbhvq0NVi0x542v4VXwTKg1L09ttNtXgRlgH+qVrd6uMxN2mOrbJM7gyejY6UMGESG00AABEAABK5CAB0LHQsEQAAEQGANAuhYa8TpKssZKAUBEACBqQigY6FjgQAIgAAIrEEAHWuNOE21zIExIAACIHAVAuhY6FggAAIgAAJrEEDHWiNOV1nOQCkIgAAITEVAdix6Ckt4lFb+QMbW5/HnHxWfOTbuFNoYCIAACIDAdAS4Y9GfT8e/Rxv9y/b5R/kvoDp8uv/4/PoeYzzV2gfGgAAIgMDeBELHqh6nSA9+7v1B9RKjxOOicY013Ypp7/yGfBAAgddEwHcsd2cve/IKPdor+yoN5cbg/KPSBE0PgEHHSkBeUxLDFxAAgRshQB2Lbu7FRzLT5P5075pWc4qff5TosuhYN5LQcBMEQOAVEyg6lrgZuKFjzToKHUsQeMVJDNdAAARuhIDsWPldvtGONfEoMV/jGutGEhpuggAIvGIC6X2s4rshwr1BMelXFFyvmntUetsGHasKX4KDQyAAAiCwBAHfsd4t8am/l8On96mDiluRaac5C6NjLZGOMBIEQAAEGgRCx3pDH6OIHxekv8d6uu92gvlHsQvoWI0kwCEQAAEQWIIAd6y38cEQ/qEXA+3KNwNqWuFBGS/TjaJGxdbF39m1mnlZtkT8YCQIgAAI3A4B0bH4cuR2nIenIAACIAACCxFAx8I1FgiAAAiAwBoE0LHWiNNCiyCYCgIgAAI7EUDHQscCARAAARBYgwA61hpx2mnBArEgAAIgsBABdCx0LBAAARAAgTUIoGOtEaeFFkEwFQRAAAR2IoCOhY4FAiAAAiCwBgF0rDXitNOCBWJBAARAYCEC6FjoWCAAAiAAAmsQQMdaI04LLYJgKgiAAAjsRKDuWOE7ROJTcXdSDLEgAAIgAAIgsIlA2bHoqe3ukbHoWJs44mQQAAEQAIG9CeQdix7E/uUh/1phPCEXBEAABEAABCYgIDtW/I5EdCy8uQUCIAACIDAdgdSx6Kuk/BdcoWNNF6e9r7UhHwRAAATmJxA7luxSchtzNwiAAAiAAAhMQSB0LPeBi/TNvOhYU8Rm/vUOLAQBEACBSxKgjvXw9PLy/HgXp2l0rIgCGyAAAiAAArMQcB0rfqLdfao9/8Fn3C+5fIAuEAABEACBBoH4PpZsobjGkjSwDQIgAAIgMAUBdKwpwtBYU+AQCIAACICAJ6B2LEziIAACIAACIDAdAXSs6UKCxRQIgAAIgIBKAB0LHQsEQAAEQGANAuhYa8RJXW5gJwiAAAjcFAF0LHQsEAABEACBNQigY60Rp5taRsFZEAABEFAJoGOhY4EACIAACKxB4P8ws17d11yi6wAAAABJRU5ErkJggg==)**

**Time Complexity:** O(n)

**5.First Repeating Element:**

**Given an array arr[], find the first repeating element. The element should occur more than once and the index of its first occurrence should be the smallest.**

**Note:- The position you return should be according to 1-based indexing.**

**Examples:**

**Input: arr[] = [1, 5, 3, 4, 3, 5, 6]**

**Output: 2**

**Explanation: 5 appears twice and its first appearance is at index 2 which is less than 3 whose first the occurring index is 3.**

**Program:**

import java.util.Scanner;

import java.util.HashMap;

public class RepeatingNumber {

public static int firstRepeated(int[] arr) {

HashMap<Integer, Integer> map = new HashMap<>();

int minIdx = Integer.MAX\_VALUE;

for (int i = 0; i < arr.length; i++) {

if (map.containsKey(arr[i])) {

minIdx = Math.min(minIdx, map.get(arr[i]));

} else {

map.put(arr[i], i + 1);

}

}

return minIdx == Integer.MAX\_VALUE ? -1 : minIdx;

}

public static void main(String[] args) {

Scanner sc = new Scanner(System.in);

System.out.print("Enter the number of elements in the array: ");

int n = sc.nextInt();

int[] arr = new int[n];

System.out.println("Enter the elements of the array:");

for (int i = 0; i < n; i++) {

arr[i] = sc.nextInt();

}

int result = firstRepeated(arr);

System.out.println(result);

}

}

**Output:**

**![](data:image/png;base64,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)**

**Time Complexity:** O(n)

**6. Remove Duplicates Sorted Array**

**Given a sorted array arr. Return the size of the modified array which contains only distinct elements.**

**Note:**

**1. Don't use set or HashMap to solve the problem.**

**2. You must return the modified array size only where distinct elements are present and modify the original array such that all the distinct elements come at the beginning of the original array.**

**Examples :**

**Input: arr = [2, 2, 2, 2, 2]**

**Output: [2]**

**Explanation: After removing all the duplicates only one instance of 2 will remain i.e. [2] so modified array will contains 2 at first position and you should return 1 after modifying the array, the driver code will print the modified array elements.**

**Program:**

import java.util.List;

import java.util.ArrayList;

import java.util.Scanner;

public class RemoveDuplicates {

public static int remove\_duplicate(List<Integer> arr) {

if (arr.size() == 0) return 0;

int j = 0;

for (int i = 1; i < arr.size(); i++) {

if (!arr.get(i).equals(arr.get(i - 1))) {

j++;

arr.set(j, arr.get(i));

}

}

return j + 1;

}

public static void main(String[] args) {

Scanner sc = new Scanner(System.in);

RemoveDuplicates sol = new RemoveDuplicates();

System.out.print("Enter number of elements: ");

int n = sc.nextInt();

List<Integer> arr = new ArrayList<>();

System.out.println("Enter the elements:");

for (int i = 0; i < n; i++) {

arr.add(sc.nextInt());

}

int size = RemoveDuplicates.remove\_duplicate(arr);

System.out.println(size);

}

}

**Output:**

**![](data:image/png;base64,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)**

**Time Complexity:** O(n)

**7. Maxmum Index**

**Given an array of positive integers. The task is to return the maximum of j - i subjected to the constraint of arr[i] < arr[j] and i < j.**

**Examples:**

**Input: arr[] = [1, 10]**

**Output: 1**

**Explanation: arr[0] < arr[1] so (j-i) is 1-0 = 1.**

**Program:**

import java.util.Scanner;

class MaximumIndex {

int maxIndexDiff(int[] arr) {

int n = arr.length;

if (n == 1) {

return 0;

}

int maxDiff = -1;

int[] LMin = new int[n];

int[] RMax = new int[n];

LMin[0] = arr[0];

for (int i = 1; i < n; ++i) {

LMin[i] = Math.min(arr[i], LMin[i - 1]);

}

RMax[n - 1] = arr[n - 1];

for (int j = n - 2; j >= 0; --j) {

RMax[j] = Math.max(arr[j], RMax[j + 1]);

}

int i = 0, j = 0;

while (i < n && j < n) {

if (LMin[i] <= RMax[j]) {

maxDiff = Math.max(maxDiff, j - i);

j++;

} else {

i++;

}

}

return maxDiff;

}

public static void main(String[] args) {

Scanner sc = new Scanner(System.in);

System.out.print("Enter the number of elements in the array: ");

int n = sc.nextInt();

int[] arr = new int[n];

System.out.print("Enter the elements of the array: ");

for (int i = 0; i < n; i++) {

arr[i] = sc.nextInt();

}

MaximumIndex solution = new MaximumIndex();

System.out.println("Maximum difference is: " + solution.maxIndexDiff(arr));

}

}

**Output:**
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**Time Complexity:** O(n)

**8. Wave Array**

**Given a sorted array arr[] of distinct integers. Sort the array into a wave-like array(In Place). In other words, arrange the elements into a sequence such that arr[1] >= arr[2] <= arr[3] >= arr[4] <= arr[5].....**

**If there are multiple solutions, find the lexicographically smallest one.**

**Note: The given array is sorted in ascending order, and you don't need to return anything to change the original array.**

**Examples:**

**Input: arr[] = [1, 2, 3, 4, 5]**

**Output: [2, 1, 4, 3, 5]**

**Explanation: Array elements after sorting it in the waveform are 2, 1, 4, 3, 5.**

**Program:**

import java.util.Scanner;

public class WaveArray {

public static void convertToWave(int[] arr) {

int i = 0, j = 1;

while (i < arr.length && j < arr.length) {

int temp = arr[i];

arr[i] = arr[j];

arr[j] = temp;

i += 2;

j += 2;

}

}

public static void main(String[] args) {

Scanner sc = new Scanner(System.in);

System.out.print("Enter number of elements: ");

int n = sc.nextInt();

int[] arr = new int[n];

System.out.println("Enter the elements:");

for (int i = 0; i < n; i++) {

arr[i] = sc.nextInt();

}

convertToWave(arr);

System.out.print("Modified array: ");

for (int i = 0; i < n; i++) {

System.out.print(arr[i] + " ");

}

sc.close();

}

}

**Output:**
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**Time Complexity:** O(n)