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**Parallel Patternlets,**

This document contains simple examples of basic elements that are combined to form patterns often used in programs employing parallelism. We call these examples *patternlets* because they are deliberately trivial, small, yet functioning programs that illustrate a basic shell of how a particular parallel pattern is created in a program. They are starting points you can use to create realistic working programs of your own that use the patterns. Before diving into the examples, first there will be some background on parallel programming patterns.

**CHAPTER**

**ONE**

**PARALLEL PROGRAMMING PATTERNS**

Like all programs, parallel programs contain many **patterns**: useful ways of writing code that are used repeatedly by most developers because they work well in practice. These patterns have been documented by developers over time so that useful ways of organizing and writing good parallel code can be learned by new programmers (and even seasoned veterans).

# An organization of parallel patterns

When writing parallel programs, developers use patterns that can be grouped into two main categories:

1. Strategies
2. Concurrent Execution Mechanisms
   * 1. **Strategies**

When you set out to write a program, whether it is parallel or not, you should be considering two primary strategic considerations:

* + - 1. What *algorithmic strategies* to use
      2. Given the algorithmic strategies, what *implementation strategies* to use

In the examples in this document we introduce some well-used patterns for both algorithmic strategies and implemen- tation strategies. Parallel algorithmic strategies primarily have to do with making choices about what tasks can be done concurrently by multiple processing units executing concurrently. Parallel programs often make use of several patterns of implementation strategies. Some of these patterns contribute to the overall structure of the program, and others are concerned with how the data that is being computed by multiple processing units is structured. As you will see, the patternlets introduce more algorithmic strategy patterns and program structure implementation strategy patterns than data structure implementation strategy patterns.

* + 1. **Concurrent Execution Mechanisms**

There are a number of parallel code patterns that are closely related to the system or hardware that a program is being written for and the software library used to enable parallelism, or concurrent execution. These *concurrent execution* patterns fall into two major categories:

* + - 1. *Process/Thread control* patterns, which dictate how the processing units of parallel execution on the hardware (either a process or a thread, depending on the hardware and software used) are controlled at run time. For the patternlets described in this document, the software libraries that provide system parallelism have these patterns built into them, so they will be hidden from the programmer.

**Parallel Patternlets,**

* + - 1. *Coordination* patterns, which set up how multiple concurrently running tasks on processing units coordinate to complete the parallel computation desired.

In parallel processing, most software uses one of two major *coordination patterns*:

1. **message passing** between concurrent processes on either single multiprocessor machines or clusters of dis- tributed computers, and
2. **mutual exclusion** between threads executing concurrently on a single shared memory system. These two types of computation are often realized using two very popular C/C++ libraries:
3. MPI, or Message Passing Interface, for message passing.
4. OpenMP for threaded, shared memory applications.

OpenMP is built on a lower-level POSIX library called Pthreads, which can also be used by itself on shared memory systems.

A third emerging type of parallel implementation involves a *hybrid computation* that uses both of the above patterns together, using a cluster of computers, each of which executes multiple threads. This type of hybrid program often uses MPI and OpenMP together in one program, which runs on multiple computers in a cluster.

This document is split into chapters of examples. There are examples for message passing using MPI and shared mem- ory using OpenMP. (In the future we will include shared memory examples using Pthreads, and hybrid computations using a combination of MPI and OpenMP.)

Most of the examples are illustrated with the C programming language, using standard popular available libraries. In a few cases, C++ is used to illustrate a particular difference in code execution between the two languages or to make use of a C++ BigInt class.

There are many small examples that serve to illustrate a common pattern. They are designed for you to try compiling and running on your own to see how they work. For each example, there are comments within the code to guide you as you try them out. In many cases, there may be code snippets that you can comment and/or uncomment to see how the execution of the code changes after you do so and re-compile it.

Depending on you interest, you can now explore MPI Patternlets or OpenMP Patternlets.

[*Message Passing Parallel Patternlets*](#_bookmark2)

[*Shared Memory Parallel Patternlets in OpenMP*](#_bookmark20)

**CHAPTER**

**TWO**

**MESSAGE PASSING PARALLEL**

**PATTERNLETS**

Parallel programs contain *patterns*: code that recurs over and over again in solutions to many problems. The following examples show very simple examples of small portions of these patterns that can be combined to solve a problem. These C code examples use the Message Passing Interface (MPI) library, which is suitable for use on either a single multiprocessor machine or a cluster of machines.

# Source Code

Please download all examples from this tarball: MPI.tgz

A C code file for each example below can be found in subdirectories of the MPI directory, along with a makefile and an example of how to execute the program.

# 00. Single Program, Multiple Data

First let us illustrate the basic components of an MPI program, which by its nature uses a single program that runs on each process. Note what gets printed is different for each process, thus the processes using this one single program can have different data values for its variables. This is why we call it single program, multiple data.

*/\* spmd.c*

* + - *... illustrates the single program multiple data*
    - *(SPMD) pattern using basic MPI commands.*

*\**

* + - *Joel Adams, Calvin College, November 2009.*

*\**

* + - *Usage: mpirun -np 4 ./spmd*

*\**

* + - *Exercise:*
    - *- Compile and run.*
    - *- Compare source code to output.*
    - *- Rerun, using varying numbers of processes*
    - *(i.e., vary the argument to ’mpirun -np’).*
    - *- Explain what "multiple data" values this*
    - *"single program" is generating.*

*\*/*

*#include <stdio.h> // printf()*

*#include <mpi.h> // MPI functions*

**int** main(**int** argc, **char**\*\* argv) {

**int** id = -1, numProcesses = -1, length = -1;

**char** myHostName[MPI\_MAX\_PROCESSOR\_NAME];

MPI\_Init(&argc, &argv); MPI\_Comm\_rank(MPI\_COMM\_WORLD, &id); MPI\_Comm\_size(MPI\_COMM\_WORLD, &numProcesses); MPI\_Get\_processor\_name (myHostName, &length);

printf("Greetings from process #%d of %d on %s**\n**", id, numProcesses, myHostName);

MPI\_Finalize();

**return** 0;

}

*file: patternlets/MPI/00.spmd/spmd.c*

* 1. **01. The Master-Worker Implementation Strategy Pattern**

*/\* masterWorker.c*

* + - *... illustrates the basic master-worker pattern in MPI ...*
    - *Joel Adams, Calvin College, November 2009.*

*\**

* + - *Usage: mpirun -np N ./masterWorker*

*\**

* + - *Exercise:*
    - *- Compile and run the program, varying N from 1 through 8.*
    - *- Explain what stays the same and what changes as the*
    - *number of processes changes.*

*\*/*

*#include <stdio.h>*

*#include <mpi.h>*

**int** main(**int** argc, **char**\*\* argv) {

**int** id = -1, numWorkers = -1, length = -1;

**char** hostName[MPI\_MAX\_PROCESSOR\_NAME];

MPI\_Init(&argc, &argv); MPI\_Comm\_rank(MPI\_COMM\_WORLD, &id); MPI\_Comm\_size(MPI\_COMM\_WORLD, &numWorkers); MPI\_Get\_processor\_name (hostName, &length);

**if** ( id == 0 ) { *// process 0 is the master*

printf("Greetings from the master, #%d (%s) of %d processes**\n**", id, hostName, numWorkers);

} **else** { *// processes with ids > 0 are workers*

printf("Greetings from a worker, #%d (%s) of %d processes**\n**", id, hostName, numWorkers);

}

MPI\_Finalize();

**return** 0;

}

*file: patternlets/MPI/01.masterWorker/masterWorker.c*

* 1. **02. Message passing 1, using Send-Receive of a single value**

*/\* messagePassing.c*

* + - *... illustrates the use of the MPI\_Send() and MPI\_Recv() commands...*
    - *Joel Adams, Calvin College, November 2009.*

*\**

* + - *Usage: mpirun -np N ./messagePassing*

*\**

* + - *Exercise:*
    - *- Compile and run, using N = 4, 6, 8, and 10 processes.*
    - *- Use source code to trace execution.*
    - *- Explain what each process:*
    - *-- computes*
    - *-- sends*
    - *-- receives*
    - *-- outputs.*

*\*/*

*#include <stdio.h>*

*#include <mpi.h>*

*#include <math.h> // sqrt()*

**int** odd(**int** number) { **return** number % 2; }

**int** main(**int** argc, **char**\*\* argv) {

**int** id = -1, numProcesses = -1;

**float** sendValue = -1, receivedValue = -1; MPI\_Status status;

MPI\_Init(&argc, &argv); MPI\_Comm\_rank(MPI\_COMM\_WORLD, &id); MPI\_Comm\_size(MPI\_COMM\_WORLD, &numProcesses);

**if** (numProcesses > 1 && !odd(numProcesses) ) { sendValue = sqrt(id);

**if** ( odd(id) ) { *// odd processors send, then receive*

MPI\_Send(&sendValue, 1, MPI\_FLOAT, id-1, 1, MPI\_COMM\_WORLD);

MPI\_Recv(&receivedValue, 1, MPI\_FLOAT, id-1, 2, MPI\_COMM\_WORLD, &status);

} **else** { *// even processors receive, then send* MPI\_Recv(&receivedValue, 1, MPI\_FLOAT, id+1, 1, MPI\_COMM\_WORLD, &status);

MPI\_Send(&sendValue, 1, MPI\_FLOAT, id+1, 2, MPI\_COMM\_WORLD);

}

printf("Process %d of %d computed %f and received %f**\n**", id, numProcesses, sendValue, receivedValue);

} **else if** ( !id) { *// only process 0 does this part*

printf("**\n**Please run this program using -np N where N is positive and even.**\n\n**");

}

MPI\_Finalize();

**return** 0;

}

*file: patternlets/MPI/02.messagePassing/messagePassing.c*

* 1. **03. Message passing 2, using Send-Receive of an array of values**

*/\* messagePassing2.c*

* + - *... illustrates using MPI\_Send() and MPI\_Recv() commands on arrays...*
    - *While this example sends and receives char arrays (strings),*
    - *the same approach works on arrays of numbers or other types.*
    - *Joel Adams, Calvin College, September 2013.*

*\**

* + - *Usage: mpirun -np N ./messagePassing2*

*\**

* + - *Exercise:*
    - *- Compile and run, varying N: 1, 2, 4, 8.*
    - *- Trace execution using source code.*
    - *- Compare to messagePassing1.c; note send/receive differences.*

*\*/*

*#include <stdio.h> // printf()*

*#include <mpi.h> // MPI*

*#include <stdlib.h> // malloc()*

*#include <string.h> // strlen()*

**int** odd(**int** number) { **return** number % 2; }

**int** main(**int** argc, **char**\*\* argv) {

**int** id = -1, numProcesses = -1, length = -1;

**char** \* sendString = NULL;

**char** \* receivedString = NULL;

**char** hostName[MPI\_MAX\_PROCESSOR\_NAME]; MPI\_Status status;

**const int** SIZE = (32+MPI\_MAX\_PROCESSOR\_NAME) \* **sizeof**(**char**);

MPI\_Init(&argc, &argv); MPI\_Comm\_rank(MPI\_COMM\_WORLD, &id); MPI\_Comm\_size(MPI\_COMM\_WORLD, &numProcesses); MPI\_Get\_processor\_name (hostName, &length);

**if** (numProcesses > 1 && !odd(numProcesses) ) { sendString = (**char**\*) malloc( SIZE ); receivedString = (**char**\*) malloc( SIZE );

sprintf(sendString, "Process %d is on host **\"**%s**\"**", id, hostName);

**if** ( odd(id) ) { *// odd processes send, then receive*

MPI\_Send(sendString, strlen(sendString)+1, MPI\_CHAR, id-1, 1, MPI\_COMM\_WORLD);

MPI\_Recv(receivedString, SIZE, MPI\_CHAR, id-1, 2, MPI\_COMM\_WORLD, &status);

} **else** { *// even processes receive, then send*

MPI\_Recv(receivedString, SIZE, MPI\_CHAR, id+1, 1, MPI\_COMM\_WORLD, &status);

MPI\_Send(sendString, strlen(sendString)+1, MPI\_CHAR, id+1, 2, MPI\_COMM\_WORLD);

}

printf("**\n**Process %d of %d received the message:**\n\t**’%s’**\n**", id, numProcesses, receivedString);

free(sendString); free(receivedString);

} **else if** ( !id) { *// only process 0 does this part*

printf("**\n**Please run this program using -np N where N is positive and even.**\n\n**");

}

MPI\_Finalize();

**return** 0;

}

*file: patternlets/MPI/03.messagePassing2/messagePassing2.c*

* 1. **04. Message passing 3, using Send-Receive with master-worker pattern**

*/\* messagePassing3.c*

* + - *... illustrates the use of MPI\_Send() and MPI\_Recv(),*
    - *in combination with the master-worker pattern.*

*\**

* + - *Joel Adams, Calvin College, November 2009.*

*\**

* + - *Usage: mpirun -np N ./messagePassing3*

*\**

* + - *Exercise:*
    - *- Run the program, varying the value of N from 1-8.*
    - *- Explain the behavior you observe.*

*\*/*

*#include <stdio.h> // printf()*

*#include <string.h> // strlen()*

*#include <mpi.h> // MPI*

*#define MAX 256*

**int** main(**int** argc, **char**\*\* argv) { **int** id = -1, numProcesses = -1; **char** sendBuffer[MAX] = {’\0’}; **char** recvBuffer[MAX] = {’\0’}; MPI\_Status status;

MPI\_Init(&argc, &argv); MPI\_Comm\_rank(MPI\_COMM\_WORLD, &id); MPI\_Comm\_size(MPI\_COMM\_WORLD, &numProcesses);

**if** (numProcesses > 1) {

**if** ( id == 0 ) { *// master:*

sprintf(sendBuffer, "%d", id); *// create msg*

|  |  |  |  |
| --- | --- | --- | --- |
| MPI\_Send(sendBuffer, |  | *//* | *msg sent* |
| strlen(sendBuffer) + | 1, | *//* | *num chars + NULL* |

|  |  |  |
| --- | --- | --- |
| MPI\_CHAR, | *//* | *type* |
| id+1, | *//* | *destination* |
| 1, | *//* | *tag* |
| MPI\_COMM\_WORLD); | *//* | *communicator* |

MPI\_Recv(recvBuffer, *// msg received*

MAX, *// buffer size*

MPI\_CHAR, *// type*

numProcesses-1, *// sender*

1, *// tag*

MPI\_COMM\_WORLD, *// communicator*

&status); *// recv status*

} **else** { *// workers:*

MPI\_Recv(recvBuffer, *// msg received*

MAX, *// buffer size*

MPI\_CHAR, *// type*

MPI\_ANY\_SOURCE, *// sender (anyone)*

1, *// tag*

MPI\_COMM\_WORLD, *// communicator*

&status); *// recv status*

printf("Process #%d of %d received %s**\n**", *// show msg*

id, numProcesses, recvBuffer);

*// build msg to send by appending id to msg received*

sprintf(sendBuffer, "%s %d", recvBuffer, id);

|  |  |  |
| --- | --- | --- |
| MPI\_Send(sendBuffer, | *//* | *msg to send* |
| strlen(sendBuffer) + 1, | *//* | *num chars + NULL* |
| MPI\_CHAR, | *//* | *type* |
| (id+1) % numProcesses, | *//* | *destination* |
| 1, | *//* | *tag* |
| MPI\_COMM\_WORLD); | *//* | *communicator* |

}

} **else** {

printf("**\n**Please run this program with at least 2 processes**\n\n**");

}

MPI\_Finalize();

**return** 0;

}

*file: patternlets/MPI/04.messagePassing3/messagePassing3.c*

* 1. **05. Data Decomposition: on *equal-sized chunks* using parallel- for**

In this example, the data being decomposed is simply the set of integers from zero to REPS \* numProcesses, which are used in the for loop.

*/\* parallelLoopEqualChunks.c*

* + - *... illustrates the parallel for loop pattern in MPI*
    - *in which processes perform the loop’s iterations in equal-sized ’chunks’*
    - *(preferable when loop iterations access memory/cache locations) ...*
    - *Joel Adams, Calvin College, November 2009.*

*\**

* + - *Usage: mpirun -np N ./parallelForEqualChunks*

*\**

* + - *Exercise:*
    - *- Compile and run, varying N: 1, 2, 3, 4, 5, 6, 7, 8*
    - *- Change REPS to 16, save, recompile, rerun, varying N again.*
    - *- Explain how this pattern divides the iterations of the loop*
    - *among the processes.*

*\*/*

*#include <stdio.h> // printf()*

*#include <mpi.h> // MPI*

*#include <math.h> // ceil()*

**int** main(**int** argc, **char**\*\* argv) {

**const int** REPS = 8;

**int** id = -1, numProcesses = -1, i = -1, start = -1, stop = -1, chunkSize = -1;

MPI\_Init(&argc, &argv); MPI\_Comm\_rank(MPI\_COMM\_WORLD, &id); MPI\_Comm\_size(MPI\_COMM\_WORLD, &numProcesses);

chunkSize = (**int**)ceil(((**double**)REPS) / numProcesses); *// find chunk size*

start = id \* chunkSize; *// find starting index*

*// find stopping index:*

**if** ( id < numProcesses - 1 ) { *// if not the last process*

stop = (id + 1) \* chunkSize; *// stop where next process starts*

} **else** { *// else*

stop = REPS; *// last process does leftovers*

}

**for** (i = start; i < stop; i++) { *// iterate through our range*

printf("Process %d is performing iteration %d**\n**", id, i);

}

MPI\_Finalize();

**return** 0;

}

*file: patternlets/MPI/05.parallelLoop-equalChunks/parallelLoopEqualChunks.c*

* 1. **06. Data Decomposition: on *chunks of size 1* using parallel-for**

This is a basic example that does not yet include a data array, though it would typically be used when each process would be working on a portion of an array that could have been looped over in a sequential solution.

*/\* parallelLoopChunksOf1.c*

* + - *... illustrates the parallel for loop pattern in MPI*
    - *in which processes perform the loop’s iterations in ’chunks’*
    - *of size 1 (simple, and useful when loop iterations*
    - *do not access memory/cache locations) ...*
    - *Note this is much simpler than the ’equal chunks’ loop.*
    - *Joel Adams, Calvin College, November 2009.*

*\**

* + - *Usage: mpirun -np N ./parallelForSlices*

*\**

* + - *Exercise:*
    - *- Compile and run, varying N: 1, 2, 3, 4, 5, 6, 7, 8*
    - *- Change REPS to 16, save, recompile, rerun, varying N again.*
    - *- Explain how this pattern divides the iterations of the loop*
    - *among the processes.*

*\*/*

*#include <stdio.h> // printf()*

*#include <mpi.h> // MPI*

**int** main(**int** argc, **char**\*\* argv) {

**const int** REPS = 8;

**int** id = -1, numProcesses = -1, i = -1;

MPI\_Init(&argc, &argv); MPI\_Comm\_rank(MPI\_COMM\_WORLD, &id); MPI\_Comm\_size(MPI\_COMM\_WORLD, &numProcesses);

**for** (i = id; i < REPS; i += numProcesses) {

printf("Process %d is performing iteration %d**\n**", id, i);

}

MPI\_Finalize();

**return** 0;

}

*file: patternlets/MPI/06.parallelLoop-chunksOf1/parallelLoopChunksOf1.c*

* 1. **07. Broadcast: a special form of message passing**

This example shows how a data item read from a file can be sent to all the processes.

*/\* broadcast.c*

* + - *... illustrates the use of MPI\_Bcast() with a scalar value...*
    - *(compare to array version).*
    - *Joel Adams, Calvin College, April 2016.*

*\**

* + - *Usage: mpirun -np N ./broadcast*

*\**

* + - *Exercise:*
    - *- Compile and run several times,*
    - *using 2, 4, and 8 processes*
    - *- Use source code to trace execution and output*
    - *(noting contents of file "data.txt");*
    - *- Explain behavior/effect of MPI\_Bcast().*

*\*/*

*#include <mpi.h>*

*#include <stdio.h>*

*#include <stdlib.h>*

*#include <assert.h>*

**int** main(**int** argc, **char**\*\* argv) {

**int** answer = 0;

**int** numProcs = 0, myRank = 0;

MPI\_Init(&argc, &argv); MPI\_Comm\_size(MPI\_COMM\_WORLD, &numProcs); MPI\_Comm\_rank(MPI\_COMM\_WORLD, &myRank);

**if** (myRank == 0) {

**FILE** \*filePtr = fopen("data.txt", "r"); assert( filePtr != NULL ); fscanf(filePtr, " %d", &answer); fclose(filePtr);

}

printf("BEFORE the broadcast, process %d’s answer = %d**\n**", myRank, answer);

MPI\_Bcast(&answer, 1, MPI\_INT, 0, MPI\_COMM\_WORLD); printf("AFTER the broadcast, process %d’s answer = %d**\n**",

myRank, answer);

MPI\_Finalize();

**return** 0;

}

*file: patternlets/MPI/07.broadcast/broadcast.c*

* 1. **08. Broadcast: send data to all processes**

This example shows how to ensure that all processes have a copy of an array created by a single *master* node.

*/\* broadcast2.c*

* + - *... illustrates the use of MPI\_Bcast() for arrays...*
    - *Joel Adams, Calvin College, November 2009.*

*\**

* + - *Usage: mpirun -np N ./broadcast*

*\**

* + - *Exercise:*
    - *- Compile and run, using 2, 4, and 8 processes*
    - *- Use source code to trace execution and output*
    - *- Explain behavior/effect of MPI\_Bcast().*

*\*/*

*#include <mpi.h>*

*#include <stdio.h>*

*#include <stdlib.h>*

*/\* fill an array with some arbitrary values*

* *@param: a, an int\*.*
* *@param: size, an int.*
* *Precondition: a is the address of an array of ints.*
* *&& size is the number of ints a can hold.*
* *Postcondition: a has been filled with arbitrary values*

*\* { 11, 12, 13, ... }.*

*\*/*

**void** fill(**int**\* a, **int** size) {

**int** i;

**for** (i = 0; i < size; i++) { a[i] = i+11;

}

}

*/\* display a string, a process id, and its array values*

* *@param: str, a char\**
* *@param: id, an int*
* *@param: a, an int\*.*
* *Precondition: str points to either "BEFORE" or "AFTER"*
* *&& id is the rank of this MPI process*
* *&& a is the address of an 8-element int array.*
* *Postcondition: str, id, and a have all been written to stdout.*

*\*/*

**void** print(**char**\* str, **int** id, **int**\* a) {

printf("%s broadcast, process %d has: {%d, %d, %d, %d, %d, %d, %d, %d}**\n**", str, id, a[0], a[1], a[2], a[3], a[4], a[5], a[6], a[7]);

}

*#define MAX 8*

**int** main(**int** argc, **char**\*\* argv) {

**int** array[MAX] = {0};

**int** numProcs, myRank;

MPI\_Init(&argc, &argv); MPI\_Comm\_size(MPI\_COMM\_WORLD, &numProcs); MPI\_Comm\_rank(MPI\_COMM\_WORLD, &myRank);

**if** (myRank == 0) fill(array, MAX); print("BEFORE", myRank, array);

MPI\_Bcast(array, MAX, MPI\_INT, 0, MPI\_COMM\_WORLD);

print("AFTER", myRank, array); MPI\_Finalize();

**return** 0;

}

*file: patternlets/MPI/08.broadcast2/broadcast2.c*

* 1. **09. Collective Communication: Reduction**

Once processes have performed independent concurrent computations, possibly on some portion of decomposed data, it is quite common to then *reduce* those individual computations into one value. This example shows a simple calcu- lation done by each process being reduced to a sum and a maximum. In this example, MPI, has built-in computations, indicated by MPI\_SUM and MPI\_MAX in the following code.

*/\* reduction.c*

* + - *... illustrates the use of MPI\_Reduce()...*
    - *Joel Adams, Calvin College, November 2009.*

*\**

* + - *Usage: mpirun -np N ./reduction*

*\**

* + - *Exercise:*
    - *- Compile and run, varying N: 4, 6, 8, 10.*
    - *- Explain behavior of MPI\_Reduce().*

*\*/*

*#include <mpi.h>*

*#include <stdio.h>*

*#include <stdlib.h>*

**int** main(**int** argc, **char**\*\* argv) {

**int** numProcs = -1, myRank = -1, square = -1, max = -1, sum = 0;

MPI\_Init(&argc, &argv); MPI\_Comm\_size(MPI\_COMM\_WORLD, &numProcs); MPI\_Comm\_rank(MPI\_COMM\_WORLD, &myRank);

square = (myRank+1) \* (myRank+1);

printf("Process %d computed %d**\n**", myRank, square); MPI\_Reduce(&square, &sum, 1, MPI\_INT, MPI\_SUM, 0, MPI\_COMM\_WORLD); MPI\_Reduce(&square, &max, 1, MPI\_INT, MPI\_MAX, 0, MPI\_COMM\_WORLD); **if** (myRank == 0) {

printf("**\n**The sum of the squares is %d**\n\n**", sum);

printf("The max of the squares is %d**\n\n**", max);

}

MPI\_Finalize();

**return** 0;

}

*file: patternlets/MPI/09.reduction/reduction.c*

* 1. **10. Collective Communication: Reduction**

Here is a second reduction example using arrays of data.

*/\* reduction2.c*

* + - *... illustrates the use of MPI\_Reduce() using arrays...*
    - *Joel Adams, Calvin College, January 2015.*

*\**

* + - *Usage: mpirun -np 4 ./reduction2*

*\**

* + - *Exercise:*
    - *- Compile and run, comparing output to source code.*
    - *- Uncomment the ’commented out’ call to printArray.*
    - *- Save, recompile, rerun, comparing output to source code.*
    - *- Explain behavior of MPI\_Reduce() in terms of*
    - *srcArr and destArr.*

*\*/*

*#include <mpi.h>*

*#include <stdio.h>*

*#define ARRAY\_SIZE 5*

**void** printArray(**int** id, **char**\* arrayName, **int**\* array, **int** SIZE);

**int** main(**int** argc, **char**\*\* argv) {

**int** myRank = -1;

**int** srcArr[ARRAY\_SIZE] = {0};

**int** destArr[ARRAY\_SIZE] = {0};

MPI\_Init(&argc, &argv); MPI\_Comm\_rank(MPI\_COMM\_WORLD, &myRank);

**if** (myRank == 0) {

printf("**\n**Before reduction: ");

printArray(myRank, "destArr", destArr, ARRAY\_SIZE);

}

**for** (**unsigned** i = 0; i < ARRAY\_SIZE; i++) { srcArr[i] = myRank \* i;

}

*// printArray(myRank, "srcArr", srcArr, ARRAY\_SIZE);*

MPI\_Reduce(srcArr, destArr, ARRAY\_SIZE, MPI\_INT, MPI\_SUM, 0, MPI\_COMM\_WORLD);

**if** (myRank == 0) {

printf("**\n**After reduction: ");

printArray(myRank, "destArr", destArr, ARRAY\_SIZE); printf("**\n**");

}

MPI\_Finalize();

**return** 0;

}

*/\* utility to display an array*

* *params: id, the rank of the current process*
* *arrayName, the name of the array being displayed*
* *array, the array being displayed*
* *SIZE, the number of items in array.*
* *postcondition:*
* *the id, name, and items in array have been printed to stdout.*

*\*/*

**void** printArray(**int** id, **char**\* arrayName, **int** \* array, **int** SIZE) { printf("Process %d, %s: [", id, arrayName);

**for** (**int** i = 0; i < SIZE; i++) { printf("%3d", array[i]);

**if** (i < SIZE-1) printf(",");

}

printf("]**\n**");

}

*file: patternlets/MPI/10.reduction2/reduction2.c*

* 1. **11. Collective communication: Scatter for message-passing data decomposition**

If processes can independently work on portions of a larger data array using the geometric data decomposition pattern, the scatter pattern can be used to ensure that each process receives a copy of its portion of the array.

*/\* scatter.c*

* + - *... illustrates the use of MPI\_Scatter()...*
    - *Joel Adams, Calvin College, November 2009.*

*\**

* + - *Usage: mpirun -np N ./scatter*

*\**

* + - *Exercise:*
    - *- Compile and run, varying N: 1, 2, 4, 8*
    - *- Trace execution through source code.*
    - *- Explain behavior/effect of MPI\_Scatter().*

*\*/*

*#include <mpi.h> // MPI*

*#include <stdio.h> // printf(), etc.*

*#include <stdlib.h> // malloc()*

**void** print(**int** id, **char**\* arrName, **int**\* arr, **int** arrSize);

**int** main(**int** argc, **char**\*\* argv) {

**const int** MAX = 8; **int**\* arrSend = NULL; **int**\* arrRcv = NULL;

**int** numProcs = -1, myRank = -1, numSent = -1;

MPI\_Init(&argc, &argv); *// initialize* MPI\_Comm\_size(MPI\_COMM\_WORLD, &numProcs); MPI\_Comm\_rank(MPI\_COMM\_WORLD, &myRank);

**if** (myRank == 0) { *// master process:* arrSend = (**int**\*) malloc( MAX \* **sizeof**(**int**) ); *// allocate array1* **for** (**int** i = 0; i < MAX; i++) { *// load with values*

arrSend[i] = (i+1) \* 11;

}

print(myRank, "arrSend", arrSend, MAX); *// display array1*

}

numSent = MAX / numProcs; *// all processes:*

arrRcv = (**int**\*) malloc( numSent \* **sizeof**(**int**) ); *// allocate array2*

MPI\_Scatter(arrSend, numSent, MPI\_INT, arrRcv, *// scatter array1*

numSent, MPI\_INT, 0, MPI\_COMM\_WORLD); *// into array2*

print(myRank, "arrRcv", arrRcv, numSent); *// display array2*

free(arrSend); *// clean up*

free(arrRcv); MPI\_Finalize(); **return** 0;

}

**void** print(**int** id, **char**\* arrName, **int**\* arr, **int** arrSize) {

printf("Process %d, %s: ", id, arrName);

**for** (**int** i = 0; i < arrSize; i++) { printf(" %d", arr[i]);

}

printf("**\n**");

}

*file: patternlets/MPI/11.scatter/scatter.c*

* 1. **12. Collective communication: Gather for message-passing data decomposition**

If processes can independently work on portions of a larger data array using the geometric data decomposition pattern, the gather pattern can be used to ensure that each process sends a copy of its portion of the array back to the root, or master process.

*/\* gather.c*

* + - *... illustrates the use of MPI\_Gather()...*
    - *Joel Adams, Calvin College, November 2009.*

*\**

* + - *Usage: mpirun -np N ./gather*

*\**

* + - *Exercise:*
    - *- Compile and run, varying N: 1, 2, 4, 8.*
    - *- Trace execution through source.*
    - *- Explain behavior of MPI\_Gather().*

*\*/*

*#include <mpi.h> // MPI*

*#include <stdio.h> // printf()*

*#include <stdlib.h> // malloc()*

**void** print(**int** id, **char**\* arrName, **int**\* arr, **int** arrSize);

*#define SIZE 3*

**int** main(**int** argc, **char**\*\* argv) {

**int** computeArray[SIZE]; *// array1*

**int**\* gatherArray = NULL; *// array2*

**int** numProcs = -1, myRank = -1, totalGatheredVals = -1;

MPI\_Init(&argc, &argv); *// initialize* MPI\_Comm\_size(MPI\_COMM\_WORLD, &numProcs); MPI\_Comm\_rank(MPI\_COMM\_WORLD, &myRank);

*// all processes:*

**for** (**int** i = 0; i < SIZE; i++) { *// load array1 with*

computeArray[i] = myRank \* 10 + i; *// 3 distinct values*

}

print(myRank, "computeArray", computeArray, *// show array1*

SIZE);

**if** (myRank == 0) { *// master:*

totalGatheredVals = SIZE \* numProcs; *// allocate array2*

gatherArray = (**int**\*) malloc( totalGatheredVals \* **sizeof**(**int**) );

}

MPI\_Gather(computeArray, SIZE, MPI\_INT, *// gather array1 vals*

gatherArray, SIZE, MPI\_INT, *// into array2*

0, MPI\_COMM\_WORLD); *// at master process*

**if** (myRank == 0) { *// master process:*

print(myRank, "gatherArray", *// show array2*

gatherArray, totalGatheredVals);

}

free(gatherArray); *// clean up*

MPI\_Finalize();

**return** 0;

}

**void** print(**int** id, **char**\* arrName, **int**\* arr, **int** arrSize) { printf("Process %d, %s: ", id, arrName);

**for** (**int** i = 0; i < arrSize; i++) { printf(" %d", arr[i]);

}

printf("**\n**");

}

*file: patternlets/MPI/12.gather/gather.c*

* 1. **13. The Barrier Coordination Pattern**

A barrier is used when you want all the processes to complete a portion of code before continuing. Use this exercise to verify that is is ocurring when you add the call to the MPI\_Barrier funtion.

*/\* barrier.c*

* + - *... illustrates the behavior of MPI\_Barrier() ...*

*\**

* + - *Joel Adams, Calvin College, May 2013.*
    - *Bill Siever, April 2016*
    - *(Converted to master/worker pattern).*
    - *Joel Adams, April 2016*
    - *(Refactored code so that just one barrier needed).*

*\**

* + - *Usage: mpirun -np 8 ./barrier*

*\**

* + - *Exercise:*
    - *- Compile; then run the program several times,*
    - *noting the interleaved outputs.*
    - *- Uncomment the MPI\_Barrier() call; then recompile and rerun,*
    - *noting how the output changes.*
    - *- Explain what effect MPI\_Barrier() has on process behavior.*

*\*/*

*#include <stdio.h> // printf()*

*#include <mpi.h> // MPI*

*/\* Have workers send messages to the master, which prints them.*

* *@param: id, an int*
* *@param: numProcesses, an int*
* *@param: hostName, a char\**
* *@param: position, a char\**

*\**

* *Precondition: this function is being called by an MPI process*
* *&& id is the MPI rank of that process*
* *&& numProcesses is the number of processes in the computation*
* *&& hostName points to a char array containing the name of the*
* *host on which this MPI process is running*
* *&& position points to "BEFORE" or "AFTER".*

*\**

* *Postcondition: each process whose id > 0 has sent a message to process 0*
* *containing id, numProcesses, hostName, and position*
* *&& process 0 has received and output each message.*

*\*/*

*#define BUFFER\_SIZE 200*

*#define MASTER* *0*

**void** sendReceivePrint(**int** id, **int** numProcesses, **char**\* hostName, **char**\* position) {

**char** buffer[BUFFER\_SIZE] = {’\0’};; MPI\_Status status;

**if** (id != MASTER) {

*// Worker: Build a message and send it to the Master*

**int** length = sprintf(buffer,

"Process #%d of %d on %s is %s the barrier.**\n**", id, numProcesses, hostName, position);

MPI\_Send(buffer, length+1, MPI\_CHAR, 0, 0, MPI\_COMM\_WORLD);

} **else** {

*// Master: Receive and print the messages from all Workers*

**for**(**int** i = 0; i < numProcesses-1; i++) {

MPI\_Recv(buffer, BUFFER\_SIZE, MPI\_CHAR, MPI\_ANY\_SOURCE,

MPI\_ANY\_TAG, MPI\_COMM\_WORLD, &status); printf(buffer);

}

}

}

**int** main(**int** argc, **char**\*\* argv) {

**int** id = -1, numProcesses = -1, length = -1;

**char** myHostName[MPI\_MAX\_PROCESSOR\_NAME] = {’\0’};

MPI\_Init(&argc, &argv); MPI\_Comm\_rank(MPI\_COMM\_WORLD, &id); MPI\_Comm\_size(MPI\_COMM\_WORLD, &numProcesses); MPI\_Get\_processor\_name (myHostName, &length);

sendReceivePrint(id, numProcesses, myHostName, "BEFORE");

*// MPI\_Barrier(MPI\_COMM\_WORLD);*

sendReceivePrint(id, numProcesses, myHostName, "AFTER");

MPI\_Finalize();

**return** 0;

}

*file: patternlets/MPI/13.barrier/barrier.c*

* 1. **14. Timing code using the Barrier Coordination Pattern**

In this example you can run the code several times and determine the average, median, and minimum execution time when the code has a barrier and when it does not. The primary purpose of this exercise is to illustrate that one of the most useful uses of a barrier is to ensure that you are getting legitimate timings for your code examples. By using a barrier, you ensure that all processes have finished before recording the time using the master node.

*/\* barrier+timing.c*

* + - *... illustrates the behavior of MPI\_Barrier()*
    - *to coordinate process-timing.*

*\**

* + - *Joel Adams, April 2016*

*\**

* + - *Usage: mpirun -np 8 ./barrier+timing*

*\**

* + - *Exercise:*
    - *- Compile; then run the program five times,*
    - *- In a spreadsheet, compute the average,*
    - *median, and minimum of the five times.*
    - *- Uncomment the two MPI\_Barrier() calls;*
    - *then recompile, rerun five times, and*
    - *compute the new average, median, and min*
    - *times.*
    - *- Why did uncommenting the barrier calls*
    - *produce the change you observed?*

*\*/*

*#include <stdio.h> // printf()*

*#include <mpi.h> // MPI*

*#include <unistd.h> // sleep()*

*#define MASTER 0*

*/\* answer the ultimate question of life, the universe,*

* *and everything, based on id and numProcs.*
* *@param: id, an int*
* *@param: numProcs, an int*
* *Precondition: id is the MPI rank of this process*
* *&& numProcs is the number of MPI processes.*
* *Postcondition: The return value is 42.*

*\*/*

**int** solveProblem(**int** id, **int** numProcs) { sleep( ((**double**)id+1) / numProcs);

**return** 42;

}

**int** main(**int** argc, **char**\*\* argv) {

**int** id = -1, numProcesses = -1;

**double** startTime = 0.0, totalTime = 0.0;

**int** answer = 0.0; MPI\_Init(&argc, &argv);

MPI\_Comm\_rank(MPI\_COMM\_WORLD, &id); MPI\_Comm\_size(MPI\_COMM\_WORLD, &numProcesses);

*// MPI\_Barrier(MPI\_COMM\_WORLD);*

**if** ( id == MASTER) {

startTime = MPI\_Wtime();

}

answer = solveProblem(id, numProcesses);

*// MPI\_Barrier(MPI\_COMM\_WORLD);*

**if** ( id == MASTER ) {

totalTime = MPI\_Wtime() - startTime;

printf("**\n**The answer is %d; computing it took %f secs.**\n\n**", answer, totalTime);

}

MPI\_Finalize();

**return** 0;

}

*file: patternlets/MPI/14.barrier+Timing/barrier+timing.c*

* 1. **15. Sequence Numbers**

Tags can be placed on messages that are sent from a non-master node and received by the master node. Using tags is an alternative form of simulating the barrier example in example 13 above.

*/\* sequenceNumbers.c*

* + - *... shows how to acheive barrier-like behavior*
    - *by using MPI message tags as sequence numbers.*

*\**

* + - *Joel Adams, Calvin College, April 2016.*

*\**

* + - *Usage: mpirun -np 8 ./sequenceNumbers*

*\**

* + - *Exercise:*
    - *1. Compile; then run the program several times,*
    - *noting the intermixed outputs*
    - *2. Comment out the sendReceivePrint(..., "SECOND", 1); call;*
    - *uncomment the sendReceivePrint(..., "SECOND", 2); call;*
    - *then recompile and rerun, noting how the output changes.*
    - *3. Uncomment the sendReceivePrint(..., "THIRD", 3);*
    - *and sendReceivePrint(..., "FOURTH", 4); calls,*
    - *then recompile and rerun, noting how the output changes.*
    - *4. Explain the differences: what has caused the changes*
    - *in the program’s behavior, and why?*

*\*/*

*#include <stdio.h> // printf()*

*#include <mpi.h> // MPI*

*/\* Have workers send messages to the master, which prints them.*

* *@param: id, an int*
* *@param: numProcesses, an int*
* *@param: hostName, a char\**
* *@param: messageNum, a char\**
* *@param: tagValue, an int*

*\**

* *Precondition: this routine is being called by an MPI process*
* *&& id is the MPI rank of that process*
* *&& numProcesses is the number of processes in the computation*
* *&& hostName points to a char array containing the name of the*
* *host on which this MPI process is running*
* *&& messageNum is "FIRST", "SECOND", "THIRD", ...*
* *&& tagValue is the value for the tags of the message*
* *being sent and received this invocation of the function.*

*\**

* *Postcondition: each process whose id > 0 has sent a message to process 0*
* *containing id, numProcesses, hostName, messageNum,*
* *and tagValue*
* *&& process 0 has received and output each message.*

*\*/*

*#define BUFFER\_SIZE 200*

*#define MASTER* *0*

**void** sendReceivePrint(**int** id, **int** numProcesses, **char**\* hostName,

**char**\* messageNum, **int** tagValue) {

**char** buffer[BUFFER\_SIZE] = {’\0’};; MPI\_Status status;

**if** (id != MASTER) {

*// Worker: Build a message and send it to the Master*

**int** length = sprintf(buffer,

"This is the %s message from process #%d of %d on %s.**\n**", messageNum, id, numProcesses, hostName);

MPI\_Send(buffer, length+1, MPI\_CHAR, 0, tagValue, MPI\_COMM\_WORLD);

} **else** {

*// Master: Receive and print the messages from all Workers*

**for**(**int** i = 0; i < numProcesses-1; i++) {

MPI\_Recv(buffer, BUFFER\_SIZE, MPI\_CHAR, MPI\_ANY\_SOURCE,

tagValue, MPI\_COMM\_WORLD, &status); printf(buffer);

}

}

}

**int** main(**int** argc, **char**\*\* argv) {

**int** id = -1, numProcesses = -1, length = -1;

**char** myHostName[MPI\_MAX\_PROCESSOR\_NAME] = {’\0’};

MPI\_Init(&argc, &argv); MPI\_Comm\_rank(MPI\_COMM\_WORLD, &id); MPI\_Comm\_size(MPI\_COMM\_WORLD, &numProcesses); MPI\_Get\_processor\_name (myHostName, &length);

sendReceivePrint(id, numProcesses, myHostName, "FIRST", 1); sendReceivePrint(id, numProcesses, myHostName, "SECOND", 1);

*// sendReceivePrint(id, numProcesses, myHostName, "SECOND", 2);*

*// sendReceivePrint(id, numProcesses, myHostName, "THIRD", 3);*

*// sendReceivePrint(id, numProcesses, myHostName, "FOURTH", 4);*

MPI\_Finalize();

**return** 0;

}

*file: patternlets/MPI/15.sequenceNumbers/sequenceNumbers.c*

**CHAPTER**

**THREE**

**SHARED MEMORY PARALLEL PATTERNLETS IN OPENMP**

When writing programs for shared-memory hardware with multiple cores, a programmer could use a low-level thread package, such as pthreads. An alternative is to use a compiler that processes OpenMP *pragmas*, which are compiler directives that enable the compiler to generate threaded code. Whereas pthreads uses an **explicit** multithreading model in which the programmer must explicitly create and manage threads, OpenMP uses an **implicit** multithreading model in which the library handles thread creation and management, thus making the programmer’s task much simpler and less error-prone. OpenMP is a standard that compilers who implement it must adhere to.

The following are examples of C code with OpenMP pragmas. There is one C++ example that is used to illustrate a point about that language. The first three are basic illustrations so you can get used to the OpenMP pragmas and conceptualize the two primary patterns used as **program structure implementation strategies** that almost all shared- memory parallel programs have:

* + **fork/join**: forking threads and joining them back, and
  + **single program, multiple data**: writing one program in which separate threads maybe performing different computations simultaneously on different data, some of which might be shared in memory.

The rest of the examples illustrate how to implement other patterns along with the above two and what can go wrong when mutual exclusion is not properly ensured.

Note: by default OpenMP uses the **Thread Pool** pattern of concurrent execution control. OpenMP programs initialize a group of threads to be used by a given program (often called a pool of threads). These threads will execute concurrently during portions of the code specified by the programmer. In addition, the **multiple instruction, multiple data** pattern is used in OpenMP programs because multiple threads can be executing different instructions on different data in memory at the same point in time.

# Source Code

Please download all examples from this tarball: openMP.tgz

A C code file and a Makefile for each example below can be found in subdirectories of the openMP directory created by extracting the above tarball. The number for each example below corresponds to one used in subdirectory names containing each one.

To compile and run these examples, you will need a C compiler with OpenMP. The GNU C compiler is OpenMP compliant. We assume you are building and executing these on a Unix command line.

* 1. **Patternlets Grouped By Type**

If you are working on these for the first time, you may want to visit them in order. If you are returning to review a particular patternlet or the pattern categorization diagram, you can refer to them individually.

[*Shared Memory Program Structure and Coordination Patterns*](#_bookmark23)

[*Data Decomposition Algorithm Strategies and Related Coordination Strategies*](#_bookmark24)[*Patterns used when threads share data values*](#_bookmark25)

[*Task Decomposition Algorithm Strategies*](#_bookmark26)[*Categorizing Patterns*](#_bookmark27)

* + 1. **Shared Memory Program Structure and Coordination Patterns**

1. **Program Structure Implementation Strategy: The basic fork-join pattern**

*file: openMP/00.forkJoin/forkJoin.c Build inside 00.forkJoin directory:* make forkjoin

*Execute on the command line inside 00.forkJoin directory:*

./forkjoin

The *omp parallel* pragma on line 21, when uncommented, tells the compiler to fork a set of threads to execute the next line of code (later you will see how this is done for a block of code). You can conceptualize how this works using the following diagram, where time is moving from left to right:

![](data:image/png;base64,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)

Observe what happens on the machine where you are running this code, both when you have the pragma commented (no fork) and when you uncomment it (adding a fork).

Note that in OpenMP the join is implicit and does not require a pragma directive.

1 */\* forkJoin.c*

2 *\* ... illustrates the fork-join pattern*

3 *\* using OpenMP’s parallel directive.*

4 *\**

5 *\* Joel Adams, Calvin College, November 2009.*

6 *\**

7 *\* Usage: ./forkJoin*

8 *\**

9 *\* Exercise:*

10 *\* - Compile & run, uncomment the pragma,*

11 *\* recompile & run, compare results.*

12 *\*/*

13

14 *#include <stdio.h> // printf()*

15 *#include <omp.h> // OpenMP*

16

17 **int** main(**int** argc, **char**\*\* argv) {

18

19 printf("**\n**Before...**\n**");

20

21 *// #pragma omp parallel*

22 printf("**\n**During...");

23

24 printf("**\n\n**After...**\n\n**");

25

26 **return** 0;

27 }

1. **Program Structure Implementation Strategy: Fork-join with setting the number of threads**

*file openMP/01.forkJoin2/forkJoin2.c Build inside 01.forkJoin2 directory:* make forkjoin2

*Execute on the command line inside 01.forkJoin2 directory:*

./forkjoin2

This code illustrates that one program can fork and join more than once and that programmers can set the number of threads to use in the parallel forked code.

Note on line 28 there is an OpenMP function called *omp\_set\_num\_threads* for setting the number of threads to use for each *fork*, which occur when the omp\_parallel pragma is used. Also note on line 35 that you can set the number of threads for the very next fork indicated by an omp\_parallel pragma by augmenting the pragma as shown in line 35. Follow the instructions in the header of the code file to understand the difference between these.

1 */\* forkJoin2.c*

2 *\* ... illustrates the fork-join pattern*

3 *\* using multiple OpenMP parallel directives,*

4 *\* and changing the number of threads two ways.*

5 *\**

6 *\* Joel Adams, Calvin College, May 2013.*

7 *\**

8 *\* Usage: ./forkJoin2*

9 *\**

10 *\* Exercise:*

11 *\* - Compile & run, compare results to source.*

12 *\* - Predict how many threads will be used in ’Part IV’?*

13 *\* - Uncomment ’Part IV’, recompile, rerun.*

14 *\*/*

15

16 *#include <stdio.h> // printf()*

17 *#include <omp.h> // OpenMP*

18

19 **int** main(**int** argc, **char**\*\* argv) {

|  |  |  |
| --- | --- | --- |
| 20 |  | |
| 21 |  | printf("**\n**Beginning**\n**"); |
| 22 |  |  |
| 23 |  | *#pragma omp parallel* |
| 24 |  | printf("**\n**Part I"); |
| 25 |  |  |
| 26 |  | printf("**\n\n**Between I and II...**\n**"); |
| 27 |  |  |
| 28 |  | omp\_set\_num\_threads(3); |
| 29 |  |  |
| 30 |  | *#pragma omp parallel* |
| 31 |  | printf("**\n**Part II..."); |
| 32 |  |  |
| 33 |  | printf("**\n\n**Between II and III...**\n**"); |
| 34 |  |  |
| 35 |  | *#pragma omp parallel num\_threads(5)* |
| 36 |  | printf("**\n**Part III..."); |
| 37 | */\** |  |
| 38 |  | *printf("\n\nBetween III and IV...\n");* |
| 39 |  |  |
| 40 |  | *#pragma omp parallel* |
| 41 |  | *printf("\nPart IV...");* |
| 42 | *\*/* |  |
| 43 |  | printf("**\n\n**End**\n\n**"); |
| 44 |  |  |
| 45 |  | **return** 0; |
| 46 | } |  |

1. **Program Structure Implementation Strategy: Single Program, multiple data**

*file: openMP/02.spmd/spmd.c Build inside 02.spmd directory:* make spmd

*Execute on the command line inside 02.spmd directory:*

./spmd

Note how there are OpenMP functions to obtain a thread number and the total number of threads. We have one program, but multiple threads executing in the forked section, each with a copy of the id and num\_threads variables. Programmers write one program, but write it in such a way that each thread has its own data values for particular variables. This is why this is called the *single program, multiple data* (SPMD) pattern.

Most parallel programs use this SPMD pattern, because writing one program is ultimately the most efficient method for programmers. It does require you as a programmer to understand how this works, however. Think carefully about how each thread executing in parallel has its own set of variables. Conceptually, it looks like this, where each thread has its own memory for the variables id and numThreads:
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When the pragma is uncommented in the code below, note what the default number of threads is. Here the threads are forked and execute the block of code inside the curly braces on lines 22 through 26. This is how we can have a block of code executed concurrently on each thread.

When you execute the parallel version containing the pragma (uncommenting line 20), what do you observe about the order of the printed lines? Run the program multiple times– does the ordering change? This illustrates an important point about threaded programs: *the ordering of execution of statements between threads is not guaranteed.* This is also illustrated in the diagram above.

1 */\* spmd.c*

2 *\* ... illustrates the single-program-multiple-data (SPMD)*

3 *\* pattern using two basic OpenMP commands...*

4 *\**

5 *\* Joel Adams, Calvin College, November 2009.*

6 *\**

7 *\* Usage: ./spmd*

8 *\**

9 *\* Exercise:*

10 *\* - Compile & run*

11 *\* - Uncomment pragma, recompile & run, compare results*

12 *\*/*

13

14 *#include <stdio.h>*

15 *#include <omp.h>*

16

17 **int** main(**int** argc, **char**\*\* argv) {

18 printf("**\n**");

19

20 *// #pragma omp parallel*

21 {

22 **int** id = omp\_get\_thread\_num();

23 **int** numThreads = omp\_get\_num\_threads();

24 printf("Hello from thread %d of %d**\n**", id, numThreads);

25 }

26

27 printf("**\n**");

28 **return** 0;

29 }

1. **Program Structure Implementation Strategy: Single Program, multiple data with user-defined number of threads**

*file: openMP/03.spmd2/spmd2.c Build inside 03.spmd2 directory:* make spmd2

*Execute on the command line inside 03.spmd2 directory:*

./spmd2 4

Replace 4 with other values for the number of threads

Here we enter the number of threads to use on the command line. This is a useful way to make your code versatile so that you can use as many threads as you would like.

1 */\* spmd2.c*

2 *\* ... illustrates the SPMD pattern in OpenMP,*

3 *\* using the commandline arguments*

4 *\* to control the number of threads.*

5 *\**

6 *\* Joel Adams, Calvin College, November 2009.*

7 *\**

8 *\* Usage: ./spmd2 [numThreads]*

9 *\**

10 *\* Exercise:*

11 *\* - Compile & run with no commandline args*

12 *\* - Rerun with different commandline args,*

13 *\* until you see a problem with thread ids*

14 *\* - Fix the race condition*

15 *\* (if necessary, compare to 02.spmd)*

16 *\*/*

17

18 *#include <stdio.h>*

19 *#include <omp.h>*

20 *#include <stdlib.h>*

21

22 **int** main(**int** argc, **char**\*\* argv) {

23 **int** id, numThreads;

24

25 printf("**\n**");

26 **if** (argc > 1) {

27 omp\_set\_num\_threads( atoi(argv[1]) );

28 }

29

30 *#pragma omp parallel*

31 {

32 id = omp\_get\_thread\_num();

33 numThreads = omp\_get\_num\_threads();

ello

|  |  |  |
| --- | --- | --- |
| 34 |  | printf("H |
| 35 |  | } |
| 36 |  |  |
| 37 |  | printf("**\n**"); |
| 38 |  | **return** 0; |
| 39 | } |  |

from thread %d of %d**\n**", id, numThreads);

1. **Coordination: Synchronization with a Barrier**

*file: openMP/04.barrier/barrier.c Build inside 04.barrier directory:* make barrier

*Execute on the command line inside 04.barrier directory:*

./barrier 4

Replace 4 with other values for the number of threads

The barrier pattern is used in parallel programs to ensure that all threads complete a parallel section of code before execution continues. This can be necessary when threads are generating computed data (in an array, for example) that needs to be completed for use in another computation.

Conceptually, the running code is excuting like this:
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Note what happens with and without the commented pragma on line 31.

1 */\* barrier.c*

2 *\* ... illustrates the use of the OpenMP barrier command,*

3 *\* using the commandline to control the number of threads...*

4 *\**

5 *\* Joel Adams, Calvin College, May 2013.*

6 *\**

7 *\* Usage: ./barrier [numThreads]*

8 *\**

9 *\* Exercise:*

10 *\* - Compile & run several times, noting interleaving of outputs.*

11 *\* - Uncomment the barrier directive, recompile, rerun,*

12 *\* and note the change in the outputs.*

13 *\*/*

14

15 *#include <stdio.h>*

16 *#include <omp.h>*

17 *#include <stdlib.h>*

18

19 **int** main(**int** argc, **char**\*\* argv) {

20 printf("**\n**");

21 **if** (argc > 1) {

22 omp\_set\_num\_threads( atoi(argv[1]) );

23 }

24

25 *#pragma omp parallel*

26 {

27 **int** id = omp\_get\_thread\_num();

28 **int** numThreads = omp\_get\_num\_threads();

printf("Thread %d of %d is BEFORE the barrier.**\n**", id, numThreads);

|  |  |  |
| --- | --- | --- |
| 29 |  |  |
| 30 |  |
| 31 | *//* |
| 32 |  |
| 33 |  |
| 34 |  | } |
| 35 |  |  |

*#pragma omp barrier*

printf("Thread %d of %d is AFTER the barrier.**\n**", id, numThreads);

36 printf("**\n**");

37 **return** 0;

38 }

1. **Program Structure: The Master-Worker Implementation Strategy**

*file: openMP/05.masterWorker/masterWorker.c Build inside 05.masterWorker directory:*

make masterWorker

*Execute on the command line inside 05.masterWorker directory:*

./masterWorker 4

Replace 4 with other values for the number of threads

Once you have mastered the notion of fork-join and single-program, multiple data, the next common pattern that programmers use in association with these patterns is to have one thread, called the master, execute one block of code when it forks while the rest of the threads, called workers, execute a different block of code when they fork. This is illustrated in this simple example (useful code would be more complicated).

1 */\* masterWorker.c*

2 *\* ... illustrates the master-worker pattern in OpenMP*

3 *\**

4 *\* Joel Adams, Calvin College, November 2009.*

5 *\**

6 *\* Usage: ./masterWorker*

7 *\**

8 *\* Exercise:*

9 *\* - Compile and run as is.*

10 *\* - Uncomment #pragma directive, re-compile and re-run*

11 *\* - Compare and trace the different executions.*

12 *\*/*

13

14 *#include <stdio.h> // printf()*

15 *#include <stdlib.h> // atoi()*

16 *#include <omp.h> // OpenMP*

17

18 **int** main(**int** argc, **char**\*\* argv) {

19 printf("**\n**");

20 **if** (argc > 1) {

21 omp\_set\_num\_threads( atoi(argv[1]) );

22 }

23

24 *// #pragma omp parallel*

25 {

26 **int** id = omp\_get\_thread\_num();

27 **int** numThreads = omp\_get\_num\_threads();

28

29 **if** ( id == 0 ) { *// thread with ID 0 is master*

30 printf("Greetings from the master, # %d of %d threads**\n**",

31 id, numThreads);

32 } **else** { *// threads with IDs > 0 are workers*

# %d of %d threads**\n**",

|  |  |  |  |
| --- | --- | --- | --- |
| 33 |  | printf("Greetings from a worker, | |
| 34 |  |  | id, numThreads); |
| 35 |  | } |  |
| 36 | } |  |  |
| 37 |  |  |  |

|  |  |  |
| --- | --- | --- |
| 38 |  | printf("**\n**"); |
| 39 |  |  |
| 40 |  | **return** 0; |
| 41 | } |  |

* + 1. **Data Decomposition Algorithm Strategies and Related Coordination Strate- gies**

1. **Shared Data Decomposition Algorithm Strategy: chunks of data per thread using a parallel for loop implementation strategy**

*file: openMP/06.parallelLoop-equalChunks/parallelLoopEqualChunks.c Build inside 06.parallelLoop-equalChunks directory:*

make parallelLoopEqualChunks

*Execute on the command line inside 06.parallelLoop-equalChunks directory:*

./parallelLoopEqualChunks 4

Replace 4 with other values for the number of threads, or leave off

An iterative for loop is a remarkably common pattern in all programming, primarily used to perform a calculation N times, often over a set of data containing N elements, using each element in turn inside the for loop. If there are no dependencies between the calculations (i.e. the order of them is not important), then the code inside the loop can be split between forked threads. When doing this, a decision the programmer needs to make is to decide how to partition the work between the threads by answering this question:

* + How many and which iterations of the loop will each thread complete on its own?

We refer to this as the **data decomposition** pattern because we are decomposing the amount of work to be done (typically on a set of data) across multiple threads. In the following code, this is done in OpenMP using the *omp parallel for* pragma just in front of the for statement (line 27) in the following code.

1 */\* parallelLoopEqualChunks.c*

2 *\* ... illustrates the use of OpenMP’s default parallel for loop in which*

3 *\* threads iterate through equal sized chunks of the index range*

4 *\* (cache-beneficial when accessing adjacent memory locations).*

5 *\**

6 *\* Joel Adams, Calvin College, November 2009.*

7 *\**

8 *\* Usage: ./parallelLoopEqualChunks [numThreads]*

9 *\**

10 *\* Exercise*

11 *\* - Compile and run, comparing output to source code*

12 *\* - try with different numbers of threads, e.g.: 2, 3, 4, 6, 8*

13 *\*/*

14

15 *#include <stdio.h> // printf()*

16 *#include <stdlib.h> // atoi()*

17 *#include <omp.h> // OpenMP*

18

19 **int** main(**int** argc, **char**\*\* argv) {

20 **const int** REPS = 16;

21

22 printf("**\n**");

23 **if** (argc > 1) {

24 omp\_set\_num\_threads( atoi(argv[1]) );

25 }

26

27 *#pragma omp parallel for*

28 **for** (**int** i = 0; i < REPS; i++) {

29 **int** id = omp\_get\_thread\_num();

30 printf("Thread %d performed iteration %d**\n**",

d, i);

|  |  |  |
| --- | --- | --- |
| 31 |  | i |
| 32 |  | } |
| 33 |  |  |
| 34 |  | printf("**\n**"); |
| 35 |  | **return** 0; |
| 36 | } |  |

Once you run this code, verify that the default behavior for this pragma is this sort of decomposition of iterations of the loop to threads, when you set the number of threads to 4 on the command line:
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What happens when the number of iterations (16 in this code) is not evenly divisible by the number of threads? Try several cases to be certain how the compiler splits up the work. This type of decomposition is commonly used when accessing data that is stored in consecutive memory locations (such as an array) that might be cached by each thread.

1. **Shared Data Decomposition Algorithm Strategy: one iteration per thread in a parallel for loop implementation strategy**

*file: openMP/07.parallelLoop-chunksOf1/parallelLoopChunksOf1.c Build inside 07.parallelLoop-chunksOf1 directory:*

make parallelLoopChunksOf1

*Execute on the command line inside 07.parallelLoop-chunksOf1 directory:*

./parallelLoopChunksOf1 4

Replace 4 with other values for the number of threads, or leave off

You can imagine other ways of assigning threads to iterations of a loop besides that shown above for four threads and 16 iterations. A simple decomposition sometimes used when your loop is not accessing consecutive memory locations would be to let each thread do one iteration, up to N threads, then start again with thread 0 taking the next iteration. This is declared in OpenMP using the pragma on line 31 of the following code. Also note that the commented code below it is an alternative explicit way of doing it. The schedule clause is the preferred style when using OpenMP and is more versatile, because you can easily change the *chunk size* that each thread will work on.

1 */\* parallelLoopChunksOf1.c*

2 *\* ... illustrates how to make OpenMP map threads to*

3 *\* parallel loop iterations in chunks of size 1*

4 *\* (use when not accesssing memory).*

5 *\**

6 *\* Joel Adams, Calvin College, November 2009.*

7 *\**

8 *\* Usage: ./parallelLoopChunksOf1 [numThreads]*

9 *\**

10 *\* Exercise:*

11 *\* 1. Compile and run, comparing output to source code,*

12 *\* and to the output of the ’equal chunks’ version.*

13 *\* 2. Uncomment the "commented out" code below,*

14 *\* and verify that both loops produce the same output.*

15 *\* The first loop is simpler but more restrictive;*

16 *\* the second loop is more complex but less restrictive.*

17 *\*/*

18

19 *#include <stdio.h>*

20 *#include <omp.h>*

21 *#include <stdlib.h>*

22

23 **int** main(**int** argc, **char**\*\* argv) {

24 **const int** REPS = 16;

25

26 printf("**\n**");

27 **if** (argc > 1) {

28 omp\_set\_num\_threads( atoi(argv[1]) );

29 }

30

31 *#pragma omp parallel for schedule(static,1)*

32 **for** (**int** i = 0; i < REPS; i++) {

33 **int** id = omp\_get\_thread\_num();

34 printf("Thread %d performed iteration %d**\n**",

35 id, i);

36 }

37

38 */\**

39 *printf("\n---\n\n");*

40

41 *#pragma omp parallel*

42 *{*

43 *int id = omp\_get\_thread\_num();*

44 *int numThreads = omp\_get\_num\_threads();*

45 *for (int i = id; i < REPS; i += numThreads) {*

*d performed iteration %d\n",*

|  |  |  |  |
| --- | --- | --- | --- |
| 46 |  | *printf("Thread %* | |
| 47 |  |  | *id, i);* |
| 48 |  | *}* |  |
| 49 |  | *}* |  |
| 50 | *\*/* |  |  |
| 51 |  | printf("**\n**"); |  |
| 52 |  | **return** 0; |  |
| 53 | } |  |  |

This can be made even more efficient if the next available thread simply takes the next iteration. In OpenMP, this is done by using *dynamic* scheduling instead of the static scheduling shown in the above code. Also note that the number of iterations, or chunk size, could be greater than 1 inside the schedule clause.

1. **Coordination Using Collective Communication: Reduction**

*file: openMP/08.reduction/reduction.c Build inside 08.reduction directory:* make reduction

*Execute on the command line inside 08.reduction directory:*

./reduction 4

Replace 4 with other values for the number of threads, or leave off

Once threads have performed independent concurrent computations, possibly on some portion of decomposed data, it is quite common to then *reduce* those individual computations into one value. This type of operation is called a **collective communication** pattern because the threads must somehow work together to create the final desired single value.

In this example, an array of randomly assigned integers represents a set of shared data (a more realistic program would perform a computation that creates meaningful data values; this is just an example). Note the common sequential code pattern found in the function called *sequentialSum* in the code below (starting line 51): a for loop is used to sum up all the values in the array.

Next let’s consider how this can be done in parallel with threads. Somehow the threads must implicitly *communicate* to keep the overall sum updated as each of them works on a portion of the array. In the *parallelSum* function, line 64 shows a special clause that can be used with the parallel for pragma in OpenMP for this. All values in the array are summed together by using the OpenMP parallel for pragma with the *reduction(+:sum)* clause on the variable **sum**, which is computed in line 66.

1 */\* reduction.c*

2 *\* ... illustrates the OpenMP parallel-for loop’s reduction clause*

3 *\**

4 *\* Joel Adams, Calvin College, November 2009.*

5 *\**

6 *\* Usage: ./reduction*

7 *\**

8 *\* Exercise:*

9 *\* - Compile and run. Note that correct output is produced.*

10 *\* - Uncomment #pragma in function parallelSum(),*

11 *\* but leave its reduction clause commented out*

12 *\* - Recompile and rerun. Note that correct output is NOT produced.*

13 *\* - Uncomment ’reduction(+:sum)’ clause of #pragma in parallelSum()*

14 *\* - Recompile and rerun. Note that correct output is produced again.*

15 *\*/*

16

17 *#include <stdio.h> // printf()*

18 *#include <omp.h> // OpenMP*

19 *#include <stdlib.h> // rand()*

20

21 **void** initialize(**int**\* a, **int** n);

22 **int** sequentialSum(**int**\* a, **int** n);

23 **int** parallelSum(**int**\* a, **int** n);

24

25 *#define SIZE 1000000*

26

27 **int** main(**int** argc, **char**\*\* argv) {

28 **int** array[SIZE];

29

30 **if** (argc > 1) {

31 omp\_set\_num\_threads( atoi(argv[1]) );

32 }

33

34 initialize(array, SIZE);

35 printf("**\n**Seq. sum: **\t**%d**\n**Par. sum: **\t**%d**\n\n**",

36 sequentialSum(array, SIZE),

37 parallelSum(array, SIZE) );

38

39 **return** 0;

40 }

41

42 */\* fill array with random values \*/*

43 **void** initialize(**int**\* a, **int** n) {

44 **int** i;

45 **for** (i = 0; i < n; i++) {

46 a[i] = rand() % 1000;

47 }

48 }

49

50 */\* sum the array sequentially \*/*

51 **int** sequentialSum(**int**\* a, **int** n) {

52 **int** sum = 0;

53 **int** i;

|  |  |  |  |
| --- | --- | --- | --- |
| 54 |  | **for** (i | = 0; i < n; i++) { |
| 55 |  | sum | += a[i]; |
| 56 |  | } |  |
| 57 |  | **return** | sum; |
| 58 | } |  |  |
| 59 |  |  |  |

60 */\* sum the array using multiple threads \*/*

61 **int** parallelSum(**int**\* a, **int** n) {

62 **int** sum = 0;

63 **int** i;

64 *// #pragma omp parallel for // reduction(+:sum)*

n; i++) {

|  |  |  |
| --- | --- | --- |
| 65 | **for** (i = 0; i < | |
| 66 |  | sum += a[i]; |
| 67 | } |  |

68 **return** sum;

69 }

**Something to think about**

Do you have an ideas about why the parallel for pragma without the reduction clause did not produce the correct result? Later examples will hopefully shed some light on this.

1. **Coordination Using Collective Communication: Reduction revisited**

*Build inside 09.reduction-userDefined directory:*

make reduction2

*Execute on the command line inside 09.reduction-userDefined directory:*

./reduction 4 4096

Replace 4 with other values for the number of threads

Replace 4096 with other values for n (computing up to n factorial)

The next example uses many threads to generate computations of factorials of n. Though there are likely other better ways to compute factorials, this example uses a very simple approach to illustrate how reduction can be used with the multiplication operation instead of addition in the previous example. The pragma for this is on line 34 in the code below, which also makes use of an additional C++ file, BigInt.h:

1 */\* reduction2.cpp computes a table of factorial values,*

2 *\* using Owen Astrachan’s BigInt class to explore*

3 *\* OpenMP’s user-defined reductions.*

4 *\**

5 *\* Joel Adams, Calvin College, December 2015.*

6 *\**

7 *\* Usage: ./reduction2 [numThreads] [n]*

8 *\**

9 *\* Exercise:*

10 *\* - Build and run, record sequential time in a spreadsheet*

11 *\* - Uncomment #pragma omp parallel for directive, rebuild,*

12 *\* and read the error message carefully.*

13 *\* - Uncomment the #pragma omp declare directive, rebuild,*

14 *\* and note the user-defined \* reduction for a BigInt.*

15 *\* - Rerun, using 2, 4, 6, 8, ... threads, recording*

16 *\* the times in the spreadsheet.*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 17 | *\** | *- Create a chart that plots the times vs the # of threads.* | | |
| 18 | *\** | *- Experiment with different n values* | | |
| 19 | *\*/* | |  |  |
| 20 |  | |  |  |
| 21 | *#include* | | *"BigInt.h"* |  |
| 22 | *#include* | | *<cassert>* |  |
| 23 | *#include* | | *<omp.h>* |  |
| 24 |  | |  |  |
| 25 | */\** | |  |  |
| 26 | *#pragma omp declare reduction(\*: BigInt: \* | | | |
| 27 |  | |  | *omp\_out = omp\_out \* omp\_in) \* |
| 28 |  | |  | *initializer( omp\_priv=BigInt(1))* |

29 *\*/*

30

31 BigInt factorial(**unsigned** n) {

32 BigInt result = 1;

33

34 *// #pragma omp parallel for reduction(\*:result)*

35 **for** (**unsigned** i = 2; i <= n; i += 1) {

36 result \*= i;

37 }

38

39 **return** result;

40 }

41

42 **int** main(**int** argc, **char**\*\* argv) { *// on a 2GHz i7 CPU:*

43 **unsigned** n = 4096; *// ~10 secs sequentially*

44 **unsigned** numThreads = 1;

45

46 **switch** (argc) {

47 **case** 3: n = atoi(argv[2]);

48 **case** 2: numThreads = atoi(argv[1]);

49 **case** 1: **break**;

50 **default**: cout << "**\n**Usage: ./reduction2 [numThreads] [n]**\n\n**";

51 }

52 omp\_set\_num\_threads(numThreads);

53

54 **double** startTime = omp\_get\_wtime();

55 BigInt nFactorial = factorial(n);

56 **double** time = omp\_get\_wtime() - startTime;

57

58 cout << "Computing " << n << "! using "

59 << numThreads << " threads took: "

60 << time << " secs" << endl;

61

62 *// run a few tests to validate the results*

63 assert( factorial(0) == 1 );

64 assert( factorial(1) == 1 );

65 assert( factorial(2) == 2 );

66 assert( factorial(3) == 6 );

67 assert( factorial(4) == 24 );

68 assert( factorial(5) == 120 );

69 assert( factorial(32) == BigInt("263130836933693530167218012160000000") );

70 assert( factorial(100) == BigInt( string("9332621544394415268169923885")

71 + "6266700490715968264381621468"

72 + "5929638952175999932299156089"

73 + "4146397615651828625369792082"

74 + "7223758251185210916864000000"

75 + "000000000000000000" ) );

76 cout << "All tests passed!**\n**" << flush;

77 }

With this code you can begin to explore the time it takes to execute the program when using increasing numbers of threads for various values of n. Follow the instructions at the top of the file.

1. **Dynamic Data Decomposition**

*Build inside 10.parallelLoop-dynamicSchedule directory:*

make dynamicScheduling

*Execute on the command line inside 10.parallelLoop-dynamicSchedule directory:*

./dynamicScheduling 4

Replace 4 with other values for the number of threads

The following example computes factorials for the numbers 2 through 512, placing the result in an array. This array of results is the data in this data decomposition pattern. Since each number will take a different amount of time to compute, this is a case where using dynamic scheduling of the work improves the performance. Try the tasks lsited in the header of the code shown below to see this.

1 */\* dynamicScheduling.cpp computes a table of factorial values,*

2 *\* using Owen Astrachan’s BigInt class to explore*

3 *\* OpenMP’s schedule() clause.*

4 *\**

5 *\* @author: Joel Adams, Calvin College, Dec 2015.*

6 *\**

7 *\* Usage: ./dynamicScheduling [numThreads]*

8 *\**

9 *\* Exercise:*

10 *\* - Build and run, record sequential run time in a spreadsheet*

11 *\* - Uncomment #pragma omp parallel for, rebuild,*

12 *\* run using 2, 4, 6, 8, ... threads, record run times.*

13 *\* - Uncomment schedule(dynamic), rebuild,*

14 *\* run using 2, 4, 6, 8, ... threads, record run times.*

15 *\* - Create a line chart plotting run times vs # of threads.*

16 *\*/*

17

18 *#include "BigInt.h" // class BigInt*

19 *#include <omp.h> // OpenMP functions*

20 *#include <cassert> // assert()*

21

22 */\* factorial(n) computes n!*

23 *\* @param: n, an unsigned int.*

24 *\* @return: n!, a BigInt.*

25 *\*/*

26 BigInt factorial(**unsigned** n) {

27 BigInt result = 1; *// 0! or 1!*

28

29 **for** (**unsigned** i = 2; i <= n; ++i) {

30 result \*= i;

31 }

32

33 **return** result;

34 }

35

36 **int** main(**int** argc, **char**\*\* argv) { *// on a 2 GHz i7 CPU:*

37 **const unsigned** MAX = 512; *// ~14 secs sequentially*

38 *// const unsigned MAX = 800; // ~60 secs sequentially*

39 BigInt factorialTable[MAX+1];

40

41 **if** (argc > 1) { omp\_set\_num\_threads( atoi(argv[1]) ); }

42

43 cout << "**\n**Depending on the speed of your computer,"

44 << "**\n** this program may take a while to complete,"

45 << "**\n** so please wait patiently...**\n**" << endl;

46

47 **double** startTime = omp\_get\_wtime();

48 *// #pragma omp parallel for // schedule(dynamic)*

49 **for** (**unsigned** i = 0; i <= MAX; i++) {

50 factorialTable[i] = factorial(i);

|  |  |  |
| --- | --- | --- |
| 51 |  | } |
| 52 |  | **double** totalTime = omp\_get\_wtime() - startTime; |
| 53 |  |  |
| 54 |  | cout << "Computing 0! .. " << MAX << "! took: " |
| 55 |  | << totalTime << " secs**\n**" << endl; |
| 56 |  |  |
| 57 |  | *// run a few tests to validate the results* |
| 58 |  | assert( factorialTable[0] == 1 ); |
| 59 |  | assert( factorialTable[1] == 1 ); |
| 60 |  | assert( factorialTable[2] == 2 ); |
| 61 |  | assert( factorialTable[3] == 6 ); |
| 62 |  | assert( factorialTable[4] == 24 ); |
| 63 |  | assert( factorialTable[5] == 120 ); |
| 64 |  | assert( factorialTable[32] == BigInt("263130836933693530167218012160000000") ); |
| 65 |  | assert( factorialTable[100] == BigInt( string("9332621544394415268169923885") |
| 66 |  | + "6266700490715968264381621468" |
| 67 |  | + "5929638952175999932299156089" |
| 68 |  | + "4146397615651828625369792082" |
| 69 |  | + "7223758251185210916864000000" |
| 70 |  | + "000000000000000000" ) ); |
| 71 |  | cout << "All tests passed!**\n**" << endl; |
| 72 | } |  |

* + 1. **Patterns used when threads share data values**

1. **Shared Data Algorithm Strategy: Parallel-for-loop pattern needs non-shared, private variables**

*file: openMP/11.private/private.c Build inside 11.private directory:* make private

*Execute on the command line inside 11.private directory:*

./private

In this example, you will try a parallel for loop where additional variables (i, j in the code) cannot be shared by all of the threads, but must instead be *private* to each thread, which means that each thread has its own copy of that variable. In this case, the outer loop is being split into chunks and given to each thread, but the inner loop is being executed by each thread for each of the elements in its chunk. The loop counting variables must be maintained separately by each thread. Because they were initially declared outside the loops at the begininning of the program, by default these variables are shared by all the threads.

1 */\* private.c*

2 *\* ... illustrates why private variables are needed with OpenMP’s parallel for loop*

3 *\**

4 *\* Joel Adams, Calvin College, November 2009.*

5 *\**

6 *\* Usage: ./private*

7 *\**

8 *\* Exercise:*

9 *\* - Run, noting that the sequential program produces correct results*

10 *\* - Uncomment line A, recompile/run and compare*

11 *\* - Recomment line A, uncomment line B, recompile/run and compare*

12 *\*/*

13

14 *#include <stdio.h>*

15 *#include <omp.h>*

16 *#include <stdlib.h>*

17

18 *#define SIZE 100*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 19 |  | | | |
| 20 | **int** | main(**int** argc, **char**\*\* argv) { | |  |
| 21 |  | **int** i, j, ok = 1; | |  |
| 22 |  | **int** m[SIZE][SIZE]; | |  |
| 23 |  |  | |  |
| 24 |  | printf("**\n**"); | |  |
| 25 |  | *// set all array entries to 1* | |  |
| 26 | *//* | *#pragma omp parallel for* | | *// A* |
| 27 | *//* | *#pragma omp parallel for private(i,j)* | | *// B* |
| 28 |  | **for** (i = 0; i < SIZE; i++) { | |  |
| 29 |  | **for** (j = 0; j < SIZE; j++) { | |  |
| 30 |  |  | m[i][j] = 1; | |
| 31 |  |  | } | |
| 32 |  | } |  | |
| 33 |  |  |  | |

34 *// test (without using threads)*

35 **for** (i = 0; i < SIZE; i++) {

36 **for** (j = 0; j < SIZE; j++) {

37 **if** ( m[i][j] != 1 ) {

38 printf("Element [%d,%d] not set... **\n**", i, j);

39 ok = 0;

40 }

41 }

42 }

43

44 **if** ( ok ) {

f("**\n**All elements correctly set to 1**\n\n**");

|  |  |  |
| --- | --- | --- |
| 45 |  | print |
| 46 |  | } |
| 47 |  |  |
| 48 |  | **return** 0; |
| 49 | } |  |

1. **Race Condition: missing the mutual exclusion coordination pattern**

*file: openMP/12.mutualExclusion-atomic/atomic.c Build inside 12.mutualExclusion-atomic directory:* make atomic

*Execute on the command line inside 12.mutualExclusion-atomic directory:*

./atomic

When a variable must be shared by all the threads, as in this example below, an issue called a *race condition* can occur when the threads are updating that variable concurrently. This happens because there are multiple underlying machine instructions needed to complete the update of the memory location and each thread must execute all of them atomically before another thread does so, thus ensuring **mutual exclusion** between the threads when updating a shared variable. This is done using the OpenMP pragma shown in this code.

1 */\* atomic.c*

2 *\* ... illustrates a race condition when multiple threads read from /*

3 *\* write to a shared variable (and explores OpenMP atomic operations).*

4 *\**

5 *\* Joel Adams, Calvin College, November 2009.*

6 *\**

7 *\* Usage: ./atomic*

8 *\**

9 *\* Exercise:*

10 *\* - Compile and run 10 times; note that it always produces the correct balance: $1,000,000.00*

11 *\* - To parallelize, uncomment A, recompile and rerun multiple times, compare results*

12 *\* - To fix: uncomment B, recompile and rerun, compare*

13 *\*/*

14

15 *#include <stdio.h> // printf()*

16 *#include <omp.h> // OpenMP*

17

18 **int** main() {

19 **const int** REPS = 1000000;

20 **int** i;

21 **double** balance = 0.0;

22

23 printf("**\n**Your starting bank account balance is %0.2f**\n**",

24 balance);

25

26 *// simulate many deposits*

27 *// #pragma omp parallel for // A*

28 **for** (i = 0; i < REPS; i++) {

29 *// #pragma omp atomic // B*

30 balance += 1.0;

31 }

32

33 printf("**\n**After %d $1 deposits, your balance is $%0.2f**\n\n**", REPS, balance);

|  |  |  |
| --- | --- | --- |
| 34 |  |  |
| 35 |  |  |
| 36 |  | **return** 0; |
| 37 | } |  |

1. **The Mutual Exclusion Coordination Pattern: two ways to ensure**

*file: openMP/13.mutualExclusion-critical/critical.c Build inside 13.mutualExclusion-critical directory:* make critical

*Execute on the command line inside 13.mutualExclusion-critical directory:*

./critical

Here is another way to ensure **mutual exclusion** in OpenMP.

1 */\* critical.c*

2 *\* ... fixes a race condition when multiple threads read from /*

3 *\* write to a shared variable using the OpenMP critical directive.*

4 *\**

5 *\* Joel Adams, Calvin College, November 2009.*

6 *\**

7 *\* Usage: ./critical*

8 *\**

9 *\* Exercise:*

10 *\* - Compile and run several times; note that it always produces the correct balance $1,000,000.00*

11 *\* - Comment out A; recompile/run, and note incorrect result*

12 *\* - To fix: uncomment B1+B2+B3, recompile and rerun, compare*

13 *\*/*

14

15 *#include<stdio.h>*

16 *#include<omp.h>*

17

18 **int** main() {

19 **const int** REPS = 1000000;

20 **int** i;

21 **double** balance = 0.0;

22

23 printf("**\n**Your starting bank account balance is %0.2f**\n**", balance);

24

25 *// simulate many deposits*

26 *#pragma omp parallel for*

27 **for** (i = 0; i < REPS; i++) {

28 *#pragma omp atomic // A*

29 *// #pragma omp critical // B1*

30 *// { // B2*

31 balance += 1.0;

32 *// } // B3*

33 }

34

35 printf("**\n**After %d $1 deposits, your balance is %0.2f**\n**", REPS, balance);

|  |  |  |
| --- | --- | --- |
| 36 |  |  |
| 37 |  |  |
| 38 |  | **return** 0; |
| 39 | } |  |

1. **Mutual Exclusion Coordination Pattern: compare performance**

*file: openMP/14.mutualExclusion-critical2/critical2.c Build inside 14.mutualExclusion-critical2 directory:* make critical2

*Execute on the command line inside 14.mutualExclusion-critical2 directory:*

./critical2

Here is an example of how to compare the performance of using the atomic pragma directive and the critical pragma directive. Note that there is a function in OpenMP that lets you obtain the current time, which enables us to determine how long it took to run a particular section of our program.

1 */\* critical2.c*

2 *\* ... compares the performance of OpenMP’s critical and atomic directives*

3 *\**

4 *\* Joel Adams, Calvin College, November 2009.*

5 *\**

6 *\* Usage: ./critical2*

7 *\**

8 *\* Exercise:*

9 *\* - Compile, run, compare times for critical vs. atomic*

10 *\* - Note how much more costly critical is than atomic*

11 *\* - Research: Create an expression that, when assigned to balance,*

12 *\* critical can handle but atomic cannot*

13 *\*/*

14

15 *#include<stdio.h>*

16 *#include<omp.h>*

17

18 **void** print(**char**\* label, **int** reps, **double** balance, **double** total, **double** average) {

19 printf("**\n**After %d $1 deposits using ’%s’: \

20 **\n\t**- balance = %0.2f, \

21 **\n\t**- total time = %0.12f, \

22 **\n\t**- average time per deposit = %0.12f**\n\n**",

23 reps, label, balance, total, average);

24 }

25

26 **int** main() {

27 **const int** REPS = 1000000;

28 **int** i;

29 **double** balance = 0.0,

30 startTime = 0.0,

31 stopTime = 0.0,

32 atomicTime = 0.0,

33 criticalTime = 0.0;

34

35 printf("**\n**Your starting bank account balance is %0.2f**\n**", balance);

36

37 *// simulate many deposits using atomic*

38 startTime = omp\_get\_wtime();

39 *#pragma omp parallel for*

40 **for** (i = 0; i < REPS; i++) {

41 *#pragma omp atomic*

42 balance += 1.0;

43 }

44 stopTime = omp\_get\_wtime();

45 atomicTime = stopTime - startTime;

46 print("atomic", REPS, balance, atomicTime, atomicTime/REPS);

47

48

49 *// simulate the same number of deposits using critical*

50 balance = 0.0;

51 startTime = omp\_get\_wtime();

52 *#pragma omp parallel for*

53 **for** (i = 0; i < REPS; i++) {

54 *#pragma omp critical*

55 {

56 balance += 1.0;

57 }

58 }

59 stopTime = omp\_get\_wtime();

60 criticalTime = stopTime - startTime;

61 print("critical", REPS, balance, criticalTime, criticalTime/REPS);

62

63 printf("criticalTime / atomicTime ratio: %0.12f**\n\n**",

riticalTime

|  |  |  |
| --- | --- | --- |
| 64 |  | c |
| 65 |  |  |
| 66 |  | **return** 0; |
| 67 | } |  |

/ atomicTime);

1. **Mutual Exclusion Coordination Pattern: language difference**

*file: openMP/15.mutualExclusion-critical3/critical3.c Build inside 15.mutualExclusion-critical3 directory:* make critical3

*Execute on the command line inside 15.mutualExclusion-critical3 directory:*

./critical3

The following is a C++ code example to illustrate some language differences between C and C++. Try the exercises described in the code below.

1 */\* critical3.c*

2 *\* ... a simple case where OpenMP’s critical works but atomic does not.*

3 *\**

4 *\* Joel Adams, Calvin College, November 2009.*

5 *\**

6 *\* Usage: ./critical3*

7 *\**

8 *\* Exercise:*

9 *\* - Compile, run, note resulting output is correct.*

10 *\* - Uncomment line A, recompile, rerun, note results.*

11 *\* - Uncomment line B, recompile, note results.*

12 *\* - Recomment line B, uncomment line C, recompile,*

13 *\* rerun, note change in results.*

14 *\*/*

15

16 *#include<iostream> // cout*

17 *#include<omp.h> // openmp*

18 **using namespace** std;

19

20 **int** main(**int** argc, **char**\*\* argv) {

21 cout << "**\n**";

22

23 **if** (argc > 1) {

24 omp\_set\_num\_threads( atoi(argv[1]) );

25 }

26

27 *// #pragma omp parallel // A*

28 {

29 **int** id = omp\_get\_thread\_num();

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 30 |  |  | **int** numThreads = omp\_get\_num\_threads(); |  | |
| 31 | *//* |  | *#pragma omp atomic* | *//* | *B* |
| 32 | *//* |  | *#pragma omp critical* | *//* | *C* |
| 33 |  |  | cout << "Hello from thread #" << id |  |  |
| 34 |  |  | << " out of " << numThreads |  |  |
| 35 |  |  | << " threads.**\n**"; |  |  |
| 36 |  | } |  |  |  |
| 37 |  |  |  |  |  |

38 cout << "**\n**";

39 }

**Some Explanation**

A C line like this:

printf(“Hello from thread #%d of %dn”, id, numThreads);

is a single function call that is pretty much performed atomically, so you get pretty good output like.

Hello from thread #0 of 4

Hello from thread #2 of 4

Hello from thread #3 of 4

Hello from thread #1 of 4

By contrast, the C++ line:

cout << “Hello from thread #” << id << ” of ” << numThreads << endl;

has 5 different function calls, so the outputs from these functions get interleaved within the shared stream cout as the threads ‘race’ to write to it. You may have observed output similar to this:

Hello from thread #Hello from thread#Hello from thread#0 of 4Hello from thread# 2 of 43 of 4

1 of 4

The other facet that this particular patternlet shows is that OpenMP’s atomic directive will not fix this – it is too complex for atomic, so the compiler flags that as an error. To make this statement execute indivisibly, you need to use the critical directive, providing a pretty simple case where critical works and atomic does not.

* + 1. **Task Decomposition Algorithm Strategies**

All threaded programs have some form of task decomposition, that is, delineating which threads will do what tasks in parallel at certain points in the program. We have seen one way of dictating this by using the master-worker implementation, where one thread does one task and all the others to another. Here we introduce a more general approach that can be used.

1. **Task Decomposition Algorithm Strategy using OpenMP section directive**

*file: openMP/16.sections/sections.c Build inside 16.sections directory:* make sections

*Execute on the command line inside 16.sections directory:*

./sections

This example shows how to create a program with arbitrary separate tasks that run concurrently. This is useful if you have tasks that are not dependent on one another.

1 */\* sections.c*

2 *\* ... illustrates the use of OpenMP’s parallel section/sections directives,*

3 *\* which can be used for task parallelism...*

4 *\**

5 *\* Joel Adams, Calvin College, November 2009.*

6 *\**

7 *\* Usage: ./sections*

8 *\**

9 *\* Exercise: Compile, run (several times), compare output to source code.*

10 *\*/*

11

12 *#include <stdio.h>*

13 *#include <omp.h>*

14 *#include <stdlib.h>*

15

16 **int** main(**int** argc, **char**\*\* argv) {

17

18 printf("**\n**Before...**\n\n**");

19

20 *#pragma omp parallel sections num\_threads(4)*

21 {

22 *#pragma omp section*

23 {

24 printf("Task/section A performed by thread %d**\n**",

25 omp\_get\_thread\_num() );

26 }

27 *#pragma omp section*

28 {

29 printf("Task/section B performed by thread %d**\n**",

30 omp\_get\_thread\_num() );

31 }

32 *#pragma omp section*

33 {

34 printf("Task/section C performed by thread %d**\n**",

35 omp\_get\_thread\_num() );

36 }

37 *#pragma omp section*

38 {

by thread %d**\n**",

|  |  |  |
| --- | --- | --- |
| 39 |  | printf("Task/section D performed |
| 40 |  | omp\_get\_thread\_num() ); |
| 41 |  | } |
| 42 |  | } |
| 43 |  |  |
| 44 |  | printf("**\n**After...**\n\n**"); |
| 45 |  |  |
| 46 |  | **return** 0; |
| 47 | } |  |

* + 1. **Categorizing Patterns**

There has been a fair amount of work by several researchers who have catergorized patterns found in parallel programs. We have shown you simple examples of several of them that are very common when writing OpenMP programs that use shared memory. Now that you have seen them, you can try to imagine the patterns falling into the categories shown on the following diagram:
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Most programs you will write will include patterns for an Algorithm Strategy (both data decomposition and task decomposition), some of the Implementation Strategies (if not all), and some of the Coordination Mechanisms. The patternlets show simple examples that you can use as a guide. In OpenMP, most programs use various shared data in memory as their data structure implementation strategy. The Process/Thread Control Mechanism patterns are built in to any OpenMP program. Multiple Instruction, Multiple Data (MIMD) is built in because forked threads operate independently on different data. Likewise, pools of threads are part of every compiled OpenMP threaded program.