**Spring MVC**

# 1 Spring MVC简介

## Spring3 MVC VS Struts2

* 官方的下载网址是：<http://www.springsource.org/download>
* 我们用Struts2时采用的传统的配置文件的方式,并没有使用传说中的0配置Spring3 mvc可以认为已经100%零配置了
* Spring会比Struts快,在Struts中默认配置了很多缺省的拦截器,在给开发者提供便利的同时,失去了灵活性和效率.
* Spring mvc是基于方法的设计, 而Sturts是基于类,每次发一次请求都会实例一个action，每个action都会被注入属性，而spring基于方法，粒度更细,可控制更强
* 设计思想上：Struts更加符合oop的编程思想,Spring是在在Servlet上扩展，使用AOP实现。
* Intercepter的实现机制：Struts有以自己的interceptor机制，Spring mvc用的是独立的AOP方式. 需要的自己配置,比较麻烦当性能较优,灵活性高
* 提供约定大于配置的契约式编程支持

# 2 环境与入门案例

## 2.1使用示例

### 2.1.1创建项目并导入相关jar包

mvc/aop/core相关包。

### 2.1.2创建配置文件

新建spring-mvc.xml文件

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<beans

xmlns=*"http://www.springframework.org/schema/beans"*

xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*

xmlns:p=*"http://www.springframework.org/schema/p"*

xsi:schemaLocation=*"http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans-3.1.xsd*

*"*>

</beans>

### 2.1.3 配置前端过滤器

org.springframework.web.servlet.DispatcherServlet，继承HttpServlet，需要在Web.xml文件中定义

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<web-app version=*"3.0"*

xmlns=*"http://java.sun.com/xml/ns/javaee"*

xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*

xsi:schemaLocation=*"http://java.sun.com/xml/ns/javaee*

*http://java.sun.com/xml/ns/javaee/web-app\_3\_0.xsd"*>

<display-name></display-name>

<welcome-file-list>

<welcome-file>index.jsp</welcome-file>

</welcome-file-list>

<servlet>

<servlet-name>mvc</servlet-name> <servlet-class>org.springframework.web.servlet.DispatcherServlet</servlet-class>

<init-param>

<param-name>contextConfigLocation</param-name>

<param-value>classpath:spring-mvc.xml</param-value>

</init-param>

<load-on-startup>1</load-on-startup>

</servlet>

<servlet-mapping>

<servlet-name>mvc</servlet-name>

<url-pattern>\*.action</url-pattern>

</servlet-mapping>

</web-app>

### 2.1.4创建控制器

创建控制器FirstAction.java，实现Controller接口

// action实现Controller接口，并实现handleRequest方法（类似service方法），与JSP内置对象偶合

**public** **class** FirstAction **implements** Controller {

@Override

**public** ModelAndView handleRequest(HttpServletRequest request,

HttpServletResponse response) **throws** Exception {

// **TODO** Auto-generated method stub

System.*out*.println("传入的数据为");

String userName=request.getParameter("userName");

String pwd=request.getParameter("pwd");

System.*out*.println("userName:"+userName);

System.*out*.println("这里可以调用业务层处理业务。");

//封装数据，可以直接使用request对象，也可以使用封装等方式，真正使用时可以选择一种

request.setAttribute("rUserName", userName);

Map<String, String > map=**new** HashMap<String, String>();

map.put("mUserName",userName);

//返回视图层，如果使用map封装数据，需要作为（第二个）参数传递，也是request作用域。

**return** **new** ModelAndView("/jsp/first.jsp",map);

//返回视图层,不传递map。

//return new ModelAndView("/jsp/first.jsp");

//也可以使用如下方式传递，不使用Map，数据一样是request作用域

//return new ModelAndView("/jsp/first.jsp","mUserName",userName);

}

}

### 2.1.5修改配置文件，添加控制器信息

修改spring-mvc.xm.文件

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<beans

xmlns=*"http://www.springframework.org/schema/beans"*

xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*

xmlns:p=*"http://www.springframework.org/schema/p"*

xsi:schemaLocation=*"http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans-3.1.xsd*

*"*>

<!--

1。配置action，实现controler接口

2。配置映射处理器，用来处理请求与action的映射，可以不用写id,

3。配置视图解析器：完成ModelAndView的解析

缺点：

1。与JSP偶合

2。只支持属性的注入，不支持封闭后对象注入

-->

<!-- 声明bean的name，因为使用了BeanNameUrlHandlerMapping，所以不是定义id,用户调用的URL将通过bean的name匹配 -->

<bean name=*"/first.action"* class=*"cn.itcast.action.FirstAction"* />

<!-- 声明 BeanNameUrlHandlerMapping，使用名称映射-->

<bean class=*"org.springframework.web.servlet.handler.BeanNameUrlHandlerMapping"* />

<!-- 支持servlet与jsp视图解析，可进行进一步处理，此步可省略， -->

<!-- InternalResourceViewResolver支持servlet与jsp视图解析，没有配置时，默认使用它，此步可省略， -->

<bean class=*"org.springframework.web.servlet.view.InternalResourceViewResolver"*>

<!-- 可以加前缀或后缀 -->

<!--

<property name="prefix" value="/jsp/"/>

<property name="suffix" value=".jsp"/>

-->

</bean>

### 2.1.6创建结果展现页面

新建目录jsp及目录下新建first.jsp，用来展现访问结果。

<%@ page language=*"java"* import=*"java.util.\*"* pageEncoding=*"utf-8"*%>

<html>

<head>

<title>My JSP 'index.jsp' starting page</title>

</head>

<body>

这是/jsp/first.jsp页面.<br/>

<!-- 获取并展现控制层传递过来的值 -->

直接通过request传递的值：${requestScope.rUserName}<br/>通过Map传递的值：${requestScope.mUserName}

</body>

</html>

### 2.1.7编写测试(访问）页面

编写index.jsp用来访问控制器

<%@ page language=*"java"* import=*"java.util.\*"* pageEncoding=*"utf-8"*%>

<html>

<head>

<title>My JSP 'index.jsp' starting page</title>

</head>

<body>

<a href=*"first.action?userName=zcf&pwd=admin"*>firstMVC</a>

</body>

</html>

## 2.2流程分析
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# 3 URL处理器

## 3.1 BeanNameUrlHandlerMapping

BeanNameUrlHandlerMapping：它将收到的HTTP请求映射到bean的名称(这些bean需要在web应用上下文中定义)

<!-- 声明bean的name，因为使用了BeanNameUrlHandlerMapping，所以不是定义id,用户调用的URL将通过bean的name匹配 -->

<bean name=*"/first.action"* class=*"cn.itcast.action.FirstAction"* />

<!--

声明 BeanNameUrlHandlerMapping，使用名称映射

-->

<bean class=*"org.springframework.web.servlet.handler.BeanNameUrlHandlerMapping"* />

## 3.2 SimpleUrlHandlerMapping

SimpleUrlHandlerMapping：它将收到的HTTP请求映射到bean的ID(这些bean需要在web应用上下文中定义)

<!-- 配置URL与ACTION对象ID进行映射 ,<prop key="second.action">second</prop>,其中key匹配url信息,value为action的ID

-->

<bean id=*"first"* class=*"cn.itcast.action.FirstAction"* />

<bean class=*"org.springframework.web.servlet.handler.SimpleUrlHandlerMapping"*>

<property name=*"mappings"*>

<props>

<prop key=*"first.action"*>first</prop>

</props>

</property>

</bean>

# 4 视图解析器

## 4.1 UrlBasedViewResolver

<!-- 支持servlet与jsp视图解析1，可进行进一步处理，此步可省略， -->

<!-- viewClass不同的配置,可以解析不同的资源-->

<bean class="org.springframework.web.servlet.view.UrlBasedViewResolver">

<property name="viewClass" value="org.springframework.web.servlet.view.JstlView"/>

<!--

<property name="prefix" value="/jsp/"/>

<property name="suffix" value=".jsp"/>

-->

</bean>

## 4.2 InternalResourceViewResolver

作为UrlBasedViewResolver的子类， 它支持页面jstl处理.

<!-- 支持servlet与jsp视图解析，可进行进一步处理，此步可省略， -->

<bean class=*"org.springframework.web.servlet.view.InternalResourceViewResolver"*>

<!-- 可以加前缀或后缀 -->

<property name=*"prefix"* value=*"/jsp/"*/>

<property name=*"suffix"* value=*".jsp"*/>

</bean>

## 4.3 forward:前缀

forward使用转发方式：

**return** **new** ModelAndView("/jsp/first.jsp",map);

**return** **new** ModelAndView("forward:/jsp/first.jsp",map);

//控制器采用注解，方法在返回字符串时，可以使用：

**return** "forward:/jsp/first.jsp";

## 4.4 Redirect:前缀

redirect重定向方式

**return** **new** ModelAndView("redirect:/jsp/first.jsp",map);

//控制器采用注解，方法在返回字符串时，可以使用

**return** "redirect:/jsp/first.jsp";

# 5 控制器

## 5.1 controller接口

在spring mvc中控制对象要实现此接口，并且必须实现handRequest方法。此控制器在接收到DispatcherServlet分配置 的请求时，执行handRequest方法，并 返回ModelAndView实例。

**public** **class** FirstAction **implements** Controller {

@Override

**public** ModelAndView handleRequest(HttpServletRequest request,

HttpServletResponse response) **throws** Exception {

...

}

## 5.2 AbstractCommandController

可以将请求参数值自动设置到command对象中，便于后继的使用。

### 5.2.1添加student实体类

**public** **class** Student **implements** Serializable {

@Override

**public** String toString() {

**return** "Student [stuId=" + stuId + ", stuName=" + stuName + ", stuPwd="

+ stuPwd + ", stuAge=" + stuAge + "]";

}

/\*\*

\*

\*/

**private** **static** **final** **long** *serialVersionUID* = 1785249781500211272L;

**private** Integer stuId;

**private** String stuName;

**private** String stuPwd;

**private** Integer stuAge;

**public** Integer getStuId() {

**return** stuId;

}

**public** **void** setStuId(Integer stuId) {

**this**.stuId = stuId;

}

**public** String getStuName() {

**return** stuName;

}

**public** **void** setStuName(String stuName) {

**this**.stuName = stuName;

}

**public** String getStuPwd() {

**return** stuPwd;

}

**public** **void** setStuPwd(String stuPwd) {

**this**.stuPwd = stuPwd;

}

**public** Integer getStuAge() {

**return** stuAge;

}

**public** **void** setStuAge(Integer stuAge) {

**this**.stuAge = stuAge;

}

}

### 5.2.2创建或修改控制器类

**public** **class** StudentAction **extends** ~~AbstractCommandController~~ {

**public** StudentAction(){

//配置student对象可以注入

setCommandClass(Student.**class**);

}

@Override

**protected** ModelAndView handle(HttpServletRequest arg0,

HttpServletResponse arg1, Object arg2, BindException arg3)

**throws** Exception {

// **TODO** Auto-generated method stub

System.*out*.println("---接收数据---");

//方式1接收数据，只能每个属性都分开接书

String stuName=arg0.getParameter("stuName");

String stuPwd=arg0.getParameter("stuPwd");

System.*out*.println("方式1接收的数据为："+stuName+","+stuPwd);

//方式2接收数据，实现对象属性注入

Student student = (Student)arg2;

System.*out*.println("方式2接收的数据为："+student);

System.*out*.println("---调用业务层，进行业务处理，略---");

//封装视图数据，有多种方式 ，这里列表方式 一和方式 二，可以任选一种：

//方式一,直接采用request对象封装

arg0.setAttribute("rStudent", student);

//封装视图数据，方式二,直接采用Map封装，默认作用域是request，需要在return的时候作为参数传递。

Map<String ,Student > map=**new** HashMap<String, Student>();

map.put("mStudent", student);

//默认为forward方式

**return** **new** ModelAndView("/jsp/main.jsp",map);

}

}

### 5.2.3添加或修改spring-mvc.xml文件

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<beans

xmlns=*"http://www.springframework.org/schema/beans"*

xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*

xmlns:p=*"http://www.springframework.org/schema/p"*

xsi:schemaLocation=*"http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans-3.1.xsd*

*"*>

<bean id=*"student"* class=*"cn.itcast.action.StudentAction"*></bean>

<bean class=*"org.springframework.web.servlet.handler.SimpleUrlHandlerMapping"*>

<property name=*"mappings"*>

<props>

<prop key=*"student.action"*>student</prop>

</props>

</property>

</bean>

</beans>

### 5.2.4添加跳转页面

/jsp/main.jsp

<%@ page language=*"java"* import=*"java.util.\*"* pageEncoding=*"utf-8"*%>

<html>

<head>

<title>My JSP 'main.jsp' starting page</title>

</head>

<body>

这是/jsp/main.jsp页面.<br/>

<!-- 获取并展现控制层传递过来的值 -->

直接通过request传递的值：${requestScope.rStudent}<br/>通过Map传递的值：${requestScope.mStudent}

</body>

</html>

添加登陆测试页面

index.jsp

<%@ page language=*"java"* import=*"java.util.\*"* pageEncoding=*"utf-8"*%>

<html>

<head>

<title>My JSP 'index.jsp' starting page</title>

</head>

<body>

<a href=*"student.action?stuName=zcf&stuPwd=admin"*>test student</a>

</body>

</html>

## 5.3 MultiActionController

### 5.3.1准备工作

除action类以外，其它继续使用上一节代码

### 5.3.2添加StudentMultiAction.java类

**public** **class** StudentMultiAction **extends** MultiActionController {

//定义方法时，参数规则：(HttpServletRequest request, HttpServletResponse response, [,HttpSession session] [,MyObject]);

**public** ModelAndView add(HttpServletRequest request,HttpServletResponse response,Student student){

System.*out*.println("add.student:"+student);

student.setStuName("rename");

**return** **new** ModelAndView("jsp/main","student",student);

}

//定义方法时，参数规则：(HttpServletRequest request, HttpServletResponse response, [,HttpSession session] [,MyObject]);

**public** ModelAndView update(HttpServletRequest request,HttpServletResponse response,Student student){

System.*out*.println("update.student:"+student);

student.setStuName("rename");

**return** **new** ModelAndView("jsp/main","student",student);

}

//定义方法时，参数规则：(HttpServletRequest request, HttpServletResponse response, [,HttpSession session] [,MyObject]);

**public** ModelAndView list(HttpServletRequest request,HttpServletResponse response,Student student){

System.*out*.println("list.student:"+student);

student.setStuName("updateName");

**return** **new** ModelAndView("jsp/main");

}

}

### 5.3.3修改spring-mvc.xml文件

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<beans xmlns=*"http://www.springframework.org/schema/beans"*

xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"* xmlns:p=*"http://www.springframework.org/schema/p"*

xsi:schemaLocation=*"http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans-3.1.xsd*

*"*>

<!-- 配置控制器，并指定通过methodNameResolver方法名调用相关方法处理相关逻辑-->

<bean id=*"studentMultiAction"* class=*"cn.itcast.action.StudentMultiAction"*>

<property name=*"methodNameResolver"* ref=*"parameterMethodNameResolver"*></property>

</bean>

<!-- 定义通过方法名调用控制器相关方法的规则 -->

<bean id=*"parameterMethodNameResolver"*

class=*"org.springframework.web.servlet.mvc.multiaction.ParameterMethodNameResolver"*>

<!-- 在url中使用do=方法名方式识别相关方法，例如：studentMulti.action?do=add，将调用add方法；这里的do不是固定的，可以改为其它 -->

<property name=*"paramName"* value=*"do"* />

<!-- 如果没有指定方法名时，默认 调用控制器的list方法 -->

<property name=*"defaultMethodName"* value=*"list"* />

</bean>

<bean class=*"org.springframework.web.servlet.handler.SimpleUrlHandlerMapping"*>

<property name=*"mappings"*>

<props>

<prop key=*"/studentMulti.action"*>studentMultiAction</prop>

</props>

</property>

</bean>

<bean class=*"org.springframework.web.servlet.view.UrlBasedViewResolver"*>

<property name=*"viewClass"*

value=*"org.springframework.web.servlet.view.JstlView"*></property>

<property name=*"prefix"* value=*"/WEB-INF/"* />

<property name=*"suffix"* value=*".jsp"* />

</bean>

</beans>

### 5.3.4测试页面

index.jsp关键代码

<body>

<form action=*"studentMulti.action?do=add"* method=*"post"*>

<input type=*"text"* name=*"stuName"*><br> <input

type=*"password"* name=*"stuPwd"*><br> <input type=*"submit"*

value=*"student\_add"*>

</form>

<a href=*"studentMulti.action?do=update&stuPwd=testpwd&stuName=testName"*>调用修改方法</a>

<a href=*"studentMulti.action?&stuPwd=testpwd&stuName=testName"*>调用默认方法</a>

</body>

### 5.3.5结果显示页面

/WEB-INF/jsp/main.jsp关键代码

<body>

this is WEB-INF/JSP main jsp<br>

studentName:${requestScope.student.stuName}<br>

</body>

# 6 基于注解的MVC实现

## 6.1示例1

继续使用上一章节的代码（注意新建项目记得重新配置web.xml文件）

### 6.1.1修改spring-mvc.xml文件

添加DefaultAnnotationHandlerMapping，AnnotationMethodHandlerAdapter等相关信息。其中

DefaultAnnotationHandlerMapping：支持通过url找到相关的action

AnnotationMethodHandlerAdapter：支持通过url匹配action定义方法

base-package：定 义扫描的范围,spring可以自动去扫描base-pack下面或者子包下面的java文件，如果扫描到有@Component @Controller@Service等这些注解的类，则把这些类注册为bean

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<beans xmlns=*"http://www.springframework.org/schema/beans"*

xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*

xmlns:context=*"http://www.springframework.org/schema/context"*

xmlns:p=*"http://www.springframework.org/schema/p"*

xsi:schemaLocation=*"http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans-3.1.xsd*

*http://www.springframework.org/schema/context http://www.springframework.org/schema/context/spring-context-3.1.xsd*

*"*>

<!--

DefaultAnnotationHandlerMapping：支持通过url找到相关的action

AnnotationMethodHandlerAdapter：支持通过url匹配action定义方法

base-package：定 义扫描的范围,spring可以自动去扫描base-pack下面或者子包下面的java文件，如果扫描到有@Component @Controller@Service等这些注解的类，则把这些类注册为bean

-->

<bean class=*"org.springframework.web.servlet.mvc.annotation.DefaultAnnotationHandlerMapping"*></bean>

<bean class=*"org.springframework.web.servlet.mvc.annotation.AnnotationMethodHandlerAdapter"*></bean>

<context:component-scan base-package=*"\*"*></context:component-scan>

</beans>

### 6.1.2添加或修改控制类

加入@Controller，@RequestMapping注解信息

@Controller //用来声明控制器

@RequestMapping("/student")

**public** **class** StudentAction {

**public** StudentAction(){

System.*out*.println("---StudentAction构造方法被调用---");

}

//访问可用student/save.action,save后边的action是根据web.xml配置来的

//如果要添加其它的数据到最后跳转过去的页面，可以在方法中添加ModelMap的参数，例如 : public String save(Student student,ModelMap map){

//...,通过map再存放其它的数据

@RequestMapping(value="/save")

**public** ModelAndView save(Student student){

System.*out*.println("save方法注入的student对象："+student);

System.*out*.println("---调用业务逻辑进行业务处理---");

//修改学生名字，跳转到下一页面时看能否显示修改后的名字

student.setStuName("rename");

//直接使用字符串，返回视图，进行结果展现等

**return** **new** ModelAndView("forward:/jsp/main.jsp");

}

//同一个action中可以定义多个方法,方法的返回类型也可以用String

@RequestMapping(value="/update")

**public** String update(Student student,ModelMap paramMap){

System.*out*.println("update方法已注入student对象："+student);

System.*out*.println("---调用业务逻辑进行业务处理---");

paramMap.put("other","testOtherValue");

//直接使用字符串，返回视图，进行结果展现等

**return** "forward:/jsp/main.jsp";

}

}

### 6.1.3添加或修改跳转页面

<%@ page language=*"java"* import=*"java.util.\*"* pageEncoding=*"utf-8"*%>

<html>

<head>

<title>My JSP 'main.jsp' starting page</title>

</head>

<body>

这是/jsp/main.jsp页面.<br/>

<!-- 获取并展现控制层传递过来的值 -->

默认通过request传递的值：${requestScope.student}<br/>

</body>

</html>

### 6.1.4添加或修改测试页面

<%@ page language=*"java"* import=*"java.util.\*"* pageEncoding=*"utf-8"*%>

<html>

<head>

<title>My JSP 'index.jsp' starting page</title>

</head>

<body>

<a href=*"student/save.action?stuName=zcf&stuPwd=admin"*>调用save方法</a>

<a href=*"student/update.action?stuName=zcf&stuPwd=admin"*>调用update方法</a>

</body>

</html>

## 6.2示例2（基于annotation-driven的注解）

基于上面的示例，在spring3中可以进一步简化配置，取代上面的注解方式.

步骤如下

1.使用上面的action类，仍然给类及方法添加@Controller（类）、@RequestMapping（类及方法）注解

2.本文件顶部添加spring mvc 命名空间的信息（可以参考org.springframework.web.servlet.config包）

3.添加下面注解驱动<mvc:annotation-driven>，取代了上面的DefaultAnnotationHandlerMapping，AnnotationMethodHandlerAdapter，并启动了json的注解

-->

修改内容如下：

### 6.2.1修改配置文件

修改spring-mvc.xml文件， 红色部分：

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<beans xmlns=*"http://www.springframework.org/schema/beans"*

xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*

xmlns:mvc=*"http://www.springframework.org/schema/mvc"*

xmlns:context=*"http://www.springframework.org/schema/context"*

xmlns:p=*"http://www.springframework.org/schema/p"*

xsi:schemaLocation=*"http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans-3.1.xsd*

*http://www.springframework.org/schema/context http://www.springframework.org/schema/context/spring-context-3.1.xsd*

*http://www.springframework.org/schema/mvc http://www.springframework.org/schema/mvc/spring-mvc-3.1.xsd*

*"*>

<!--

<bean class="org.springframework.web.servlet.mvc.annotation.DefaultAnnotationHandlerMapping"></bean>

<bean class="org.springframework.web.servlet.mvc.annotation.AnnotationMethodHandlerAdapter"></bean>

<context:component-scan base-package="\*"></context:component-scan>

-->

<!-- mvc:annotation-driven，取代了上面的DefaultAnnotationHandlerMapping，AnnotationMethodHandlerAdapter

两个Bean的配置 -->

<mvc:annotation-driven></mvc:annotation-driven>

<context:component-scan base-package=*"\*"*/>

</beans>

## 6.3 @SessionAttributes与model.addAttribute使用

Spring 2.0 定义了一个 org.springframework.ui.ModelMap 类，它作为通用的模型数据承载对象，传递数据供视图所用。我们可以在请求处理方法中声明一个 ModelMap 类型的入参，Spring 会将本次请求模型对象引用通过该入参传递进来，这样就可以在请求处理方法内部访问模型对象了在默认情况下，ModelMap 中的属性作用域是 request 级别是，也就是说，当本次请求结束后，ModelMap 中的属性将销毁，但实际上有时候需要把ModelMap值存放于session中或有时候也可以从Session中获取对象的值注入到ModelMap中。

继续使用上一节代码

### 6.3.1 modelMap属性注入到Session

如果希望在多个请求中共享 ModelMap 中的属性，必须将其属性转存到 session 中，这样 ModelMap 的属性才可以被跨请求访问；

可以在定义 类时使用@SessionAttributes("属性名")或@SessionAttributes({“attr1”,”attr2”})等方式将尝试从modelMap中寻找相同属性名相应的value.

#### 修改StudentAction.java类,

@Controller

@RequestMapping("/student")

//下边如有多个属性可以用 @SessionAttributes({“attr1”,”attr2”})。

@SessionAttributes("user")

**public** **class** StudentAction {

**public** StudentAction(){

System.*out*.println("---StudentAction构造方法被调用---");

}

@RequestMapping(value="/save")

**public** String save(Student student,ModelMap map){

System.*out*.println("---调用业务逻辑进行业务处理---");

Student s2=**new** Student();

s2.setStuAge(11);

s2.setStuId(11111);

map.addAttribute("user", s2);//属性名必须与session一致

//map.addAttribute("stu", student);

//直接使用字符串，返回视图，进行结果展现等

**return** "forward:/jsp/main.jsp";

}

//同一个action中可以定义多个方法

@RequestMapping(value="/update")

**public** String update(Student student){

System.*out*.println("update方法已注入student对象："+student);

System.*out*.println("---调用业务逻辑进行业务处理---");

paramMap.put("student",student);

//直接使用字符串，返回视图，进行结果展现等

**return** "forward:/jsp/main.jsp";

}

}

#### 修改/jsp/main.jsp

<%@ page language=*"java"* import=*"java.util.\*"* pageEncoding=*"utf-8"*%>

<html>

<head>

<title>My JSP 'main.jsp' starting page</title>

</head>

<body>

这是/jsp/main.jsp页面.<br/>

<!-- 获取并展现控制层传递过来的值 -->

默认直接通过request传递的值：${requestScope.student}<br/>

<!-- 默认直接通过session传递的值stu：${sessionScope.stu}<br/> -->

默认直接通过session传递user值：${sessionScope.user}<br/>

<!--下边的代码给下一示例使用:调用update方法测试把session的值注入到map中，此时session已经有user相关信息-->

<a href="../student/update.action">session的值注入到map中</a>

</body>

</html>

### 6.3.2 session属性注入到ModelMap

在参数中使用@ModelAttribute("user")，可以获取@SessionAttributes("user")值

继续使用上节代码

#### 修改StudentAction.java类,

定义类时继续使用@SessionAttributes("user")，并修改update方法，在参数中添加@ModelAttribute("user")：参数中的student的对象将由session中获取。

@Controller

@RequestMapping("/student")

//下边如有多个属性可以用 @SessionAttributes({“attr1”,”attr2”})。

@SessionAttributes("user")

**public** **class** StudentAction {

**public** StudentAction(){

System.*out*.println("---StudentAction构造方法被调用---");

}

@RequestMapping(value="/save")

**public** String save(Student student,ModelMap map){

System.*out*.println("---调用业务逻辑进行业务处理---");

Student s2=**new** Student();

s2.setStuAge(11);

s2.setStuId(11111);

s2.setStuName("testname");

map.addAttribute("user", s2);

//map.addAttribute("stu", student);

//直接使用字符串，返回视图，进行结果展现等

**return** "forward:/jsp/main.jsp";

}

//同一个action中可以定义多个方法

@RequestMapping(value="/update")

**public** String update(@ModelAttribute("user")Student student){

System.*out*.println("update方法已注入student对象："+student);

System.*out*.println("---调用业务逻辑进行业务处理---");

//直接使用字符串，返回视图，进行结果展现等

**return** "forward:/jsp/main.jsp";

}

}

# 课堂与课后练习

1。完成spring mvc基于配置方式开发环境搭建，并完成测试功能

2。完成spring mvc注解方式环境搭建，并完成以下场景：

add.jsp：提供学生登陆信息输入，并可以提交登陆

StudentAction：完成信息输出（控制台），并校验信息（校验条件自己设定），符合条件，把相关信息保存到session，并进入主页（main.jsp),显示登陆人员的信息；不符合登陆条件，则返回登陆页面。

# 7综合示例（springmvc文件上传）

## 7.1 multipartResolver使用

spring-mvc.xml文件添加如下内容：

<!--文件上传使用， 配置multipartResolver，id名为约定好的 -->

<bean id=*"multipartResolver"* class=*"org.springframework.web.multipart.commons.CommonsMultipartResolver"*>

<!-- 配置文件（每次上传的所有文件总大小)大小，单位为b, *1024000表示1000kb* -->

<property name=*"maxUploadSize"* value=*"1024000"* />

</bean>

## 7.2中文乱码处理

web.xml文件添加如下内容：

<filter>

<filter-name>encodingFilter</filter-name>

<filter-class>org.springframework.web.filter.CharacterEncodingFilter</filter-class>

<init-param>

<param-name>encoding</param-name>

<param-value>UTF-8</param-value>

</init-param>

</filter>

<filter-mapping>

<filter-name>encodingFilter</filter-name>

<url-pattern>/\*</url-pattern>

</filter-mapping>

如果上边的方式设置后，仍然有乱码，请尝试修改tomcat安装目录下的

apache-tomcat安装目录\conf\server.xml文件，修改Connector元素内容,添加URIEncoding="UTF-8" ,修改后内容 如下：

<Connector port="8080" protocol="HTTP/1.1"

connectionTimeout="20000"

redirectPort="8443" URIEncoding="UTF-8"/>

## 7.3 properties文件信息注入

PropertiesFactoryBean：用来注入properties类型的配置文件信息

<!--PropertiesFactoryBean对properties文件可用 ，可以用来注入properties配置文件的信息 -->

<bean id=*"uploadProperties"* class=*"org.springframework.beans.factory.config.PropertiesFactoryBean"*>

<property name=*"location"* value=*"classpath:xxxxx.properties"*></property>

</bean>

## 7.4文件上传示例

### 7.4.1导入包

继续使用上一章节代码，并导入文件上传需要的jar包：commons-fileupload-1.2.2.jar, commons-io-2.0.1.jar

### 7.4.2修改student实体类，添加文件类型属性

**public** **class** Student **implements** Serializable {

**private** **static** **final** **long** *serialVersionUID* = -5304386891883937131L;

**private** Integer stuId;

**private** String stuName;

**private** String stuPwd;

**private** Integer stuAge;

**private** MultipartFile[] files;

**public** MultipartFile[] getFiles() {

**return** files;

}

**public** **void** setFiles(MultipartFile[] files) {

**this**.files = files;

}

**public** Integer getStuId() {

**return** stuId;

}

**public** **void** setStuId(Integer stuId) {

**this**.stuId = stuId;

}

**public** String getStuName() {

**return** stuName;

}

**public** **void** setStuName(String stuName) {

**this**.stuName = stuName;

}

**public** String getStuPwd() {

**return** stuPwd;

}

**public** **void** setStuPwd(String stuPwd) {

**this**.stuPwd = stuPwd;

}

**public** Integer getStuAge() {

**return** stuAge;

}

**public** **void** setStuAge(Integer stuAge) {

**this**.stuAge = stuAge;

}

@Override

**public** String toString() {

**return** "Student [stuId=" + stuId + ", stuName=" + stuName + ", stuPwd="

+ stuPwd + ", stuAge=" + stuAge + "]";

}

}

### 7.4.3编写上传页面

<%@ page language=*"java"* import=*"java.util.\*"* pageEncoding=*"utf-8"*%>

<html>

<head>

<title>My JSP 'index.jsp' starting page</title>

</head>

<body>

<form action=*"student/save.action"* method=*"post"* enctype=*"multipart/form-data"*>

姓名：<input type=*"text"* name=*"stuName"*><br/>

密码<input type=*"password"* name=*"stuPwd"*><br>

请选择文件：<br/><input type=*"file"* name=*"files"*><br/>

<input type=*"file"* name=*"files"*><br/>

<input type=*"submit"* value=*"文件上传测试"*>

</form>

</body>

</html>

### 7.4.4编写控制器

StudentAction.java

@Controller

@RequestMapping("/student")

**public** **class** StudentAction {

**public** StudentAction(){

System.*out*.println("---StudentAction构造方法被调用---");

}

@RequestMapping("/save")

**public** String save(Student student) {

System.*out*.println("save方法已注入student对象："+student);

MultipartFile[] files=student.getFiles();

**for**(MultipartFile file:files){

**if**(file.isEmpty()){

System.*out*.println("文件为空");

}**else**{

System.*out*.println("文件不为空！");

System.*out*.println("格式:" + file.getContentType());

System.*out*.println("原名:" + file.getOriginalFilename());

System.*out*.println("大小:" + file.getSize());

System.*out*.println("表单控件的名称" + file.getName());

**try** {

FileUtils.*copyInputStreamToFile*(file.getInputStream(), **new** File("e:/testupload/"+file.getOriginalFilename()));

} **catch** (IOException e) {

// **TODO** Auto-generated catch block

e.printStackTrace();

}

}

}

System.*out*.println("---调用业务逻辑进行业务处理---");

//直接使用字符串，返回视图，进行结果展现等

**return** "forward:/jsp/main.jsp";

}

}

### 7.4.5修改配置文件

添加文件处理器CommonsMultipartResolver配置

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<beans xmlns=*"http://www.springframework.org/schema/beans"*

xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*

xmlns:mvc=*"http://www.springframework.org/schema/mvc"*

xmlns:context=*"http://www.springframework.org/schema/context"*

xmlns:p=*"http://www.springframework.org/schema/p"*

xsi:schemaLocation=*"http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans-3.1.xsd*

*http://www.springframework.org/schema/context http://www.springframework.org/schema/context/spring-context-3.1.xsd*

*http://www.springframework.org/schema/mvc http://www.springframework.org/schema/mvc/spring-mvc-3.1.xsd*

*"*>

<mvc:annotation-driven></mvc:annotation-driven>

<context:component-scan base-package=*"\*"*/>

<!--文件上传使用， 配置multipartResolver，id名称为约定好的 -->

<bean id=*"multipartResolver"* class=*"org.springframework.web.multipart.commons.CommonsMultipartResolver"*>

<!-- 配置文件（每次上传的所有文件总大小)大小,单位为b, 1024000表示1000kb -->

<property name=*"maxUploadSize"* value=*"1024000"* />

</bean>

</beans>

### 7.4.6编写处理完后跳转的页面

main.jsp

<%@ page language=*"java"* import=*"java.util.\*"* pageEncoding=*"utf-8"*%>

<html>

<head>

<title>main.jsp</title>

</head>

<body>

/jsp/main.jsp页面

student： ${requestScope.student}

</body>

</html>

### 7.4.7文件存放于tomcat目录下处理方式

* 在项目目录下新建upload文件夹

![C:\Users\chufeng\AppData\Roaming\Tencent\Users\78002854\QQ\WinTemp\RichOle\@}@69B41E%4LGR[T6M~Z@VV.png](data:image/png;base64,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)

* 修改StudentAction.java。

@Controller

@RequestMapping("/student")

**public** **class** StudentAction {

**public** StudentAction(){

System.*out*.println("---StudentAction构造方法被调用---");

}

@Resource

ServletContext application;

@RequestMapping("/save")

**public** String save(Student student) {

System.*out*.println("save方法已注入student对象："+student);

MultipartFile[] files=student.getFiles();

System.*out*.println("真实路径："+application.getRealPath("/"));

**for**(MultipartFile file:files){

**if**(file.isEmpty()){

System.*out*.println("文件为空");

}**else**{

System.*out*.println("文件不为空！");

System.*out*.println("格式:" + file.getContentType());

System.*out*.println("原名:" + file.getOriginalFilename());

System.*out*.println("大小:" + file.getSize());

System.*out*.println("表单控件的名称" + file.getName());

**try** {

FileUtils.*copyInputStreamToFile*(file.getInputStream(), **new** File(application.getRealPath("/")+"upload/"+file.getOriginalFilename()));

} **catch** (IOException e) {

// **TODO** Auto-generated catch block

e.printStackTrace();

}

}

}

System.*out*.println("---调用业务逻辑进行业务处理---");

//直接使用字符串，返回视图，进行结果展现等

**return** "forward:/jsp/main.jsp";

}

}

其它代码同上一章节，可以在application.getRealPath("/")+"upload/"目录下查看到文件，例如 :

E:\Users\chufeng\Workspaces\MyEclipse10\itcast\.metadata\.me\_tcat\webapps\fileuploadspring\upload查看到上传的文件。

## 7.5 文件上传优化

### 7.5.1编写文件上传工具类

FileUploadUtil.java

@Component(value="fileUploadUtils") //普通的bean注入

**public** **class** FileUploadUtils {

/\*

\* 注入字符串,#{}为spel语言，其中uploadProperties，是xml配置文件中注入properties文件的bean id，

\* path为properties文件的其中一个key ，也可以通过下边的set方法注入

\*/

@Value("#{uploadProperties.path}")

**private** String path;

//private String path="e:/testupload";

//path也可以通过set方法注入

// @Value("#{uploadProperties.path}")

// public void setPath(String path) {

// this.path = path;

// }

**private** String getExtName(MultipartFile file){

**return** FilenameUtils.*getExtension*(file.getOriginalFilename());

}

**private** String createNewName(MultipartFile file){

**return** UUID.*randomUUID*().toString()+"."+getExtName(file);

}

**public** String uploadFile(MultipartFile file){

**try** {

String newName=createNewName(file);

FileUtils.*copyInputStreamToFile*(file.getInputStream(), **new** File(path,newName ));

**return** newName;

} **catch** (IOException e) {

// **TODO** Auto-generated catch block

e.printStackTrace();

**throw** **new** RuntimeException(e);

}

}

}

### 7.5.2修改StudentAction.java

主要修改save方法，使用自已的文件上传工具类进行文件上传。

@Controller

@RequestMapping(value="/student")

**public** **class** StudentAction {

@Resource

**private** ServletContext application;

@Resource

**private** FileUploadUtils fileUploadUtils;

**public** StudentAction(){

System.*out*.println("---StudentAction构造方法被调用---");

}

@RequestMapping(value="/save")

**public** String save(Student student,Map<String, Student> paramMap) {

System.*out*.println("save方法已注入student对象："+student);

MultipartFile[] files=student.getFiles();

**for**(MultipartFile file:files){

**if**(file.isEmpty()){

System.*out*.println("文件为空");

}**else**{

System.*out*.println("文件不为空！");

fileUploadUtils.uploadFile(file);

}

}

System.*out*.println("---调用业务逻辑进行业务处理---");

paramMap.put("student",student);

//直接使用字符串，返回视图，进行结果展现等

**return** "forward:/jsp/main.jsp";

}

}

### 7.5.3添加upload.properties文件

配置文件上传后的存放目录

path=e\:\\testdir\\upload\\

### 7.5.4修改spring-mvc.xml配置文件

注入配置文件的信息

<!--PropertiesFactoryBean对properties文件可用 ，可以用来注入properties配置文件的信息 -->

<bean id=*"uploadProperties"* class=*"org.springframework.beans.factory.config.PropertiesFactoryBean"*>

<property name=*"location"* value=*"classpath:upload.properties"*></property>

</bean>

# 8 综合示例（登陆）

在综合示例1上继续。

## 8.1拦截器使用

### 8.1.1编写拦截器类

LoginInterceptor.java，需要实现HandlerInterceptor接口

**public** **class** LoginInterceptor **implements** HandlerInterceptor {

@Override

**public** **void** afterCompletion(HttpServletRequest arg0,

HttpServletResponse arg1, Object arg2, Exception arg3)

**throws** Exception {

// **TODO** Auto-generated method stub

System.*out*.println("---访问请求资源后不管理有没有异常都一定执行此方法---");

}

@Override

**public** **void** postHandle(HttpServletRequest arg0, HttpServletResponse arg1,

Object arg2, ModelAndView arg3) **throws** Exception {

// **TODO** Auto-generated method stub

System.*out*.println("---访问请求资源后，如果没有异常，将执行此方法---");

}

@Override

**public** **boolean** preHandle(HttpServletRequest arg0, HttpServletResponse arg1,

Object arg2) **throws** Exception {

// **TODO** Auto-generated method stub

System.*out*.println("---访问请求资源前执行，如果此方法返回false，将不能访问请求资源---");

**return** **true**;

}

}

### 8.1.2配置文件中添加拦截器

<!-- 配置spring mvc拦截器 -->

<mvc:interceptors>

<!-- 默认拦截DispatcherServlet指定的后缀（这里是.action） -->

<bean class=*"cn.itcast.interceptor.LoginInterceptor"*/>

</mvc:interceptors>

## 8.3登陆示例

### 8.3.1编写及配置拦截器

添加拦截器类及拦截器配置信息，如上面。

### 8.3.2修改拦截器类preHandle方法

@Override

**public** **boolean** preHandle(HttpServletRequest arg0, HttpServletResponse arg1,

Object arg2) **throws** Exception {

// **TODO** Auto-generated method stub

System.*out*.println("---访问请求资源前执行，如果此方法返回false，将不能访问请求资源---");

**if**(arg0.getSession().getAttribute("user")==**null**){

arg1.sendRedirect(arg0.getContextPath()+"/login.jsp");

**return** **false**;

}

**return** **true**;

}

### 8.3.3编写登陆页面

login.jsp,本页面已模仿了登陆

<%@page import=*"cn.itcast.entity.Student"*%>

<%@ page language=*"java"* import=*"java.util.\*"* pageEncoding=*"utf-8"*%>

<html>

<head>

<title>My JSP 'index.jsp' starting page</title>

</head>

<body>

<%

session.setAttribute("user", **new** Student(1001,"zcf","admin",20));

%>

<!-- 这里正常应该跳到action再到页面 ,为了演示，这里简略-->

<a href=*"index.jsp"*>已登陆，返回首页</a>

</body>

</html>

# 9 json交互

使用上面的源码，暂时去掉拦截器的登陆权限处理

## 9.1导入json包及jquery的js文件

## 9.2修改action文件

@Controller

@RequestMapping(value="/student")

**public** **class** StudentAction {

**public** StudentAction(){

System.*out*.println("---StudentAction构造方法被调用---");

}

@RequestMapping("/doAjax")

@ResponseBody //如果返回json格式，需要这个注解

**public** Object doAjax(Student student){

System.*out*.println("---doAjax.student:"+student);

student.setStuName("1001name");

**return** student;

}

}

## 9.3修改访问页面

<%@ page language=*"java"* import=*"java.util.\*"* pageEncoding=*"utf-8"*%>

<html>

<head>

<title>My JSP 'index.jsp' starting page</title>

<script type=*"text/javascript"* src=*"*${pageContext.request.contextPath}*/jquery-1.3.js"*></script>

<script type=*"text/javascript"*>

$(

**function**(){

$("#bt1").click(

**function**(){

$.post(

"student/doAjax.action",

{stuId:1001,stuName:"name1001",stuPwd:"pwd1001",stuAge:20},

**function**(json){alert(json.stuName+"||"+json.stuPwd);},

"json"

);

}

);

}

);

</script>

</head>

<body>

<button id=*"bt1"* >testajax</button>

</body>

</html>

# 10 ssi整合示例

换成新的版本

# 课后练习

完成ssm整合