React JSX

React 使用 JSX 来替代常规的 JavaScript。

JSX 是一个看起来很像 XML 的 JavaScript 语法扩展。

我们不需要一定使用 JSX，但它有以下优点：

JSX 执行更快，因为它在编译为 JavaScript 代码后进行了优化。

它是类型安全的，在编译过程中就能发现错误。

使用 JSX 编写模板更加简单快速。

|  |
| --- |
| <!DOCTYPE html>  <html>  <head>  <title>hello world</title>  <script src="./build/react.min.js"></script>  <script src="./build/react-dom.min.js"></script>  <script src="./build/browser.min.js"></script>  </head>  <body>  <div id="container"></div>  <script type="text/babel">  ReactDOM.render(  <div>  <h1>hello, world!</h1>  <h2>welcome study</h2>  {/\* 注释:添加自定义属性需要使用 data- 前缀 \*/}  <p data-myattribute= "somevalue">JavaScript</p>  </div>,  document.getElementById('container')  );  </script>  </body>  </html> |

**JavaScript 表达式**

可在 JSX 中使用 JavaScript 表达式。写在花括号 **{}** 中。实例如下：

|  |
| --- |
| ReactDOM.render(  <div>  <h1>{1+1}</h1>  </div>,  document.getElementById('container')  ); |

JSX 中不能使用 if else 语句，但可用三元运算表达式来替代。

以下实例中如果变量 i = 1, 浏览器将输出 true, 如果修改 i 的值，则会输出 false.

|  |
| --- |
| var i = 1;  ReactDOM.render(  <div>  <h1>{i == 1 ? 'True!' : 'False'}</h1>  </div>,  document.getElementById('container')  ); |

**样式**

React 推荐使用内联样式。可使用 camelCase 语法来设置内联样式.

React 会在指定元素数字后自动添加 px 。

|  |
| --- |
| var mystyle = {  fontSize : 100,  color : "#FF0000"  };  ReactDOM.render(  <div>  <h1 style={mystyle}>菜鸟教程</h1>  </div>,  document.getElementById('container')  ); |

**数组**

JSX 允许在模板中插入数组，数组会自动展开所有成员：

|  |
| --- |
| var arr = [  <h1>react教程</h1>,  <h2>学的不仅是技术，更是梦想！</h2>,  ];  ReactDOM.render(  <div>{arr}</div>,  document.getElementById('container')  ); |

HTML 标签 vs. React 组件

React 可渲染 HTML 标签 (strings) 或 React 组件 (classes)。

要渲染 HTML 标签，只需在 JSX 里使用小写字母的标签名。

|  |
| --- |
| var myDivElement = <div className="foo"/>  ReactDOM.render(  myDivElement,  document.getElementById('container')  ); |

要渲染 React 组件，只需创建一个大写字母开头的本地变量。

|  |
| --- |
| var MyComponent = React.createClass({/\*...\*/});  var myElement = <MyComponent someProperty={true} />;  ReactDOM.render(  myElement,  document.getElementById('container')  ); |

# React 组件

使用组件使应用更容易来管理。

封装一个输出 "Hello World！" 的组件，组件名为 HelloMessage

|  |
| --- |
| var HelloMessage = React.createClass({  render : function() {  return <h1>hello world!</h1>;  }  });  ReactDOM.render(  <HelloMessage/>,  document.getElementById('container')  ); |

实例解析：

React.createClass 方法用于生成一个组件类 HelloMessage。

<HelloMessage /> 实例组件类并输出信息。

注意，原生 HTML 元素名以小写字母开头，而自定义的 React 类名以大写字母开头，比如 HelloMessage 不能写成 helloMessage。

还需要注意组件类只能包含一个顶层标签，否则也会报错。

如需要向组件传递参数，可使用 this.props 对象,实例如下：

|  |
| --- |
| var HelloMessage = React.createClass({  render : function() {  return <h1>Hello {this.props.name}</h1>;  }  });  ReactDOM.render(  <HelloMessage name="Runoob"/>,  document.getElementById('container')  ); |

结果: Hello Runoob

以上实例中 name 属性通过 this.props.name 来获取。

注意，在添加属性时， class 属性需要写成 className ，for 属性需要写成 htmlFor ，因为 class 和 for 是 JavaScript 的保留字。

**复合组件**

可通过创建多个组件来合成一个组件，即把组件的不同功能点进行分离。

输出网站名字和网址的组件：

|  |
| --- |
| var Website = React.createClass({  render: function() {  return (  <div>  <Name name= {this.props.name} />  <Link site= {this.props.site} />  </div>  );  }  });  var Name = React.createClass({  render : function() {  return (  <h1> {this.props.name}</h1>  );  }  });  var Link = React.createClass({  render : function() {  return (  <a href={this.props.site}>{this.props.site}</a>  );  }  });  ReactDOM.render(  <Website name="菜鸟教程" site="http://www.runoob.com" />,  document.getElementById('container')  ); |

# React State(状态)

React 把组件看成是一个状态机（State Machines）。通过与用户的交互，实现不同状态，然后渲染 UI，让用户界面和数据保持一致。

React 里，只需更新组件的 state，然后根据新的 state 重新渲染用户界面（不要操作 DOM）。

以下实例中创建了 LikeButton 组件，getInitialState 方法用于定义初始状态，也就是一个对象，这个对象可通过 this.state 属性读取。

当用户点击组件，导致状态变化，this.setState 方法就修改状态值，每次修改以后，自动调用 this.render 方法，再次渲染组件。

|  |
| --- |
| var LikeButton = React.createClass({  getInitialState: function() {  return {liked : false};  },  handleClick : function() {  this.setState({liked: !this.state.liked});  },  render: function() {  var text = this.state.liked ? "喜欢": "不喜欢";  return (  <p onClick={this.handleClick}>  你<b>{text}</b>我。点我切换状态。  </p>  );  }  });    ReactDOM.render(  <LikeButton/>,  document.getElementById('container')  ); |

# React Props

state 和 props 主要区别在于 props 不可变，而 state 可根据与用户交互来改变。

这就是为什么有些容器组件需要定义 state 来更新和修改数据。

而子组件只能通过 props 来传递数据。

**使用 Props**

以下实例演示了如何在组件中使用 props：

|  |
| --- |
| var HelloMessage = React.createClass({  render: function() {  return <h1>Hello {this.props.name}</h1>;  }  });    ReactDOM.render(  <HelloMessage name="Runoob" />,  document.getElementById('container')  ); |

**默认 Props**

可通过 getDefaultProps() 为 props 设置默认值：

|  |
| --- |
| var HelloMessage = React.createClass({  getDefaultProps : function() {  return {  name : 'Runoob'  };  },  render: function() {  return <h1>Hello {this.props.name}</h1>;  }  });    ReactDOM.render(  <HelloMessage/>,  document.getElementById('container')  ); |

**State 和 Props**

以下实例演示了如何在应用中组合使用 state 和 props 。

可在父组件中设置 state， 并通过在子组件上使用 props 将其传递到子组件上。

在 render 函数中, 设置 name 和 site 来获取父组件传递过来的数据。

|  |
| --- |
| var WebSite = React.createClass({  getInitialState: function() {  return {  name: "菜鸟教程",  site: "http://www.runoob.com"  };  },    render: function() {  return (  <div>  <Name name={this.state.name} />  <Link site={this.state.site} />  </div>  );  }  });    var Name = React.createClass({  render: function() {  return (  <h1>{this.props.name}</h1>  );  }  });    var Link = React.createClass({  render: function() {  return (  <a href={this.props.site}>  {this.props.site}  </a>  );  }  });    ReactDOM.render(  <WebSite />,  document.getElementById('example')  ); |

**Props 验证**

使用 propTypes，可保证应用组件被正确使用

React.PropTypes 提供很多验证器 (validator) 来验证传入数据是否有效。

当向 props 传入无效数据时，JavaScript 控制台会抛出警告。

以下实例创建一个 Mytitle 组件，属性 title 是必须的且是字符串，非字符串类型会自动转换为字符串 ：

|  |
| --- |
| var title = "菜鸟教程";  var MyTitle = React.createClass({  propTypes: {  title: React.PropTypes.string.isRequired,  },  render: function() {  return <h1>Hello {this.props.title}</h1>;  }  });    ReactDOM.render(  <MyTitle title ={title} />,  document.getElementById('container')  ); |

注:假如title值不为string, 将只显示 Hello

更多验证器:

|  |
| --- |
| React.createClass({  propTypes: {  // 可以声明 prop 为指定的 JS 基本数据类型，默认情况，这些数据是可选的  optionalArray: React.PropTypes.array,  optionalBool: React.PropTypes.bool,  optionalFunc: React.PropTypes.func,  optionalNumber: React.PropTypes.number,  optionalObject: React.PropTypes.object,  optionalString: React.PropTypes.string,    // 可以被渲染的对象 numbers, strings, elements 或 array  optionalNode: React.PropTypes.node,    // React 元素  optionalElement: React.PropTypes.element,    // 用 JS 的 instanceof 操作符声明 prop 为类的实例。  optionalMessage: React.PropTypes.instanceOf(Message),    // 用 enum 来限制 prop 只接受指定的值。  optionalEnum: React.PropTypes.oneOf(['News', 'Photos']),    // 可以是多个对象类型中的一个  optionalUnion: React.PropTypes.oneOfType([  React.PropTypes.string,  React.PropTypes.number,  React.PropTypes.instanceOf(Message)  ]),    // 指定类型组成的数组  optionalArrayOf: React.PropTypes.arrayOf(React.PropTypes.number),    // 指定类型的属性构成的对象  optionalObjectOf: React.PropTypes.objectOf(React.PropTypes.number),    // 特定 shape 参数的对象  optionalObjectWithShape: React.PropTypes.shape({  color: React.PropTypes.string,  fontSize: React.PropTypes.number  }),    // 任意类型加上 `isRequired` 来使 prop 不可空。  requiredFunc: React.PropTypes.func.isRequired,    // 不可空的任意类型  requiredAny: React.PropTypes.any.isRequired,    // 自定义验证器。如果验证失败需要返回一个 Error 对象。不要直接使用 `console.warn` 或抛异常，因为这样 `oneOfType` 会失效。  customProp: function(props, propName, componentName) {  if (!/matchme/.test(props[propName])) {  return new Error('Validation failed!');  }  }  },  /\* ... \*/  }); |

# React 组件 API

设置状态：setState

替换状态：replaceState

设置属性：setProps

替换属性：replaceProps

强制更新：forceUpdate

获取DOM节点：findDOMNode

判断组件挂载状态：isMounted

* 设置状态:setState

|  |
| --- |
| setState(object nextState[, function callback]) |

参数说明

nextState，要设置的新状态，会和当前state合并

callback，可选，回调函数。会在setState设置成功，且组件重新渲染后调用。

合并nextState和当前state，并重新渲染组件。setState是React事件处理函数中和请求回调函数中触发UI更新的主要方法。

关于setState

不能在组件内部通过this.state修改状态，因为该状态会在调用setState()后被替换。

setState()并不会立即改变this.state，而是创建一个即将处理的state。

setState()并不一定是同步的，为了提升性能React会批量执行state和DOM渲染。

setState()总是会触发一次组件重绘，除非在shouldComponentUpdate()中实现了一些条件渲染逻辑。

|  |
| --- |
| var Counter = React.createClass({  getInitialState : function() {  return {clickCount : 0};  },  handleClick:function() {  this.setState(function(state){  return {clickCount:state.clickCount + 1};  });  },  render: function() {  return (<h2 onClick = {this.handleClick}>点我！点击次数为：{this.state.clickCount}</h2>);  }  });    ReactDOM.render(  <Counter/>,  document.getElementById('container')  ); |

**替换状态：replaceState**

replaceState(object nextState[, function callback])

nextState，要设置的新状态，会替换当前的state。

callback，可选，回调函数。会在replaceState设置成功，且组件重新渲染后调用。

replaceState()方法与setState()类似，但方法只会保留nextState中状态，原state不在nextState中的状态都会被删除。

**设置属性：setProps**

setProps(object nextProps[, function callback])

nextProps，要设置的新属性，该状态会和当前的props合并

callback，可选，回调函数。会在setProps设置成功，且组件重新渲染后调用。

设置组件属性，并重新渲染组件。

props相当于组件的数据流，总是会从父组件向下传递至所有的子组件中。当和一个外部的JavaScript应用集成时，可能会需要向组件传递数据或通知React.render()组件需要重新渲染，可以使用setProps()。

更新组件，可在节点上再次调用React.render()，也可以通过setProps()方法改变组件属性，触发组件重新渲染。

**替换属性：replaceProps**

replaceProps(object nextProps[, function callback])

nextProps，将要设置的新属性，该属性会替换当前的props。

callback，可选参数，回调函数。该函数会在replaceProps设置成功，且组件重新渲染后调用。

replaceProps()方法与setProps类似，但它会删除原有props

**强制更新：forceUpdate**

forceUpdate([function callback])

参数说明

callback，可选，回调函数。会在组件render()方法调用后调用。

forceUpdate()方法会使组件调用自身的render()方法重新渲染组件，组件的子组件也会调用自己的render()。但组件重新渲染时，依然会读取this.props和this.state，如状态没改变，React只会更新DOM。

forceUpdate()方法适用于this.props和this.state之外的组件重绘（如：修改了this.state后），通过该方法通知React需要调用render()

一般应尽量避免用forceUpdate()，而仅从this.props和this.state中读取状态并由React触发render()调用。

**获取DOM节点：findDOMNode**

DOMElement findDOMNode()

返回值：DOM元素DOMElement

如组件已经挂载到DOM中，该方法返回对应的本地浏览器 DOM 元素。

当render返回null 或 false，this.findDOMNode()也会返回null。

从DOM 中读取值时，该方法很有用，如：获取表单字段的值和做一些 DOM 操作。

**判断组件挂载状态：isMounted**

bool isMounted()

返回值：true或false，表组件是否已挂载到DOM中

isMounted()方法用于判断组件是否已挂载到DOM中。

可使用该方法保证了setState()和forceUpdate()在异步场景下的调用不会出错。

# React 组件生命周期

分成三个状态：

* Mounting：已插入真实 DOM
* Updating：正在被重新渲染
* Unmounting：已移出真实 DOM

生命周期的方法：

* componentWillMount 渲染前调用,在客户端也在服务端。
* componentDidMount : 在第一次渲染后调用，只在客户端。之后组件已经生成了对应的DOM结构，可通过this.getDOMNode()来进行访问。 如想和其他JavaScript框架一起使用，可在这个方法中调用setTimeout, setInterval或者发送AJAX请求等操作(防止异部操作阻塞UI)。
* componentWillReceiveProps 在组件接收到一个新的prop时被调用。在初始化render时不会被调用。
* shouldComponentUpdate 返回布尔值。在组件接收到新的props或者state时被调用。在初始化时或使用forceUpdate时不被调用。可在你确认不需要更新组件时使用。
* componentWillUpdate在组件接收到新的props或者state但还没有render时被调用。在初始化时不会被调用。
* componentDidUpdate 在组件完成更新后立即调用。在初始化时不会被调用。
* componentWillUnmount在组件从 DOM 中移除的时候立刻被调用。

以下实例在 Hello 组件加载以后，通过 componentDidMount 方法设置一个定时器，每隔100毫秒重新设置组件的透明度，并重新渲染：

|  |
| --- |
| var Hello = React.createClass({  getInitialState : function() {  return {  opacity : 1.0  };  },  componentDidMount:function() {  this.timer = setInterval(function () {  var opacity = this.state.opacity;  opacity -= .05;  if (opacity < 0.1) {  opacity = 1.0;  }    this.setState({  opacity : opacity  });  }.bind(this), 100);  },  render: function() {  return (  <div style={{opacity : this.state.opacity}}>  Hello {this.props.name}  </div>  );  }  });    ReactDOM.render(  <Hello name="world" />,  document.getElementById('container')  ); |

以下实例初始化 state ， setNewnumber 用于更新 state。所有生命周期在 Content 组件中

|  |
| --- |
| React 实例  var Button = React.createClass({  getInitialState: function() {  return {  data:0  };  },  setNewNumber: function() {  this.setState({data: this.state.data + 1})  },  render: function () {  return (  <div>  <button onClick = {this.setNewNumber}>INCREMENT</button>  <Content myNumber = {this.state.data}></Content>  </div>  );  }  })  var Content = React.createClass({  componentWillMount:function() {  console.log('Component WILL MOUNT!')  },  componentDidMount:function() {  console.log('Component DID MOUNT!')  },  componentWillReceiveProps:function(newProps) {  console.log('Component WILL RECEIVE PROPS!')  },  shouldComponentUpdate:function(newProps, newState) {  return true;  },  componentWillUpdate:function(nextProps, nextState) {  console.log('Component WILL UPDATE!');  },  componentDidUpdate:function(prevProps, prevState) {  console.log('Component DID UPDATE!')  },  componentWillUnmount:function() {  console.log('Component WILL UNMOUNT!')  },    render: function () {  return (  <div>  <h3>{this.props.myNumber}</h3>  </div>  );  }  });  ReactDOM.render(  <div>  <Button />  </div>,  document.getElementById('example')  ); |

结果：点一下按钮数字增加1
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# React AJAX

React 组件的数据可通过 componentDidMount 方法中的 Ajax 来获取，当从服务端获取数据库可将数据存储在 state 中，再用 this.setState 方法重新渲染 UI。

当使用异步加载数据时，在组件卸载前使用 componentWillUnmount 来取消未完成的请求。

以下实例演示了获取 Github 用户最新 gist 共享描述:

|  |
| --- |
| var UserGist = React.createClass({  getInitialState: function() {  return {  username: '',  lastGistUrl: ''  };  },    componentDidMount: function() {  this.serverRequest = $.get(this.props.source, function (result) {  var lastGist = result[0];  this.setState({  username: lastGist.owner.login,  lastGistUrl: lastGist.html\_url  });  }.bind(this));  },    componentWillUnmount: function() {  this.serverRequest.abort();  },    render: function() {  return (  <div>  {this.state.username} 用户最新的 Gist 共享地址：  <a href={this.state.lastGistUrl}>{this.state.lastGistUrl}</a>  </div>  );  }  });    ReactDOM.render(  <UserGist source="https://api.github.com/users/octocat/gists" />,  mountNode  ); |

# React 表单与事件

一个简单的实例：设置了输入框 input 值value = {this.state.data}。

在输入框值变化时，可更新 state。可使用 onChange 事件来监听 input 的变化，并修改 state。

|  |
| --- |
| var HelloMessage = React.createClass({  getInitialState: function() {  return {value: 'Hello Runoob!'};  },  handleChange: function(event) {  this.setState({value: event.target.value});  },  render: function() {  var value = this.state.value;  return <div>  <input type="text" value={value} onChange={this.handleChange} />  <h4>{value}</h4>  </div>;  }  });  ReactDOM.render(  <HelloMessage />,  document.getElementById('example')  ); |

上面的代码将渲染出一个值为 Hello Runoob! 的 input 元素，并通过 onChange 事件响应更新用户输入的值。

**实例 2**

如何在子组件上使用表单。

onChange 方法将触发 state 的更新并将更新的值传递到子组件的输入框的 value 上来重新渲染界面。

需要在父组件通过创建事件句柄 (handleChange) ，并作为 prop (updateStateProp) 传递到你的子组件上

|  |
| --- |
| var Content = React.createClass({  render: function() {  return <div>  <input type="text" value={this.props.myDataProp}  onChange={this.props.updateStateProp} />  <h4>{this.props.myDataProp}</h4>  </div>;  }  });  var HelloMessage = React.createClass({  getInitialState: function() {  return {value: 'Hello Runoob!'};  },  handleChange: function(event) {  this.setState({value: event.target.value});  },  render: function() {  var value = this.state.value;  return <div>  <Content myDataProp = {value}  updateStateProp = {this.handleChange}></Content>  </div>;  }  });  ReactDOM.render(  <HelloMessage />,  document.getElementById('example')  ); |

**React 事件**

通过 onClick 事件来修改数据：

|  |
| --- |
| var HelloMessage = React.createClass({  getInitialState: function() {  return {value: 'Hello Runoob!'};  },  handleChange: function(event) {  this.setState({value: '菜鸟教程'})  },  render: function() {  var value = this.state.value;  return <div>  <button onClick={this.handleChange}>点我</button>  <h4>{value}</h4>  </div>;  }  });  ReactDOM.render(  <HelloMessage />,  document.getElementById('example')  ); |

原本：
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点击按钮后:

![](data:image/png;base64,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)

当你需要从子组件中更新父组件的 state 时，你需要在父组件通过创建事件句柄 (handleChange) ，并作为 prop (updateStateProp) 传递到你的子组件上。实例如下：

|  |
| --- |
| var Content = React.createClass({  render: function() {  return <div>  <button onClick = {this.props.updateStateProp}>点我</button>  <h4>{this.props.myDataProp}</h4>  </div>  }  });  var HelloMessage = React.createClass({  getInitialState: function() {  return {value: 'Hello Runoob!'};  },  handleChange: function(event) {  this.setState({value: '菜鸟教程'})  },  render: function() {  var value = this.state.value;  return <div>  <Content myDataProp = {value}  updateStateProp = {this.handleChange}></Content>  </div>;  }  });  ReactDOM.render(  <HelloMessage />,  document.getElementById('example')  ); |

原本：

![](data:image/png;base64,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)

点击之后：

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFoAAABcCAIAAABhkzVIAAAAAXNSR0IArs4c6QAABtZJREFUeF7tW11sFFUUnmIiUmKwRjTEli2W3UBfpCXFuNs2wVKgmigvtmIIPGh2G01wX0iMpS3BAsamyfbBQgkk1GikPCmJW1MI0IiYUrGaVNTuthSjIQaRoGmh2s71ztyZnTuz83Nu2aGYnPPQzs+555773e87Z/YvjxAioekILEAoeAQQDhMfEA6Ew7lAIDuQHcgOYANFsaBYUCwoFiACJrc8+GuW3q/HPh2a+PXPybnMk6MxhY8u3lJR3PBsSY7iWcNA4fjkq3T3d9cWPvP0gofzfUoFElb+e2p68PvYmmVbIysh/qI+UDjqO0/fqly3suCh95ZOi86RQ/+3ry9M37yz5PzFE29tyGHYTChoo712c2rB4vz5xYImTROgadBk/MCCxoTCwaanhWbezScgWFiEAx/DcvIYJiiT/nht17jLmP74I4rF+8l4Vy37q54BzD+9iIlFFjBCht4pLzDZxq4xuT+uXWoPfnODWkeNLBPph9RYIPbFjRt1nxcUxPtdZ/EPC7HaQUQraUXbxT9M1hcrJjUdyqWLbRUSkTUiFJes1k+Uux017gSRfHyvW4wdd70z44fqHlNs3e6hod3r1ENqr3zIndDzukPjdz3T3AKIwOFJjzFtsQ5rHCNkRSx5XbHBtoqKtkH1kNrx7dL24/oJ/Z+MrXAmiJ/kEGm0MzMzf7nb5PRsefOZMRs701w+Oz1pjKae3PnjgfJ/tZsndy7dedJ1FprG3HYeMkqAHXTDPCups4v1Dvn23edKVGs6WxQI/TR+RZbPNpW8Ro7srXadBv6aE7J+i48AHICnUkka3rchaGMb9g2rz7QTx+rVu/S8rOnUqGp7q0mgREruqg++/nPTKXrmUUnnsErwEDE4PMIGdvSyFdpZ746AJOkep5rKLLGGh0NHRhWfqz0NDT1XwQvIraMAHLSSeojlXHOo+ZwsXznW0HCMcl85UC/IsnbHGE+bJYum+IRqk6GGslFFL/RCejgUKHKeiaaRWwj4aAJw0DTc4Jjo2Rol3a2VslxUvVnaf3SAHmxrrO89TQ/kytZuEm1Rjpgpn5MTMtCyatWmdOPly5c/bm1tDO7fRD0mroyWPbXcZSI/0RDpLO6ldODogZUHWyLqOgqrNq45ocIQWf8yO5AjLQdJrJUut+fV0tLSzQfIxqrCSMvIyIg2hjqMUA/tjgscvpZS6Ns/VXtOPvDS+g8e/MU/ogIjv/nP8tnPzn6550Wgv5CbiFgkV7F4NuEcOQgtT9RZAA7AS8175CK6SLg/FI5lBfnS1J33Z5blaI/nGIYmQNNQkvHHoLWDvpPedem3vLWrpUUL/ckEFvX2NLn04xtrn5znd9Jpsh+dT9HPWX6/dRuWuC9eTyxZRD9n2VYZ9CW6JEHZ4dP091tYaO243/L2KR+EwwQswoFwOCsN2YHsQHYAOxGKBcWCYkGxABFAsaBYgFTBzoJiQbGgWIAIoFhQLECqYGdBsaBYUCxABFAs8yyWvliearE+9x1jfhYvdjHSmbYbq0X2CgwminBnsabsmi1LIz06ov6PbqkD55VxZIPD9S9wv27S4c3Le/5wNEm/NrAr2KkhznA3zAFGxzwg30FIRkWWoSZISCoR9hgVTqT02e1noJFsomjxCRujnbETLqI2kr8CWCqIHXXdRiRTEvRydh7dJg7oyZtyyVo9myETWwPhcFus/cQFfcn6XXN8kY3y9gXBwYdhiRsp1XUruV+IB1WC2nMz3RlxEr9thn3tcQoC3fie0hF6EC41PrDnj71XJ+4BYJAH8xkfk1ELL7UdVtiRSiV4YusKyBDHQVfhMJMbC8yc1OMscoUTbIJsExQL/EcZajp6dG0Bmcn0BDlpcHDY1hI7FZnCGiCprvYq1WsHbFc9vcBw6MnpCGgAqJuvF03TCq1wuKRiz45wIskF5shhLdR0Wpdib1u8nJIBw6HtTzSRYu3AvFn0zDqtd2cxlJDxpWBrKzPDHk0wZMxdxdCGoYns0u5JCc4BBAdwZSw7qFo5Yejxo0kbSvEbz/dwrbJEk8pW6Jtk1+lyDoc5oE0hyzw/CExtWrnOLoskOB5auaFXT9Nzh00tFdKK5w+YrOvL5KuLxVrhDCG5dTlKIb7zODyxaUTLrtNqG7Ob+Z6yg9cll4x9Xl5EsSOC3aMkR0ajMyeTqaxWwya8B7XDePCwliw9QWvj9cIi8+xg4bIF2eyGwfnPGzucBSHWWq2r46tuFgmsnT0LQSMrlzYrUNuVLQR1Fru9nptCvFkD9/AjA/yaraniC7+EE39V9H8agXAgO5z5iuxAdiA7gPUcxYJiQbGgWIAIoFhQLECqYGcxAfUflbeOphdbkCoAAAAASUVORK5CYII=)

# React Refs

React 支持一种非常特殊的属性 Ref ，可用来绑定到 render() 输出的任何组件上。

允许引用 render() 返回的相应的支撑实例（ backing instance ）。

就可确保在任何时间总是拿到正确的实例。

使用方法

绑定一个 ref 属性到 render 的返回值上：

|  |
| --- |
| <input ref="myInput" /> |

在其它代码中，通过 this.refs 获取支撑实例:

|  |
| --- |
| var input = this.refs.myInput;  var inputValue = input.value;  var inputRect = input.getBoundingClientRect(); |

完整实例

可通过 this 来获取当前 React 组件，或使用 ref 来获取组件的引用，实例如下：

|  |
| --- |
| var MyComponent = React.createClass({  handleClick: function() {  // 使用原生的 DOM API 获取焦点  this.refs.myInput.focus();  },  render: function() {  // 当组件插入到 DOM 后，ref 属性添加一个组件的引用于到 this.refs  return (  <div>  <input type="text" ref="myInput" />  <input  type="button"  value="点我输入框获取焦点"  onClick={this.handleClick}  />  </div>  );  }  });    ReactDOM.render(  <MyComponent />,  document.getElementById('example')  ); |

原来：
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点击按钮后：
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实例中，获取了输入框的支撑实例的引用，子点击按钮后输入框获取焦点。

也可使用 getDOMNode()方法获取DOM元素