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## 摘要

当今时代的焦点主要集中于现代化、工业化和自动化的发展。其中，人的任务逐渐被机器人取代，以达到高精度，高效率，快速和多样性。例如在工业生产的过程中，这些机器人被用来在工作场所携带重物。但由于环境或者工作区域可能是动态变化的，必须要确保设计的寻路算法或规则能够提供最优的无碰撞路径。A\*算法是一种基于启发式函数的路径规划算法。为了找到零碰撞概率的最佳解决方案，它需要对工作区域内的每个节点进行启发式函数值的计算，并且涉及到太多相邻节点的检查。因此，它需要大量的处理时间而降低了工作速度。本篇论文提出了用于减少处理时间的A\*算法的改进。被提议的A\*算法确定启发式函数的值就在碰撞阶段之前而不是最初阶段，它明显减少了处理时间，带来了更快的速度。本文应用了从初始点到目标点的MATLAB仿真机器人运动。提出的改进版A\*算法在应用于一些案例时能够在处理时间上表现出最大95%的减少量。
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## 简介

路径规划是找到空间中从一点到另一点的最优路径的方法。它通过确定源点和目标点之间的最短路程，来优化他们之间的路径【1-2】。它有时也被称为运动规划，因为它有助于决定在工作环境中的任何物体的运动。一个物体可以看作是一个在本质上是自主的机器人，因为它可以使用路径搜索算法来决定自己在空间中移动所要经过的点，这种机器人被称为移动机器人【3】。路径规划也被定义为将期望的运动分解为若干迭代的步骤来分离运动以优化一些实体对象的过程。

环境因素在路径规划问题中扮演着十分重要的角色。基于工作场所的性质，路径规划可以分为离线规划和在线规划两种类型。在离线路径规划中，工作空间对应的数据里所包含的障碍物是固定不变的，在使用寻路算法计算出最优路径之前，已知的障碍物的几何形状是给定的【4】。但是对于在线路径规划，很多作者和发表的文章都表明：机器人需要使用传感器或者实时数据采集设备来获取整个工作空间中不断发生移动的障碍物的位置【5-8】。但是，在线路径规划这种想法的实现需要非常复杂的建模过程。在本篇论文中应用的条件是用来处理静态环境因素的，所以所设计的算法在本质上属于离线路径规划。各种各样的路径规划算法比如遗传算法、神经网络算法和A\*算法等都被应用于移动机器人导航中【9】。它将整个的工作空间看作是一个导航网格，移动机器人通过找到覆盖最少导航网格数量的路径来达到目的地。A\*算法使用启发式函数，通过计算整个工作空间内所有节点的函数值来得到最佳的解决方案【10】。当然，A\*算法也有一定的局限性，因此在本研究之前已经有很多人提出了A\*算法的改进版【11-13】。

A\*算法是一种计算机算法，为了连续不断得检测各节点，它必须需要配备高配置的处理器。如果从源点到目标点之间的距离很大，那么从源点到目标点的A\*算法实现过程将会涉及太多的相邻节点的检测，从而大大增加了处理时间。在这种情况下，低配置的处理器需要更多的时间来规划路径，本篇论文接下来提出的改进版算法已经很好地解决了以上问题。本项研究工作设计了一个减少处理时间的改进版A\*算法。该算法并不需要计算工作空间中所有节点的启发式函数值，它只是在碰撞阶段和频繁地处理过程之前测量函数值，对于那些还在使用的低配置的老旧处理器的工作场景该算法一样可以被应用。当然该算法关注的重点也不能失去传统A\*算法的优点。当源点和目标点之间的距离足够大时，被命名为时间高效A\*算法的该改进版A\*算法可以在执行时间上带来75%的锐减。

本篇论文一共包含四个部分。第一部分是路径规划算法的简介；第二部分是对本文提出的时间高效A\*算法的详细阐述，包括算法执行需要的条件及流程图等；第三部分图解了模拟寻路的过程，并分析了比较研究得出的结果；第四部分给出了全文的结论。

## 提出的算法与其执行条件

传统的A\*算法需要花费大量的时间来遍历所有节点，计算每个节点对应的启发式函数值。本文提出的时间高效A\*算法会遍历所有节点，但是只在碰撞阶段之前计算每个节点的启发式函数值。这将大大减少处理时间，使移动机器人可以迅速地完成它的工作。图一为本文提出的时间高效A\*算法的流程图。本文将该算法应用于MATLAB仿真中来估算处理时间。

### 输入阶段

首先，把机器人工作空间所对应的图片转化为二进制图像，其中的黑色区域表示工作空间中的障碍物。然后将图片对称地放到二维平面X, Y的原点，给出源点坐标和目标点坐标作为输入。

### 接近检测阶段

这个阶段涉及到检测源点和目标点之间的距离，如果这个距离很小，那么意味着满足接近条件然后算法进入A\*阶段，否则继续进行下一步。

### 确定斜率和投影像素阶段

计算穿过源点和目标点的线的斜率作为它的终点，那么像素将会沿着源点到目标点之间的虚线从源点投射到图像上。检测源点和目标的坐标距离是否满足临界条件来判断改进的A\*算法是否适用于这些坐标点的集合。如果源点和目标点两者之间的距离很近，那么使用原始的A\*算法将会更合适，但如果距离很远，并且两者之间有障碍物，那么改进版的A\*算法将会更合适。如果斜率不统一，那么像素将会根据H值和G值被投影在任意计算出的斜率上。

### 碰撞阶段

如果像素的投影经过目标点，那么可以得到一条经过源点和目标点的直线。如果像素的投影命中了障碍物，计算碰撞前点的坐标，将它称之为转换点（缩写为S点），同时在得到S点之后，算法进入A\*阶段。

### A\*或转换阶段

将S点作为源点，将终点作为目标点，使用A\*算法获得两点之间的最短路径。这个过程被称为转换阶段，因为该算法现在使用预定的A\*算法做路径规划。将从源点到切换点S之间的直线路径和从切换点S到目标点之间的A\*寻路结果结合到一起就是时间高效A\*算法得到的最终路径。

检测源点和目标点的坐标是否满足临界条件

输入源点和目标点的坐标

在源点和目标点之间应用A\*算法

计算源点和目标点线段的斜率做为终点

确定碰撞前的点S（切换点）的坐标

从点S到目标点使用A\*算法

组合直线路径和A \*结果路径以获得最终路径

## 仿真和结果

所提出的算法在MATLAB版本7.12.0.635（R2011a）上实现，其中使用各种图形功能。由顶置摄像头拍摄的竞技场的图像（如前一节所述）被转换为二进制形式或位图图像。处理时间和路径长度可以作为MATLAB程序的输出来获得。而且在英特尔奔腾CPU B9600 @ 2.20GHz上测试完整的代码，表明算法在慢速处理器上的可靠性。

图一：提出的时间高效A\*算法的流程图

如果斜率不统一，从源点的任意角度的投影像素取决于斜率是大于统一标准还是小于统一标准

如果在检测障碍物(碰撞阶段)的斜率是统一投影

图一：提出的时间效率\*算法的流程图

**表1：案例和参数**

|  |  |  |  |
| --- | --- | --- | --- |
| **序号** | **案例编号** | **机器人的初始位置（源点坐标）** | **机器人的重点位置**  **（目标点坐标）** |
| **1** | **1** | **源点 =（5，5）** | **目标点 =（90，90）** |
| **2** | **2** | **源点 =（5，5）** | **目标点 =（70，20）** |
| **3** | **3** | **源点 =（5，5）** | **目标点 =（40，80）** |
| **4** | **4** | **源点 =（5，5）** | **目标点 =（70，70）** |
| **5** | **5** | **源点 =（5，5）** | **目标点 =（35，90）** |
| **6** | **6** | **源点 =（5，5）** | **目标点 =（50，50）** |

**图2：传统A\*算法的仿真结果**

|  |  |  |  |
| --- | --- | --- | --- |
| **传统A\*算法仿真** | | | |
| **CASE1** | **处理时间：**  **6.881205c+001**  **路径长度：**  **6.976955c+002** | **CASE4** | **处理时间：**  **4.360535c+001**  **路径长度：**  **5.123402c+002** |
| **CASE2** | **处理时间：**  **2.388457c+001**  **路径长度：**  **3.767767c+002** | **CASE5** | **处理时间：**  **5.088388c+001**  **路径长度：**  **4.871320c+002** |
| **CASE3** | **处理时间：**  **2.661417c+001**  **路径长度：**  **4.592031c+002** | **CASE6** | **处理时间：**  **2.099893c+001**  **路径长度：**  **3.474874c+002** |

**图3：本文提出的时间高效A\*算法的仿真结果**

|  |  |  |  |
| --- | --- | --- | --- |
| **本文提出的时间高效A\*算法仿真** | | | |
| **CASE1** | **处理时间：**  **3.610599c+001**  **路径长度：**  **6.838391c+002** | **CASE4** | **处理时间：**  **2.274836c+001**  **路径长度：**  **5.123402c+002** |
| **CASE2** | **处理时间：**  **7.462159c+001**  **路径长度：**  **4.466063c+002** | **CASE5** | **处理时间：**  **4.916487c+001**  **路径长度：**  **4.871320c+002** |
| **CASE3** | **处理时间：**  **7.462159c+001**  **路径长度：**  **4.466063c+002** | **CASE6** | **处理时间：**  **7.036298c+001**  **路径长度：**  **3.474874c+002** |