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1. . 内核开发介绍

Linux 始于一个叫Linus Torvalds的芬兰学生在1991年的个人爱好项目。这个项目逐渐成长，到现在已经在全世界有大约1000个贡献者。现在 Linux 成了嵌入式系统和服务器的必选。内核是操作系统的核心部分，其开发不是那么显而易见。

Linux 有相对于其他操作系统的很多优点：

.免费

.文档丰富且有一个大的社区

.可以在不同平台上移植

.源码可访问

.大量的免费的开源软件

本书想尽量通用。 有个特别的主题，设备树，还没有完全应用到X86架构。这个主题就专门针对 ARM 处理器和所有完全支持设备树的处理器。为什么选择这些架构？因为它们是在桌面机和服务器（x86）和嵌入式系统（ARM）里用的最多的。

本章也描述其它的：

.开发环境建立

.获得，配置，编译内核源码

.内核源码组织

.介绍内核编程风格

环境建立

在想开始开发前，需要建立一个环境。 至少在基于 Debian 的系统里针对Linux开发的环境是特别简单的：

$ sudo apt-get update$ sudo apt-get install gawk wget git diffstat unzip texinfo \gcc-multilib build-essential chrpath socat libsdl1.2-dev \xterm ncurses-dev lzop

本书的部分代码是同ARM 片上系统（SoC）兼容 。所以也需要安装 gcc-arm：

sudo apt-get install gcc-arm-linux-gnueabihf

我在一台 ASUS RoG 上跑 Ubuntu 16.04,配置是 Intel i7核心（8核），16GB 内存，256G SSD硬盘，以及 1TB 的普通硬盘。我喜欢的编辑器是 Vim，但是也可以选用自己觉得最顺手的编辑器。

获得源码

在内核早期岁月（直到 2003年），使用奇数-偶数版本号；奇数版本号是稳定版本，偶数版本号是不稳定版本。2.6 版本发布以来，版本号方案转为 X.Y.Z:

.X: 实际内核版本号，也叫主版本号，当有后向不兼容的API接口改变就会加大此版本号

.Y: 这个是次版本号，它...

内核惯例

内核代码在进化的过程中一直想遵循标准规则。在本章我们会介绍一下。这些规则也会在后续一些章节里讨论，从第三章*内核基础设施和有用的函数* 到 第十三章 *Linux 设备模型* 会对内核开发过程和诀窍有一个很好的了解。

代码风格

在深入这个章节前，一定要读一下在内核代码目录 Documentation/CodingStyle下的内核代码风格手册。如果想让提交的代码补丁能为内核开发者接受，这种代码风格是一套必须遵循的规则。

其中一些规则关心缩进，程序流程，命名传统，等等。

最常用的几个是：

. 总是用8个字符的tab 缩进，一行要长80列。如果缩进影响到写函数，这通常是因为代码里有了太多的嵌套。可以用内核源码中scripts/cleanfile 脚本来改动tab 缩进并验证一行的大小：

scripts/cleanfile my\_module.c

.也可以用缩进工具 indent来正确缩进代码：

**sudo...**

**总结**

本章很简短解释了如何下载Linux 源码并进行第一次构建。本章也讲了一些基本概念。说起来，本章相当简短可能讲得不够，但不要担心，这只是一个介绍。这也是为什么下一章会更深入到内核构建的细节，怎么在外面或者作为内核一部分来实际编译一个驱动，还有在开始内核开发的漫长旅程之前必须学习的基础。