# A Symmetric Key

**Objective:** The key objective of this lab is to understand the range of symmetric key methods used within symmetric key encryption. We will introduce block ciphers, stream ciphers and padding. The key tools used include OpenSSL, Python and JavaScript. Overall Python 2.7 has been used for the sample examples, but it should be easy to convert these to Python 3.x.

## 1 Python Coding (Encrypting)

In this part of the lab, we will investigate the usage of Python code to perform different padding methods and using AES. Let’s start with this code:

from Crypto.Cipher import AES

import hashlib

import sys

import binascii

import Padding

val='hello'

password='hello'

plaintext=val

def encrypt(plaintext,key, mode):

encobj = AES.new(key,mode)

return(encobj.encrypt(plaintext))

def decrypt(ciphertext,key, mode):

encobj = AES.new(key,mode)

return(encobj.decrypt(ciphertext))

key = hashlib.sha256(password).digest()

plaintext = Padding.appendPadding(plaintext,blocksize=Padding.AES\_blocksize,mode='CMS')

print "After padding (CMS): "+binascii.hexlify(bytearray(plaintext))

ciphertext = encrypt(plaintext,key,AES.MODE\_ECB)

print "Cipher (ECB): "+binascii.hexlify(bytearray(ciphertext))

plaintext = decrypt(ciphertext,key,AES.MODE\_ECB)

plaintext = Padding.removePadding(plaintext,mode='CMS')

print " decrypt: "+plaintext

plaintext=val

Now update the code so that you can enter a string and the program will show the cipher text. The format will be something like:

python cipher01.py hello mykey

where “hello” is the plain text, and “mykey” is the key. A possible integration is:

import sys

if (len(sys.argv)>1):

val=sys.argv[1]

if (len(sys.argv)>2):

password=sys.argv[2]

Now determine the cipher text for the following (the first example has already been completed):

|  |  |  |
| --- | --- | --- |
| **Message** | **Key** | **CMS Cipher** |
| **“hello”** | **“hello123”** | 0a7ec77951291795bac6690c9e7f4c0d |
| **“inkwell”** | **“orange”** |  |
| **“security”** | **“qwerty”** |  |
| **“Africa”** | **“changeme”** |  |

## 2 Python Coding (Decrypting)

Now modify your coding for 256-bit AES ECB encryption, so that you can enter the cipher text, and an encryption key, and the code will decrypt to provide the result. You should use CMS for padding. With this, determine the plaintext for the following (note, all the plain text values are countries around the World):

|  |  |  |
| --- | --- | --- |
| **CMS Cipher (256-bit AES ECB)** | **Key** | **Plain text** |
| **b436bd84d16db330359edebf49725c62** | **“hello”** |  |
| **4bb2eb68fccd6187ef8738c40de12a6b** | **“ankle”** |  |
| **029c4dd71cdae632ec33e2be7674cc14** | **“changeme”** |  |
| **d8f11e13d25771e83898efdbad0e522c** | **“123456”** |  |

Now update your program, so that it takes a cipher string in Base-64 and converts it to a hex string and then decrypts it. From this now decrypt the following Base-64 encoded cipher streams (which should give countries of the World):

|  |  |  |
| --- | --- | --- |
| **CMS Cipher (256-bit AES ECB)** | **Key** | **Plain text** |
| **/vA6BD+ZXu8j6KrTHi1Y+w==** | **“hello”** |  |
| **nitTRpxMhGlaRkuyXWYxtA==** | **“ankle”** |  |
| **irwjGCAu+mmdNeu6Hq6ciw==** | **“changeme”** |  |
| **5I71KpfT6RdM/xhUJ5IKCQ==** | **“123456”** |  |

PS … remember to add “import base64”.

## 3 Catching exceptions

If we try “1jDmCTD1IfbXbyyHgAyrdg==” with a passphrase of “hello”, we should get a country. What happens when we try the wrong passphrase?

Output when we use “hello”:

Output when we use “hello1”:

Now catch the exception with an exception handler:

try:

plaintext = Padding.removePadding(plaintext,mode='CMS')

print " decrypt: "+plaintext

except:

print("Error!")

Now implement a Python program which will try various keys for a cipher text input, and show the decrypted text. The keys tried should be:

["hello","ankle","changeme","123456"]

Run the program and try to crack:

“1jDmCTD1IfbXbyyHgAyrdg==”

What is the password:

## 4 Stream Ciphers

The Chacha20 cipher is a stream cipher which uses a 256-bit key and a 64-bit nonce (salt value). Currently AES has a virtual monopoly on secret key encryption. There would be major problems, though, if this was cracked. Along with this AES has been shown to be weak around cache-collision attacks. Google thus propose ChaCha20 as an alternative, and actively use it within TLS connections. Currently it is three times faster than software-enabled AES and is not sensitive to timing attacks. It operates by creating a key stream which is then X-ORed with the plaintext. It has been standardised with RFC 7539.

We can use node.js to implement ChaCha20:

var chacha20 = require("chacha20");

var crypto = require('crypto');

var keyname="test";

var plaintext = "testing";

var args = process.argv;

if (args.length>1) plaintext=args[2];

if (args.length>2) keyname=args[3];

var key = crypto.createHash('sha256').update(keyname).digest();

var nonce = new Buffer.alloc(8);

nonce.fill(0);

console.log( key);

var ciphertext = chacha20.encrypt(key, nonce, new Buffer.from(plaintext));

console.log("Ciphertext:\t",ciphertext.toString("hex"));

console.log("Decipher\t",chacha20.decrypt(key,

nonce, ciphertext).toString());

If we use a key of “qwerty”, can you find the well-known fruits (in lower case) of the following ChaCha20 cipher streams:

e47a2bfe646a

ea783afc66

e96924f16d6e

What are the fruits?

What can you say about the length of the cipher stream as related to the plaintext?

How are we generating the key and what is the key length?

What is the first two bytes of the key if we use a pass-phrase of “qwerty”?

What is the salt used in the same code?

How would you change the program so that the cipher stream was shown in in Base64?

How many bits will the salt use? You may have to look at the node.js documentation on the method for this.

## 5 Node.js for encryption

Node.js can be used as a back-end encryption method. In the following we use the crypto module (which can be installed with “**npm crypto**”, if it has not been installed). The following defines a message, a passphrase and the encryption method.

var crypto = require("crypto");

function encryptText(algor, key, iv, text, encoding) {

var cipher = crypto.createCipheriv(algor, key, iv);

encoding = encoding || "binary";

var result = cipher.update(text, "utf8", encoding);

result += cipher.final(encoding);

return result;

}

function decryptText(algor, key, iv, text, encoding) {

var decipher = crypto.createDecipheriv(algor, key, iv);

encoding = encoding || "binary";

var result = decipher.update(text, encoding);

result += decipher.final();

return result;

}

var data = "This is a test";

var password = "hello";

var algorithm = "aes256"

#const args = process.argv.slice(3);

#data = args[0];

#password = args[1];

#algorithm = args[2];

console.log("\nText:\t\t" + data);

console.log("Password:\t" + password);

console.log("Type:\t\t" + algorithm);

var hash,key;

if (algorithm.includes("256"))

{

hash = crypto.createHash('sha256');

hash.update(password);

key = new Buffer.alloc(32,hash.digest('hex'),'hex');

}

else if (algorithm.includes("192"))

{

hash = crypto.createHash('sha192');

hash.update(password);

key = new Buffer.alloc(24,hash.digest('hex'),'hex');

}

else if (algorithm.includes("128"))

{

hash = crypto.createHash('md5');

hash.update(password);

key = new Buffer.alloc(16,hash.digest('hex'),'hex');

}

const iv=new Buffer.alloc(16,crypto.pseudoRandomBytes(16));

console.log("Key:\t\t"+key.toString('base64'));

console.log("Salt:\t\t"+iv.toString('base64'));

var encText = encryptText(algorithm, key, iv, data, "base64");

console.log("\n================");

console.log("\nEncrypted:\t" + encText);

var decText = decryptText(algorithm, key, iv, encText, "base64");

console.log("\nDecrypted:\t" + decText);

Save the file as “h\_01.js” and run the program with:

node h\_01.js

Now complete the following table:

|  |  |  |  |
| --- | --- | --- | --- |
| **Text** | **Pass phrase** | **Type** | **Ciphertext and salt (just define first four characters of each)** |
| This is a test | hello | Aes128 |  |
| France | Qwerty123 | Aes192 |  |
| Germany | Testing123 | Aes256 |  |

Now reset the IV (the salt value) to an empty string (“”), and complete the table:

|  |  |  |  |
| --- | --- | --- | --- |
| **Text** | **Pass phrase** | **Type** | **Ciphertext** |
| This is a test | hello | Aes128 |  |
| France | Qwerty123 | Aes192 |  |
| Germany | Testing123 | Aes256 |  |

Does the ciphertext change when we have a fixed IV value?

Using an Internet search, list ten other encryption algorithms which can be used with createCipheriv:

# B Hashing

In this section we will look at some fundamental hashing methods.

## 1 LM Hash

The LM Hash is used in Microsoft Windows. For example, for LM Hash:

hashme gives: FA-91-C4-FD-28-A2-D2-57-**AA-D3-B4-35-B5-14-04-EE**

network gives: D7-5A-34-5D-5D-20-7A-00-**AA-D3-B4-35-B5-14-04-EE**

napier gives: 12-B9-C5-4F-6F-E0-EC-80-**AA-D3-B4-35-B5-14-04-EE**

Notice that the right-most element of the hash are always the same, if the password is less than eight characters. With more than eight characters we get:

networksims gives: D7-5A-34-5D-5D-20-7A-00-38-32-A0-DB-BA-51-68-07

napier123 gives: 67-82-2A-34-ED-C7-48-92-B7-5E-0C-8D-76-95-4A-50

For “hello” we get:

LM: FD-A9-5F-BE-CA-28-8D-44-AA-D3-B4-35-B5-14-04-EE

NTLM: 06-6D-DF-D4-EF-0E-9C-D7-C2-56-FE-77-19-1E-F4-3C

We can check these with a Python script:

import passlib.hash;

string="hello"

print "LM Hash:"+passlib.hash.lmhash.encrypt(string)

print "NT Hash:"+passlib.hash.nthash.encrypt(string)

which gives:

LM Hash:fda95fbeca288d44aad3b435b51404ee

NT Hash:066ddfd4ef0e9cd7c256fe77191ef43c

🕮 **Web link (LM Hash):** http://asecuritysite.com/encryption/lmhash

|  |  |  |
| --- | --- | --- |
| **No** | **Description** | **Result** |
| **B.1** | Create a Python script to determine the LM hash and NTLM hash of the following words: | “Napier”  “Foxtrot” |

## 2 APR1

The Apache-defined APR1 format addresses the problems of brute forcing an MD5 hash, and basically iterates over the hash value 1,000 times. This considerably slows an intruder as they try to crack the hashed value. The resulting hashed string contains “$apr1$” to identify it and uses a 32-bit salt value. We can use both htpassword and Openssl to compute the hashed string (where “bill” is the user and “hello” is the password):

# htpasswd -nbm bill hello

bill:$apr1$PkWj6gM4$XGWpADBVPyypjL/cL0XMc1

# openssl passwd -apr1 -salt PkWj6gM4 hello

$apr1$PkWj6gM4$XGWpADBVPyypjL/cL0XMc1

We can also create a simple Python program with the passlib library, and add the same salt as the example above:

import passlib.hash;

salt="PkWj6gM4"

string="hello"

print "APR1:"+passlib.hash.apr\_md5\_crypt.encrypt(string, salt=salt)

We can created a simple Python program with the passlib library, and add the same salt as the example above:

APR1:$apr1$PkWj6gM4$XGWpADBVPyypjL/cL0XMc1

Refer to: http://asecuritysite.com/encryption/apr1

|  |  |  |
| --- | --- | --- |
| **No** | **Description** | **Result** |
| **B.2** | Create a Python script to create the APR1 hash for the following:  Prove them against on-line APR1 generator (or from the page given above). | “changeme”:  “123456”:  “password” |

## 3 SHA

While APR1 has a salted value, the SHA-1 hash does not have a salted value. It produces a 160-bit signature, thus can contain a larger set of hashed value than MD5, but because there is no salt it can be cracked to rainbow tables, and also brute force. The format for the storage of the hashed password on Linux systems is:

# htpasswd -nbs bill hello

bill:{SHA}qvTGHdzF6KLavt4PO0gs2a6pQ00=

We can also generate salted passwords with crypt, and can use the Python script of:

import passlib.hash;

salt="8sFt66rZ"

string="hello"

print "SHA1:"+passlib.hash.sha1\_crypt.encrypt(string, salt=salt)

print "SHA256:"+passlib.hash.sha256\_crypt.encrypt(string, salt=salt)

print "SHA512:"+passlib.hash.sha512\_crypt.encrypt(string, salt=salt)

SHA-512 salts start with $6$ and are up to 16 chars long.

SHA-256 salts start with $5$ and are up to 16 chars long

Which produces:

SHA1:$sha1$480000$8sFt66rZ$klAZf7IPWRN1ACGNZIMxxuVaIKRj

SHA256:$5$rounds=535000$8sFt66rZ$.YYuHL27JtcOX8WpjwKf2VM876kLTGZHsHwCBbq9xTD

SHA512:$6$rounds=656000$8sFt66rZ$aMTKQHl60VXFjiDAsyNFxn4gRezZOZarxHaK.TcpVYLpMw6MnX0lyPQU06SSVmSdmF/VNbvPkkMpOEONvSd5Q1

|  |  |  |
| --- | --- | --- |
| **No** | **Description** | **Result** |
| **B.3** | Create a Python script to create the SHA hash for the following:  Prove them against on-line SHA generator (or from the page given above). | “changeme”:  “123456”:  “password” |

## 4 PBKDF2

PBKDF2 (Password-Based Key Derivation Function 2) is defined in RFC 2898 and generates a salted hash. Often this is used to create an encryption key from a defined password, and where it is not possible to reverse the password from the hashed value. It is used in TrueCrypt to generate the key required to read the header information of the encrypted drive, and which stores the encryption keys.

PBKDF2 is used in WPA-2 and TrueCrypt. Its main focus is to produced a hashed version of a password and includes a salt value to reduce the opportunity for a rainbow table attack. It generally uses over 1,000 iterations in order to slow down the creation of the hash, so that it can overcome brute force attacks. The generalise format for PBKDF2 is:

DK = PBKDF2(Password, Salt, MInterations, dkLen)

where Password is the pass phrase, Salt is the salt, MInterations is the number of iterations, and dklen is the length of the derived hash.

In WPA-2, the IEEE 802.11i standard defines that the pre-shared key is defined by:

PSK = PBKDF2(PassPhrase, ssid, ssidLength, 4096, 256)

In TrueCrypt we use PBKDF2 to generate the key (with salt) and which will decrypt the header, and reveal the keys which have been used to encrypt the disk (using AES, 3DES or Twofish). We use:

byte[] result = passwordDerive.GenerateDerivedKey(16,

ASCIIEncoding.UTF8.GetBytes(message), salt, 1000);

which has a key length of 16 bytes (128 bits - dklen), uses a salt byte array, and 1000 iterations of the hash (Minterations). The resulting hash value will have 32 hexadecimal characters (16 bytes).

🕮 **Web link (PBKDF2):** <http://www.asecuritysite.com/encryption/PBKDF2>

import hashlib;

import passlib.hash;

import sys;

salt="ZDzPE45C"

string="password"

if (len(sys.argv)>1):

string=sys.argv[1]

if (len(sys.argv)>2):

salt=sys.argv[2]

print "PBKDF2 (SHA1):"+passlib.hash.pbkdf2\_sha1.encrypt(string, salt=salt)

print "PBKDF2 (SHA256):"+passlib.hash.pbkdf2\_sha256.encrypt(string, salt=salt)

|  |  |  |
| --- | --- | --- |
| **No** | **Description** | **Result** |
| **B.4** | Create a Python script to create the PBKDF2 hash for the following (uses a salt value of “ZDzPE45C”). You just need to list the first six hex characters of the hashed value. | “changeme”:  “123456”:  “password” |

## 5 Bcrypt

MD5 and SHA-1 produce a hash signature, but this can be attacked by rainbow tables. Bcrypt (Blowfish Crypt) is a more powerful hash generator for passwords and uses salt to create a non-recurrent hash. It was designed by Niels Provos and David Mazières, and is based on the Blowfish cipher. It is used as the default password hashing method for BSD and other systems.

Overall it uses a 128-bit salt value, which requires 22 Base-64 characters. It can use a number of iterations, which will slow down any brute-force cracking of the hashed value. For example, “Hello” with a salt value of “$2a$06$NkYh0RCM8pNWPaYvRLgN9.” gives:

$2a$**06**$**NkYh0RCM8pNWPaYvRLgN9.**LbJw4gcnWCOQYIom0P08UEZRQQjbfpy

As illustrated in Figure 1, the first part is "$2a$" (or "$2b$"), and then followed by the number of rounds used. In this case is it **6 rounds** which is 2^6 iterations (where each additional round doubles the hash time). The 128-bit (22 character) salt values comes after this, and then finally there is a 184-bit hash code (which is 31 characters).

The slowness of bcrypt is highlighted with an AWS EC2 server benchmark using hashcat:

* Hash type: MD5 Speed/sec: 380.02M words
* Hash type: SHA1 Speed/sec: 218.86M words
* Hash type: SHA256 Speed/sec: 110.37M words
* Hash type: bcrypt, Blowfish(OpenBSD) Speed/sec: 25.86k words
* Hash type: NTLM. Speed/sec: 370.22M words

You can see that Bcrypt is almost 15,000 times slower than MD5 (380,000,000 words/sec down to only 25,860 words/sec). With John The Ripper:

* md5crypt [MD5 32/64 X2] 318237 c/s real, 8881 c/s virtual
* bcrypt ("$2a$05", 32 iterations) 25488 c/s real, 708 c/s virtual
* LM [DES 128/128 SSE2-16] 88090K c/s real, 2462K c/s virtual

where you can see that BCrypt over 3,000 times slower than LM hashes. So, although the main hashing methods are fast and efficient, this speed has a down side, in that they can be cracked easier. With Bcrypt the speed of cracking is considerably slowed down, with each iteration doubling the amount of time it takes to crack the hash with brute force. If we add one onto the number of rounds, we double the time taken for the hashing process. So, to go from 6 to 16 increase by over 1,000 (210) and from 6 to 26 increases by over 1 million (220).

The following defines a Python script which calculates a whole range of hashes:

import hashlib;

import passlib.hash;

salt="ZDzPE45C"

string="password"

salt2="1111111111111111111111"

print "General Hashes"

print "MD5:"+hashlib.md5(string).hexdigest()

print "SHA1:"+hashlib.sha1(string).hexdigest()

print "SHA256:"+hashlib.sha256(string).hexdigest()

print "SHA512:"+hashlib.sha512(string).hexdigest()

print "UNIX hashes (with salt)"

print "DES:"+passlib.hash.des\_crypt.encrypt(string, salt=salt[:2])

print "MD5:"+passlib.hash.md5\_crypt.encrypt(string, salt=salt)

print "Sun MD5:"+passlib.hash.sun\_md5\_crypt.encrypt(string, salt=salt)

print "SHA1:"+passlib.hash.sha1\_crypt.encrypt(string, salt=salt)

print "SHA256:"+passlib.hash.sha256\_crypt.encrypt(string, salt=salt)

print "SHA512:"+passlib.hash.sha512\_crypt.encrypt(string, salt=salt)

**print "Bcrypt:"+passlib.hash.bcrypt.encrypt(string, salt=salt2[:22])**

![bc](data:image/png;base64,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)

**Figure 1** Bcrypt

|  |  |  |
| --- | --- | --- |
| **No** | **Description** | **Result** |
| **B.5** | Create the hash for the word “hello” for the different methods (you only have to give the first six hex characters for the hash):  Also note the number hex characters that the hashed value uses: | MD5:  SHA1:  SHA256:  SHA512:  DES:  MD5:  Sun MD5:  SHA-1:  SHA-256:  SHA-512: |

## 6 HMAC

Write a Python or Node.js program which will prove the following:

Type: HMAC-MD5

Message: Hello

Password: qwerty123

Hex: c3a2fa8f20dee654a32c30e666cec48e

Base64: 7376b67daf1fdb475e7bae786b7d9cdf47baeba71e738f1e

If you get this to work, can you expand to include other MAC methods. You can test against this page:

<https://asecuritysite.com/encryption/js10>

## 7 Additional

The following provides a hash most of the widely used hashing method. For this enter the code of:

import hashlib;

import passlib.hash;

import sys;

salt="ZDzPE45C"

string="password"

salt2="1111111111111111111111"

if (len(sys.argv)>1):

string=sys.argv[1]

if (len(sys.argv)>2):

salt=sys.argv[2]

print "General Hashes"

print "MD5:"+hashlib.md5(string).hexdigest()

print "SHA1:"+hashlib.sha1(string).hexdigest()

print "SHA256:"+hashlib.sha256(string).hexdigest()

print "SHA512:"+hashlib.sha512(string).hexdigest()

print "UNIX hashes (with salt)"

print "DES:"+passlib.hash.des\_crypt.encrypt(string, salt=salt[:2])

print "MD5:"+passlib.hash.md5\_crypt.encrypt(string, salt=salt)

print "Sun MD5:"+passlib.hash.sun\_md5\_crypt.encrypt(string, salt=salt)

print "SHA1:"+passlib.hash.sha1\_crypt.encrypt(string, salt=salt)

print "SHA256:"+passlib.hash.sha256\_crypt.encrypt(string, salt=salt)

print "SHA512:"+passlib.hash.sha512\_crypt.encrypt(string, salt=salt)

print "APR1:"+passlib.hash.apr\_md5\_crypt.encrypt(string, salt=salt)

print "PHPASS:"+passlib.hash.phpass.encrypt(string, salt=salt)

print "PBKDF2 (SHA1):"+passlib.hash.pbkdf2\_sha1.encrypt(string, salt=salt)

print "PBKDF2 (SHA256):"+passlib.hash.pbkdf2\_sha256.encrypt(string, salt=salt)

#print "PBKDF2 (SHA512):"+passlib.hash.pbkdf2\_sha512.encrypt(string, salt=salt)

#print "CTA PBKDF2:"+passlib.hash.cta\_pbkdf2\_sha1.encrypt(string, salt=salt)

#print "DLITZ PBKDF2:"+passlib.hash.dlitz\_pbkdf2\_sha1.encrypt(string, salt=salt)

print "MS Windows Hashes"

print "LM Hash:"+passlib.hash.lmhash.encrypt(string)

print "NT Hash:"+passlib.hash.nthash.encrypt(string)

print "MS DCC:"+passlib.hash.msdcc.encrypt(string, salt)

print "MS DCC2:"+passlib.hash.msdcc2.encrypt(string, salt)

#print "LDAP Hashes"

#print "LDAP (MD5):"+passlib.hash.ldap\_md5.encrypt(string)

#print "LDAP (MD5 Salted):"+passlib.hash.ldap\_salted\_md5.encrypt(string, salt=salt)

#print "LDAP (SHA):"+passlib.hash.ldap\_sha1.encrypt(string)

#print "LDAP (SHA1 Salted):"+passlib.hash.ldap\_salted\_sha1.encrypt(string, salt=salt)

#print "LDAP (DES Crypt):"+passlib.hash.ldap\_des\_crypt.encrypt(string)

#print "LDAP (BSDI Crypt):"+passlib.hash.ldap\_bsdi\_crypt.encrypt(string)

#print "LDAP (MD5 Crypt):"+passlib.hash.ldap\_md5\_crypt.encrypt(string)

#print "LDAP (Bcrypt):"+passlib.hash.ldap\_bcrypt.encrypt(string)

#print "LDAP (SHA1):"+passlib.hash.ldap\_sha1\_crypt.encrypt(string)

#print "LDAP (SHA256):"+passlib.hash.ldap\_sha256\_crypt.encrypt(string)

#print "LDAP (SHA512):"+passlib.hash.ldap\_sha512\_crypt.encrypt(string)

print "LDAP (Hex MD5):"+passlib.hash.ldap\_hex\_md5.encrypt(string)

print "LDAP (Hex SHA1):"+passlib.hash.ldap\_hex\_sha1.encrypt(string)

print "LDAP (At Lass):"+passlib.hash.atlassian\_pbkdf2\_sha1.encrypt(string)

print "LDAP (FSHP):"+passlib.hash.fshp.encrypt(string)

print "Database Hashes"

print "MS SQL 2000:"+passlib.hash.mssql2000.encrypt(string)

print "MS SQL 2000:"+passlib.hash.mssql2005.encrypt(string)

print "MS SQL 2000:"+passlib.hash.mysql323.encrypt(string)

print "MySQL:"+passlib.hash.mysql41.encrypt(string)

print "Postgres (MD5):"+passlib.hash.postgres\_md5.encrypt(string, user=salt)

print "Oracle 10:"+passlib.hash.oracle10.encrypt(string, user=salt)

print "Oracle 11:"+passlib.hash.oracle11.encrypt(string)

print "Other Known Hashes"

print "Cisco PIX:"+passlib.hash.cisco\_pix.encrypt(string, user=salt)

print "Cisco Type 7:"+passlib.hash.cisco\_type7.encrypt(string)

print "Dyango DES:"+passlib.hash.django\_des\_crypt.encrypt(string, salt=salt)

print "Dyango MD5:"+passlib.hash.django\_salted\_md5.encrypt(string, salt=salt[:2])

print "Dyango SHA1:"+passlib.hash.django\_salted\_sha1.encrypt(string, salt=salt)

print "Dyango Bcrypt:"+passlib.hash.django\_bcrypt.encrypt(string, salt=salt2[:22])

print "Dyango PBKDF2 SHA1:"+passlib.hash.django\_pbkdf2\_sha1.encrypt(string, salt=salt)

print "Dyango PBKDF2 SHA1:"+passlib.hash.django\_pbkdf2\_sha256.encrypt(string, salt=salt)

print "Bcrypt:"+passlib.hash.bcrypt.encrypt(string, salt=salt2[:22])

|  |  |  |
| --- | --- | --- |
| **No** | **Description** | **Result** |
| **B.6** | In the code, what does the modifier of “[:22]” do?  In running the methods, which of them take the longest time to compute?  Of the methods used, outline how you would identify some of the methods. For APR1 has an identifier of $apr1$. |  |

For the following identify the hash methods used:

* 5f4dcc3b5aa765d61d8327deb882cf99
* 5e884898da28047151d0e56f8dc6292773603d0d6aabbdd62a11ef721d1542d8
* $apr1$ZDzPE45C$y372GZYCbB1WYtOkbm4/u.
* $P$HZDzPE45Ch4tvOeT9mhtu3i2G/JybR1
* b109f3bbbc244eb82441917ed06d618b9008dd09b3befd1b5e07394c706a8bb980b1d7785e5976ec049b46df5f1326af5a2ea6d103fd07c95385ffab0cacbc86
* $1$ZDzPE45C$EEQHJaCXI6yInV3FnskmF1
* $2a$12$111111111111111111111uAQxS9vJNRtBb6zeFDV6k7tyB0DZJF0a

## Notes

The code can be downloaded from:

git clone <https://github.com/billbuchanan/cyber_data>

If you need to update the code, go into the cyber\_data folder, and run:

git pull

To install a Python library use:

pip install libname

To install a Node.js package, use:

npm install libname