# The data model

For my purposes I am happy with daily data. The data I want to store has an obvious grain of date-security ie one row for each day for each security that I have data for. This implies just two dimensions – date and security (or product, as I call it below, following ASIC’s terminology for their published data on short positions). The facts that I’m interested in are the open, high, low, close and adjusted price for each day; the volume of transactions; the short position; the total float; and the short position as a proportion of the total float. The price and volume data can come from Yahoo Finance, and the short positions data can be downloaded from the Australian Securities and Investment Commission, who collect self-reports from short sellers.

My initial plan was just two tables:

one for the product dimension with unchanging (or slowly changing) information like its ASX ticker, the ticker on Yahoo Finance, its latest name with various alternative approaches to punctuation

one for the facts, with separate columns for the nine facts (open price, volume, etc) listed in the previous paragraph.

I think this is indeed probably the correct structure for a Kimball-style dimensionally modelled analytical datamart. However, it proved unpleasant to write the extract-transform-load for my two data sources into that wide fact table. It would have involved a lot of UPDATE operations to add data from one source to columns for rows that are partly populated by the other). SQLite in particular does not really support UPDATE in combination with a JOIN and getting around this would have been awkward. So to simplify things I normalised the data one step further and made my fact table more “long and thin”. This meant adding a variable dimension so that when extra data comes in from another source I am just adding new rows to the data for a subset of variables rather than filling in empty columns for existing rows.

Here’s how the data model looks:

![](data:image/jpeg;base64,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)

I used the excellent (and free) DBeaver universal database tool to make that diagram, and to develop any non-trivial SQL code used in this blog.

And this is the SQL that creates it. I’ve used GO (in the style of Microsoft T-SQL) to separate

each command, not because SQLite understands it (it doesn’t) but because I have R functions that do, which I’ll be using in a minute.

*Post continues below SQL code*

-- Drop existing version of database (careful!): DROP TABLE IF EXISTS f\_prices\_and\_volumes;

GO

DROP TABLE IF EXISTS d\_variables; GO

DROP TABLE IF EXISTS d\_products; GO

-- Define the various tables:

CREATE TABLE d\_products ( product\_id INTEGER PRIMARY KEY,

ticker\_yahoo VARCHAR(16) NOT NULL UNIQUE, ticker\_origin VARCHAR(16), exchange\_origin VARCHAR(16), latest\_full\_description VARCHAR(255), latest\_full\_description\_tc VARCHAR(255), industry\_group VARCHAR(255), latest\_observed DATE

) GO

CREATE TABLE d\_variables ( variable\_id INTEGER PRIMARY KEY,

variable VARCHAR(60) NOT NULL UNIQUE

) GO

CREATE TABLE f\_prices\_and\_volumes ( product\_id INTEGER, observation\_date DATE NOT NULL, variable\_id INTEGER NOT NULL, value FLOAT NOT NULL,

FOREIGN KEY (product\_id) REFERENCES d\_products (product\_id),

FOREIGN KEY (variable\_id) REFERENCES d\_variables (variable\_id)

) GO

CREATE UNIQUE INDEX one\_obs\_per\_var

ON f\_prices\_and\_volumes(variable\_id, product\_id, observation\_date);

GO

-- Populate the variables dimension:

INSERT INTO d\_variables (variable) VALUES ('open'),

('high'),

('low'),

('close'),

('volume'),

('adjusted'), ('short\_positions'), ('total\_product\_in\_issue'), ('short\_positions\_prop')

# Populating with data

I used R for accessing the origin data from the web and sending SQL commands to set up the database. Here’s the first chunk of code that creates the empty database, runs the SQL above to set up tables, and makes an initial dump of ASX listed companies into the d\_products table. I’m not sure how definitive is that list of ASX listed companies referred to in the below code.

*Post continues below R code*

library(tidyverse) library(glue) library(lubridate)

library(frs) # for download\_if\_fresh and execute\_sql.

Available from GitHub library(janitor) library(ggrepel) library(kableExtra) library(quantmod) library(RSQLite) library(DBI) library(tools)

#=============database setup============================

#- Define database- - if(!"stocks.sqlite" %in% list.files()){

# if this is the very first run we need to create the empty database and its tables

con <- dbConnect(RSQLite::SQLite(), "stocks.sqlite")

# run the SQL script that defines the table - needs to be saved in seaprate file:

execute\_sql(con, "0199-stocks-db-setup.sql", log\_table = NULL)

} else {

con <- dbConnect(RSQLite::SQLite(), "stocks.sqlite")

}

#------------set up product dimension-----------

asx\_cos <- read.csv("<http://www.asx.com.au/asx/research/> ASXListedCompanies.csv",skip=1) %>%

mutate(ticker\_yahoo = paste0(ASX.code, ".AX"), exchange\_origin = "ASX", latest\_observed = as.Date(NA), latest\_full\_description\_tc =

tools::toTitleCase(tolower(Company.name))) %>% select(

ticker\_yahoo, ticker\_origin = ASX.code, exchange\_origin,

latest\_full\_description = Company.name, latest\_full\_description\_tc, industry\_group = GICS.industry.group, latest\_observed

)

RSQLite::dbWriteTable(con, "d\_products", asx\_cos, row.names

=FALSE, append = TRUE)

# Loading the short positions data

The short positions data from the ASIC website includes many products that aren’t in the list of listed companies on the ASX site. In general, I want to be able to update my list of products/securities. Getting data from Yahoo Finance, where I specify a security ticker code and then get the data, won’t let me do this (unless I tried codes at random). Because of all this, in my initial bulk upload I do the ASIC data first, hoping (without really checking how it happens, which of course I would for a more formal use) that this will surface new (or old) securities that aren’t in the spreadsheet I downloaded from the ASX.

The code below is in two chunks. It downloads all the CSVs of short positions data from ASIC, taking care not to re-download data it already has. Each CSV represents one day of three facts on each product. Then (somewhat more complex), it reads all the CSVs one at a time (if it hasn’t already processed this particular CSV); identifies missing products/securities which it then adds to the d\_products table; then populates the fact table with the facts for all the products it’s found in this particular CSV, having matched them to the product\_id field in the d\_products table.

Other than the three-card shuffle with adding new products to d\_products as it goes, and some annoying complications with different formats and encoding of the CSV files on the ASIC page (see comments in the code), this is fairly straightforward data-wrangling stuff for R.

This took three or four hours each for the two bits of functionality (bulk download and bulk import) to run.

#===============Get the short positions data=============

#- Download- # From:

# https://asic.gov.au/regulatory-resources/markets/short-selling/short-position- reports-table/

all\_dates <- seq(from = as.Date("2010-06-16"), to = Sys.Date(), by = 1)

dir.create("asic-shorts", showWarnings = FALSE)

i = 1

for(i in i:length(all\_dates)){ the\_date <- all\_dates[i]

# Don't bother trying to download on weekends: if(wday(the\_date, label = TRUE) %in% c("Sat", "Sun")){

next()

}

m <- str\_pad(month(the\_date), width = 2, side = "left", pad

= "0")

y <- year(the\_date)

ch <- format(the\_date, "%Y%m%d")

fn <- glue("RR{ch}-001-SSDailyAggShortPos.csv") url <- glue("https://asic.gov.au/Reports/Daily/{y}/{m}/{fn}")

# Only exists for trading days. Rather than bother to work out exactly the trading days,

# we will just skip over any 404 error try(download\_if\_fresh(url, glue("asic-shorts/{fn}")))

}

#- -Import-

all\_products <- dbGetQuery(con, "SELECT product\_id, ticker\_yahoo

'ASX'") %>%

as\_tibble()

FROM d\_products

WHERE exchange\_origin =

already\_done\_dates <- dbGetQuery(con, "SELECT DISTINCT observation\_date AS od

f\_prices\_and\_volumes AS a AS b

b.variable\_id 'short\_positions' observation\_date")$od

FROM

INNER JOIN d\_variables On a.variable\_id =

WHERE b.variable = ORDER BY

d\_variables <- dbGetQuery(con, "select variable\_id, variable

from d\_variables")

all\_csvs <- list.files("asic-shorts", pattern = "DailyAggShortPos", full.names = TRUE)

# we are going to do this backwards so product names are the latest ones

i =length(all\_csvs) for(i in i:1){

the\_csv <- all\_csvs[i]

the\_date <- as.Date(str\_extract(the\_csv, "[0-9]+"), format= "%Y%m%d")

# if we've already got short positions observations in the data for this date,

# then break out of the loop and go to the next iteration if(as.character(the\_date) %in% already\_done\_dates){next()}

# The first 1400 files are actually tab-delimited and UTF-16, the

# rest are genuine comma separated files and more standard encoding.

# Couldn't get read\_csv to work with the various encoding here.

if(i <= 1400){

d1 <- read.csv(the\_csv, fileEncoding = "UTF-16", sep = "\t")

} else {

d1 <- read.csv(the\_csv)

# sometimes this still doesn't work and we go back to the other method:

if(nrow(d1) < 10){

d1 <- read.csv(the\_csv, fileEncoding = "UTF-16", sep =

"\t")

}

}

d2 <- d1 %>%

clean\_names() %>% as\_tibble() %>%

mutate(observation\_date = the\_date,

ticker\_yahoo = paste0(str\_trim(product\_code), ".AX")) %>%

left\_join(all\_products, by = "ticker\_yahoo") %>% select(

product\_id, observation\_date,

short\_positions = reported\_short\_positions, total\_product\_in\_issue,

short\_positions\_prop = x\_of\_total\_product\_in\_issue\_ reported\_as\_short\_positions,

ticker\_yahoo, product, product\_code

) %>%

# convert from percentage to proportion: mutate(short\_positions\_prop = short\_positions\_prop / 100)

non\_match <- sum(is.na(d2$product\_id)) if(non\_match > 0){

message(glue("Found {non\_match} products in the short data not yet in the database"))

print(select(filter(d2, is.na(product\_id)), ticker\_yahoo, product, observation\_date))

new\_products <- d2 %>% filter(is.na(product\_id)) %>% mutate(exchange\_origin = 'ASX',

latest\_full\_description\_tc = tools::toTitleCase(tolower(product)),

industry\_group = NA, latest\_observed = NA,

ticker\_origin = str\_trim(product\_code)) %>% select(ticker\_yahoo,

ticker\_origin, exchange\_origin,

latest\_full\_description = product, latest\_full\_description\_tc, industry\_group,

latest\_observed)

RSQLite::dbWriteTable(con, "d\_products", new\_products, row.names =FALSE, append = TRUE)

all\_products <- dbGetQuery(con, "SELECT product\_id, ticker\_yahoo

'ASX'") %>%

as\_tibble()

FROM d\_products

WHERE exchange\_origin =

}

upload\_data <- d2 %>% select(observation\_date:ticker\_yahoo) %>% left\_join(all\_products, by = "ticker\_yahoo") %>% select(-ticker\_yahoo) %>%

gather(variable, value, -product\_id, -observation\_date)

%>%

left\_join(d\_variables, by = "variable") %>% select(product\_id,

observation\_date, variable\_id,

value) %>%

# a small number of occasions the short\_positions\_prop is NA or Inf because

# the totla product in issue is 0 even though there are some short positions.

# we will just filter these out filter(!is.na(value)) %>%

mutate(observation\_date = as.character(observation\_date))

dbWriteTable(con, "f\_prices\_and\_volumes", upload\_data, append = TRUE)

# progress counter so we know it isn't just stuck if(i %% 100 == 0){cat(i)}

}

# Loading the price and volumes data

Next step is to get some data from Yahoo Finance on price and volumes. Overall, this is more straightforward. The quantmod R package describes the functionality I’m about to use as “essentially a simple wrapper to the underlying Yahoo! finance site’s historical data download”.

I’ve tried in the code below to make this updateable, so in future I can run the same code without downloading all the historical data again. But I haven’t fully tested this; it’s more a working prototype than production-ready code (and I wouldn’t use SQLite for production in this case). But here’s code that works, at least for now. It gets all the Australian security ticker names in the format used by Yahoo (finishing with .AX for the ASX) and their matching product\_id values for my database; finds the latest data data is available in the database; downloads anything additional to that; normalises it into long format and uploads it to the fact table in the database.

This took a couple of hours to run (I didn’t time it precisely).

#================stock price and volume information===========

all\_stocks <- dbGetQuery(con, "SELECT product\_id, ticker\_yahoo

FROM d\_products

ORDER BY product\_id") %>%

as\_tibble()

i=1

for(i in i:nrow(all\_stocks)){

# display a counter ever 20 iterations so we know we're making progress

if(i %% 20 == 0){

cat(i, " ")

}

ax\_ticker <- all\_stocks[i, ]$ticker\_yahoo latest <- as.Date(dbGetQuery(con, glue("select

max(observation\_date) as x from f\_prices\_and\_volumes

where product\_id = {all\_stocks[i,

]$product\_id}"))$x)

if(is.na(latest)){

start\_date <- as.Date("1980-01-01")

} else {

start\_date <- latest + 1

}

if(start\_date <= Sys.Date()){ tryCatch({

df\_get <- data.frame(getSymbols( ax\_ticker,

src = 'yahoo', from = start\_date, to = Sys.Date(),

auto.assign = FALSE))

if(nrow(df\_get) > 0){

df\_get$observation\_date <- row.names(df\_get)

row.names(df\_get) <- NULL

names(df\_get) <- c("open", "high", "low", "close", "volume", "adjusted", "observation\_date")

upload\_data <- df\_get %>% as\_tibble() %>%

mutate(product\_id = all\_stocks[i, ]$product\_id) %>% gather(variable, value, -observation\_date,

-product\_id) %>%

inner\_join(d\_variables, by = "variable") %>% select(product\_id,

observation\_date, variable\_id, value) %>%

filter(observation\_date >= start\_date) %>% mutate(observation\_date =

as.character(observation\_date))

dbWriteTable(con, "f\_prices\_and\_volumes", upload\_data, append = TRUE)

}

},

error=function(e){})

}

}

# Updating the product dimension with some summary data

The final steps in the extract-transform-load process are some convenience additions to the database. First, I update the d\_products table which has a latest\_observed column in it with the most recent observation for each product:

#===============Update the observation dates in the dimension table============

# This is much more complicated with SQLite than in SQL Server because of the

# apparent inability of SQLite to elegantly update a table via a join with

# another table. There may be a better way than the below but I couldn't find it:

sql1 <-

"CREATE TABLE tmp AS

SELECT product\_id, max(observation\_date) as the\_date FROM f\_prices\_and\_volumes

WHERE observation\_date IS NOT NULL GROUP BY product\_id;"

sql2 <-

"UPDATE d\_products

SET latest\_observed = (SELECT the\_date FROM tmp WHERE d\_products.product\_id = tmp.product\_id)

WHERE EXISTS (SELECT \* FROM tmp WHERE d\_products.product\_id

= tmp.product\_id);"

sql3 <- "DROP TABLE tmp;"

dbSendQuery(con, sql1) dbSendQuery(con, sql2) dbSendQuery(con, sql3)

Finally, I want to create a wider version of the data, closer to my original idea of a fact table with one row per product-date combination, and nine fact columns (for open price, volume, short position, etc). In another database I would use an indexed or materialized view for this sort of thing, but SQLite doesn’t support that. I tried making a view (basically a stored query) but its performance was too slow. So I created a whole new table that will need to be created from scratch after each update of the data. This isn’t as disastrous as it sounds - an indexed view does something similar in terms of disk space, and it only takes a minute or so to run this. And it is a convenient table to have.

So here’s the final step in this whole data upload and update process, creating that wide table from scratch. Note the clunky (to R or Python users who are used to things like spread() or pivot\_wider()) way that SQL pivots a table wide, with that use of the SUM(CASE WHEN

...) pattern. It looks horrible, but it works (so long as you know in advance all the column names you are trying to make in the wider version):

#============Create a denormalised (wide) version of the main fact table=======

# In another database system this would be a materialized view or indexed view or similar,

# but we don't have that in SQLite so it is a straight out table. Note that this roughly

# doubles the size of the database on disk; and duplication

means we need to remember

# to re-create this table whenevedr the original fact table updates.

sql1 <- "DROP TABLE IF EXISTS f\_prices\_and\_volumes\_w"

sql2 <- "

CREATE TABLE f\_prices\_and\_volumes\_w AS SELECT

open, high, low, close, volume,

observation\_date, c.ticker\_yahoo, c.ticker\_origin, c.latest\_full\_description,

SUM(CASE WHEN variable = 'open' THEN value END) AS SUM(CASE WHEN variable = 'high' THEN value END) AS SUM(CASE WHEN variable = 'low' THEN value END) AS SUM(CASE WHEN variable = 'close' THEN value END) AS SUM(CASE WHEN variable = 'volume' THEN value END) AS

SUM(CASE WHEN variable = 'adjusted' THEN value END)

AS adjusted

SUM(CASE WHEN variable = 'short\_positions' THEN value END) AS short\_positions,

SUM(CASE WHEN variable = 'total\_product\_in\_issue' THEN value END) AS total\_product\_in\_issue,

SUM(CASE WHEN variable = 'short\_positions\_prop' THEN value END) AS short\_positions\_prop

FROM f\_prices\_and\_volumes AS a INNER JOIN d\_variables AS b

ON a.variable\_id = b.variable\_id INNER JOIN d\_products AS c

ON a.product\_id = c.product\_id

GROUP BY observation\_date, ticker\_yahoo, ticker\_origin, latest\_full\_description"

dbSendStatement(con, sql1)

dbSendStatement(con, sql2) # takes a minute or so

# Exploratory analysis

Phew, now for the fun bit. But I’m going to leave substantive analysis of this for another post, as this is already long enough! I’ll just do two things here.

First, let’s look at a summary of how many data points we’ve got in the database

**variable n number\_products number\_dates**

|  |  |  |  |
| --- | --- | --- | --- |
| open | 880775 | 1873 | 8491 |
| high | 880775 | 1873 | 8491 |

**variable n number\_products number\_dates**

|  |  |  |  |
| --- | --- | --- | --- |
| low | 880775 | 1873 | 8491 |
| close | 880775 | 1873 | 8491 |
| volume | 880775 | 1873 | 8491 |
| adjusted | 880775 | 1873 | 8491 |
| short\_positions | 1318329 | 3048 | 2694 |
| total\_product\_in\_issue | 1318326 | 3047 | 2694 |
| short\_positions\_prop | 1318204 | 3046 | 2694 |

That all looks as expected. In total we have about 9 million observations. There are many securities with short positions reported to ASIC that I couldn’t find prices and volumes for in Yahoo Finance, which is interesting and worth looking into, but not astonishing.

That table was created with this SQL (and a bit of R sugar around using knitr and

kableExtra, not shown):

SELECT

variable, COUNT(1) AS n,

COUNT(DISTINCT(product\_id)) AS number\_products, COUNT(DISTINCT(observation\_date)) AS number\_dates

FROM f\_prices\_and\_volumes AS a INNER JOIN d\_variables AS b

ON a.variable\_id = b.variable\_id GROUP BY variable

ORDER BY b.variable\_id

Finally, some real analysis. What can we do with this database? Here’s an example of the sort of thing that’s possible with this asset that wasn’t earlier. This is an answer to my hypothetical question I started with - what are the most traded and fastest growing (in price) securities on the ASX?

That chart was created with this code, which has three substantive bits:

an SQL query (and R code to send it to the databse) that grabs the data we need, averaged by year for each product, from the wide table defined above

a little function purely to change the upper/lower case status of product names for the chart

ggplot2 code to draw the chart.

#- Recent growth-

sql <- "

WITH annual\_vals AS

(SELECT

CAST(STRFTIME('%Y', observation\_date) AS INT) AS

year,

AVG(adjusted) AS avg\_adjusted, sum(volume \* adjusted) AS vol\_val, latest\_full\_description, ticker\_origin

FROM f\_prices\_and\_volumes\_w

GROUP BY latest\_full\_description, ticker\_yahoo, STRFTIME('%Y', observation\_date))

SELECT

SUM(CASE WHEN year = 2020 THEN avg\_adjusted END) AS adj\_2020,

SUM(CASE WHEN year = 2021 THEN avg\_adjusted END) AS adj\_2021,

SUM(CASE WHEN year = 2021 THEN vol\_val END) AS

vol\_val\_2021,

ticker\_origin, latest\_full\_description

FROM annual\_vals WHERE year >= 2020

GROUP BY ticker\_origin, latest\_full\_description

HAVING SUM(CASE WHEN year = 2020 THEN avg\_adjusted END) > 0" recent\_growth <- dbGetQuery(con, sql) %>% as\_tibble()

d <- recent\_growth %>%

mutate(gr = adj\_2021 / adj\_2020 - 1) %>% filter(vol\_val\_2021 > 1e6) %>% arrange(adj\_2021)

#' Convert upper case security names to title case #'

#' @param x a character vector

#' @param rm\_ltd whether or not to strip "Limited" and "Ltd" from titles as unwanted clutter

#' @details A convenience function for labelling securities on a chart, which

#' converts to title case, keeps ETF (Exchange Trade Fund) in capitals, and

#' can remove 'Limited' altogether better\_case <- function(x, rm\_ltd = TRUE){

x <- toTitleCase(tolower(x)) x <- gsub("Etf ", "ETF ", x) if(rm\_ltd){

x <- gsub("Limited", "", x)

x <- gsub("Ltd", "", x)

}

x <- str\_trim(x) return(x)

}

set.seed(123) d %>%

ggplot(aes(x = vol\_val\_2021 / 1e6, y = gr, colour = ticker\_origin)) +

geom\_point() +

geom\_text\_repel(data = filter(d, gr > 2 | vol\_val\_2021 > 100e6),

aes(label = better\_case(latest\_full\_

description)),

alpha = 0.9, size = 2.6) +

scale\_x\_log10(label = dollar\_format(suffix = "m")) + scale\_y\_continuous(label = percent) + theme(legend.position = "none") +

labs(x = "Value of transactions in 2021, to 14 February", y = "Growth in price\nfrom average in 2020 to average

in 2021",

title = "High volume and growth securities in the ASX,

2021",

subtitle = "Labelled securities are those with volume

of trades > $100m or growth >200%",

caption = "Source: Yahoo Finance via

[http://freerangestats.info.](http://freerangestats.info/) This is not financial advice.")