So, as a little challenge for today, what are the most common animals among Beanie babies? Do I even need much webscraping to find this out?

# How does one webscrape these days

I’ve always liked webscraping, as I think I enjoy getting and transforming data more than I enjoy analyzing it. Compared to my former self,

I know a bit more about XPath (starting with knowing it exists!) so I don’t use regular expression to parse HTML.

I use polite for polite webscraping!

I know it’s best to spend more time pondering about strategies before hammering requests at a website.

As to rvest recent changes, I had a quick look at the changelog but since I hadn’t used it in so long, it’s not as if I had any habit to change!

# How to harvest Beaniepedia

I’ve noticed Beaniepedia has a sitemap for all beanies so from that I can extract the URLs to all Beanie pages. That’s a necessary step.

Now from there I could either

Scrape each of these pages, respectfully slowly, and extract the table that includes the beanie’s information;

Use a more frugal strategy by parsing URLs. E.g. from the path of https://beaniepedia.com/beanies/beanie-babies/january-the-birthday-bear-series-2/ I can extract the category of the Beanie (a beanie baby as opposed to, say, an attic treasure) and the animal by splitting january-the-birthday-bear-series-2 into pieces and see whether one is an animal. How would I recognize animals? By extracting the word coming after “the”.

I’ll choose the second strategy and leave the first one as an exercise to the reader. ![](data:image/jpeg;base64,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)

# From XML to animal frequencies

Let’s get to work! A *sine qua non* condition is obviously the website being ok with our scraping stuff. The polite package would tell us whether the robots.txt file were against our doing this, and I also took time looking whether the website had any warning. I didn’t find any so I think we’re good to go.

session <- polite::bow(

url = "https://beaniepedia.com/beanies/sitemap.xml", user\_agent = "Your Name https://your\_name.com"

)

sitemap <- polite::scrape(session) sitemap

#> {xml\_document} #>

#> [1] \n https://beaniepedia.com/beanies/\n 2021-01 ...

#> [2] \n https://beaniepedia.com/beanies/beanie-babies/jerry-the-mi ... #> [3] \n https://beaniepedia.com/beanies/beanie-babies/snowball-the ... #> [4] \n https://beaniepedia.com/beanies/beanie-babies/jemima-puddl ... #> [5] \n https://beaniepedia.com/beanies/beanie-babies/jeff-gordon- ... #> [6] \n https://beaniepedia.com/beanies/beanie-babies/jeff-burton- ... #> [7] \n https://beaniepedia.com/beanies/beanie-babies/jeepers-the- ... #> [8] \n https://beaniepedia.com/beanies/beanie-babies/jeanette-the ... #> [9] \n https://beaniepedia.com/beanies/beanie-babies/jaz-the-cat/ ... #> [10] \n https://beaniepedia.com/beanies/beanie-babies/japan-the-be ... #> [11] \n https://beaniepedia.com/beanies/beanie-babies/laughter-the ... #> [12] \n https://beaniepedia.com/beanies/beanie-babies/righty-2000- ... #> [13] \n https://beaniepedia.com/beanies/beanie-babies/lefty-2004-t ... #> [14] \n https://beaniepedia.com/beanies/beanie-babies/lefty-the-do ... #> [15] \n https://beaniepedia.com/beanies/beanie-babies/lefty-the-do ... #> [16] \n https://beaniepedia.com/beanies/beanie-babies/january-the- ... #> [17] \n https://beaniepedia.com/beanies/beanie-babies/january-the- ... #> [18] \n https://beaniepedia.com/beanies/beanie-babies/janglemouse- ... #> [19] \n https://beaniepedia.com/beanies/attic-treasures/burrows-th ... #> [20] \n https://beaniepedia.com/beanies/attic-treasures/klause-the ... #> ...

The sitemap object is an XML document. I will extract URLs with the xml2 package.

sitemap <- xml2::xml\_ns\_strip(sitemap)

urls <- xml2::xml\_text(xml2::xml\_find\_all(sitemap, ".//loc")) head(urls)

#> [1] "https://beaniepedia.com/beanies/

#> [2] "https://beaniepedia.com/beanies/beanie-babies/jerry-the-minion-2/"

#> [3] "https://beaniepedia.com/beanies/beanie-babies/snowball-the-snowman/"

#> [4] "https://beaniepedia.com/beanies/beanie-babies/jemima-puddle-duck-the-duck/"

#> [5] "https://beaniepedia.com/beanies/beanie-babies/jeff-gordon-24-the-bear/"

#> [6] "https://beaniepedia.com/beanies/beanie-babies/jeff-burton-no-31-the-bear/"

Now I need to parse the URLs. In an URL path like beanies/beanie-babies/jerry-the- minion-2/ the second part is the category, the third part is the Beanie Baby name. I, as if I were a good collector ![](data:image/jpeg;base64,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), am not interested in Attic treasures, only in Beanie Babies.

urls\_df <- urltools::url\_parse(urls)

urls\_df <- dplyr::filter(urls\_df, stringr::str\_detect(path, "beanie- babies"))

This gives me 632 Beanie babies. Let’s parse the last part of their path. An earlier attempt ignored that some Beanie babies don’t have any “the” in their names, e.g. the Hello Kitty ones. This is a limitation of my stingy approach. The error messages by dplyr were most helpful! “The error occurred in row 185.” is so handy!

get\_animal <- function(parsed\_path) {

if (all(unlist(parsed\_path) != "the")) { return(NA)

}

animals <- unlist(parsed\_path)[which(unlist(parsed\_path) == "the") +

1]

animals[length(animals)] # thanks, "The End the bear"

}

library("magrittr") animals\_df <- urls\_df %>%

dplyr::rowwise() %>%

dplyr::mutate(parsed\_path = stringr::str\_split(path, "/", simplify = TRUE)[1,3]) %>%

dplyr::mutate(parsed\_path = stringr::str\_split(parsed\_path, "-")) %>% dplyr::mutate(animal = get\_animal(parsed\_path))

Now we’re getting somewhere!

dplyr::count( animals\_df, animal, sort = TRUE

)

|  |  |  |  |
| --- | --- | --- | --- |
| #> #> #>  #> | # # | A tibble: Rowwise:  animal | 150 x 2  n |
| #> | 1 | bear | 222 |
| #> | 2 | cat | 38 |
| #> | 3 | dog | 32 |
| #> | 4 | rabbit | 23 |
| #> | 5 | NA | 15 |
| #> | 6 | pig | 12 |
| #> | 7 | unicorn | 9 |
| #> | 8 | polar | 7 |
| #> | 9 | giraffe | 6 |
| #> | 10 | penguin | 6 |

#> # … with 140 more rows

Is this result surprising? Probably not! Now, let’s have a look at the ones we did not identify.

animals\_df %>% dplyr::filter(is.na(animal)) %>% dplyr::pull(path)

|  |  |  |
| --- | --- | --- |
| #> | [1] | "beanies/beanie-babies/hello-kitty-rainbow-with-cupcake/" |
| #> | [2] | "beanies/beanie-babies/boston-red-sox-key-clip/" |
| #> | [3] | "beanies/beanie-babies/i-love-you-bears/" |
| #> | [4] | "beanies/beanie-babies/zodiac-horse/" |
| #> | [5] | "beanies/beanie-babies/hong-kong-toy-fair-2017-brown/" |
| #> | [6] | "beanies/beanie-babies/hello-kitty-bunny-costume/" |
| #> | [7] | "beanies/beanie-babies/hello-kitty-pink-tartan/" |
| #> | [8] | "beanies/beanie-babies/hello-kitty-gold-angel/" |

|  |  |  |
| --- | --- | --- |
| #> | [9] | "beanies/beanie-babies/rock-hello-kitty/" |
| #> | [10] | "beanies/beanie-babies/hello-kitty-i-love-japan-usa-version/" |
| #> | [11] | "beanies/beanie-babies/hello-kitty-i-love-japan-uk-version/" |
| #> | [12] | "beanies/beanie-babies/zodiac-ox/" |
| #> | [13] | "beanies/beanie-babies/zodiac-tiger/" |
| #> | [14] | "beanies/beanie-babies/happy-birthday-sock-monkey/" |
| #> | [15] | "beanies/beanie-babies/zodiac-goat/" |

Fair enough, and nothing endangering our conclusion that bears win.

# Conclusion

In this post I set out to find out what animals are the most common among Beanie babies. I thought I’d freshen my rvest-ing skill but thanks to the sitemap, that’s my rusty dplyr knowledge I was able to update a bit. In the end, I learnt that 35% of Beanie babies, at least the ones registered on Beaniepedia, are bears. Thanks to Beaniepedia maintainer for allowing this fun!