# B.2 JSON RPC with Event Master processors

## General

JSON (JavaScript Object Notation) is a lightweight format that is used for interchanging data. It is based on a subset of JavaScript language: the way objects are built in JavaScript.

## Introduction to JSON

JSON is built on two structures:

* A collection of name/value pairs: In various languages, this is realized as an object, record, struct, dictionary, hash table, keyed list, or associative array.
* An ordered list of values: In most languages, this is realized as an array, vector, list, or sequence.

Here is an example of JSON data:

{

"firstName": "John",

"lastName": "Smith",

"address": {

"streetAddress": "21 2nd Street",

"city": "New York",

"state": "NY",

"postalCode": 10021

},

"phoneNumbers": [

"212 555-1234",

"646 555-4567"

]

}

## How JSON interacts with Event Master processors

JSON uses JSON RPC (REST based) to interact with the Event Master processors such as E2, S3–4K, and EX. JSON-RPC is a remote procedure call protocol encoded in JSON.

JSON-RPC works by sending a request to a server implementing this protocol. The client in that case is typically software intending to call a single method of a remote system. Multiple input parameters can be passed to the remote method as an array or object, whereas the method itself can return multiple output data as well.

There are JSON RPCs defined to perform tasks on the Event Master processor. User needs to send JSON request through their application or open source application like Postman.

These applications should send request on IP where the Event Master processor is running and fixed port 9999 (Webserver of Event Master processor is running on port 9999).

## Postman

Postman is an application that you can use to test the Event Master JSON API.

1. Go to the GetPostman website.

(<https://www.getpostman.com/> )

1. Download the free Postman app.
2. Install Postman on your machine.
3. Launch Postman and follow these steps to send JSON commands to the Event Master processor.
4. Select POST from the dropdown next to the URL text box.
5. Enter the request URL with port 9999.
6. Type “Content-Type” for header and “application/json” as value of this header.

(See <https://www.getpostman.com/docs/requests> for more information on sending requests.)
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Image B–1

Content-Type and application/json

1. Select ***Body*** and click on raw from the buttons available below the URL text box.
2. Write the request in the body.

A request is a call to a specific method provided by a remote system. It must contain three certain properties:

* method—a String with the name of the method to be invoked.
* params—an Object or Array of values to be passed as parameters to the defined method.
* id—a value of any type used to match the response with the request to which it is replying.

The receiver of the request must reply with a valid response to all received requests. A response must contain the properties mentioned below.

* result—the data returned by the invoked method. If an error occurred while invoking the method, this value must be null.
* error—a specified error code if there was an error invoking the method, otherwise null.
* id—the id of the request to which it is responding.

For example:

{"params":{}, "method":"powerStatus", "id":"1234", "jsonrpc":"2.0"}
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Image B–2

powerStatus API – example [powerStatus\_API.png]

Here, powerStatus is the JSON API to be sent.

## JSON APIs

Here are some of the JSON APIs defined for controlling the Event Master processor. If you have a master / slave Event Master setup, JSON must be sent to the master unit. For all the requests, this section explains the parameter passed or used in the RPC calls. If the params object is blank that means that API doesn’t require a parameter.

![](data:image/png;base64,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) Requests are case sensitive.

**allTrans**

* Definition
* It executes the “allTrans” command.
* If multi-operator mode is enabled, all-trans will affect only on those destinations which are selected for operator.
* Request:
* param: {"transTime": 40} - integer value, will be applied to all armed destinations. (optional)
* Multi-Operator Mode:
* New parameters are introduced to cater multi-operator mode along with above parameters.
* These parameters are used only when one or more operators are enabled.
* params: {"operatorId": y} (for normal operator)
* “operatorId”— operator index (For current release only 0,1,2 are indexes).
* If user still want to use “super-operator” mode, password is required which is passed as a parameter.
* params: {"password": "xyz"} (for super operator)
* password— Super user password saved. When this is passed, actions will be performed as no operator is enabled.
* Response:
* response: null
* success: (0=success, anything else is an error)
* Example
* {"params":{}, "method":"allTrans", "id":"1234", "jsonrpc":"2.0"}
* {"params": {"transTime": 40}, "method":"allTrans", "id":"1234", "jsonrpc":"2.0"}
* {"params": {"operatorId" : 1}, "method":"allTrans", "id":"1234", "jsonrpc":"2.0"}
* {"params": {"password" : "123"}, "method":"allTrans", "id":"1234", "jsonrpc":"2.0"}

**cut**

* Definition
* It executes the “Cut” command.
* If multi-operator mode is enabled, cut will affect only on those destinations which are selected for operator.
* Request:
* params: {} - It doesn’t require any parameter.
* Multi-Operator Mode:
* New parameters are introduced to cater multi-operator mode along with above parameters.
* These parameters are used only when one or more operators are enabled.
* params: {"operatorId": y} (for normal operator)
* “operatorId”— operator index (For current release only 0,1,2 are indexes).
* If user still want to use “super-operator” mode, password is required which is passed as a parameter.
* params: {"password": "xyz"} (for super operator)
* password— Super user password saved. When this is passed, actions will be performed as no operator is enabled.
* Multi-Operator Mode:
* New parameters are introduced to cater multi-operator mode along with above parameters.
* These parameters are used only when one or more operators are enabled.
* params: {"operatorId": y} (for normal operator)
* “operatorId”— operator index (For current release only 0,1,2 are indexes).
* If user still want to use “super-operator” mode, password is required which is passed as a parameter.
* params: {"password": "xyz"} (for super operator)
* password— Super user password saved. When this is passed, actions will be performed as no operator is enabled.
* Response:
* response: null
* success: (0=success, anything else is an error)
* Example
* {"params":{}, "method":"cut", "id":"1234", "jsonrpc":"2.0"}
* {"params": {"operatorId" : 1}, "method":"cut", "id":"1234", "jsonrpc":"2.0"}
* {"params": {"password" : "123"}, "method":"cut", "id":"1234", "jsonrpc":"2.0"}

**resetFrameSettings**

* Definition
* Expose ALL reset types on Event Master processor with different options.
* Request:
* params: {"reset":x},

“x” can be 0 – 5

* 0: Soft reset.
* 1: Factory reset.
* 2: Factory reset (save IP).
* 3: Factory reset (save IP/EDID).
* 4: Factory reset (save VPID).
* 5: Power Down.
* Response:
* response: null
* success: (0=success, anything else is an error)
* Example
* {"params":{"reset": 0}, "method":"resetFrameSettings", "id":"1234", "jsonrpc":"2.0"}

**powerStatus**

* • Definition:
* This queries the power plug status of the Event Master processor. (There can be 1 or 2 power slots in Event Master processor).
* • Request:
* params: {} - It doesn’t require any parameter.
* • Response:
* response: {FrameId1 :{ PwrStatus1, PwrStatus2},{FrameId2 :{ PwrStatus1, PwrStatus2}
* PwrStatus1 gives the power status of the 1st slot in Event Master processor with frame id FrameId1, FrameId2.
* PwrStatus2 gives the power status of the 2nd slot in Event Master processor with frame id FrameId1, FrameId2.
* 0: Power supply module is not present.
* 1: Power supply module is present, but there is no power cable.
* 2: Power supply module is present, and the cable is plugged in, but there is no DC current.
* 3: Power supply module is present, and everything is OK.
* success: (0=success, anything else is an error)
* • Example:
* {"params":{}, "method":"powerStatus", "id":"1234", "jsonrpc":"2.0"}

**listPresets**

* Definition:
* This queries the list of Presets on a particular destination or on the system.
* Request:
* params: {"ScreenDest":x , "AuxDest":x},

“x” can be:

* –2: Do not include any destinations of this type. (Has priority over particular id, if passed as a parameter.)
* –1: Do not care (All presets). (Has priority over particular id, if passed as a parameter.)
* 0–999: want to see the presets with the destination this particular id in it or array of ids. Eg. "ScreenDestination":[{"id": 2}, {"id": 3}]
* Response:
* response: Array of: [{"id": 0, "Name": "Preset3.00", "LockMode": 0, "presetSno": 3.00}, {"id": 1, "Name": "Preset4.00", "LockMode": 0, "presetSno": 4.00}]
* Response contains the array of presets. Above response contains id, name, lock mode preset serial number of the all the presets.
* success: (0=success, anything else is an error)
* Example:
* {"params":{"ScreenDest": 0}, "method":"listPresets", "id":"1234", "jsonrpc":"2.0"}

**listDestinationsForPreset**

* Definition:
* Lists the content of a Preset.
* Request:
* params: {“id”:x },

“x” can be:

* –1: List all Presets.
* 0–999: list only that specific Preset.
* Response:
* response: Array of: [{"id": 0, "Name": "Preset3.00", "LockMode": 0, "presetSno": 3.00, "ScreenDest":[{"id": 0}, {"id": 3}],"AuxDest":[{"id": 0}, {"id": 1}]}]
* Response contains the array of Presets.
* success: (0=success, anything else is an error)
* Example:
* { "params":{"id": 0}, "method":"listDestinationsForPreset", "id":"1234", "jsonrpc":"2.0"}

**savePreset**

* Definition:
* Creates a Preset on the Event Master processor.
* Request:
* params: {"presetName": "NewPreset", "ScreenDestination":[{"id": 2}, {"id": 3}], "AuxDestination":[{"id": 1}, {"id": 2}]}
* params: {"presetName": "NewPreset", "serialNo": 1.01, "saveFromProgram":1, "ScreenDestination":[{"id": 2}, {"id": 3}], "AuxDestination":[{"id": 1}, {"id": 2}]}
* “presetName”—Name of the Preset to save.
* ScreenDestinations—ScreenDest id for the Preset to be created.
* AuxDestinations—AuxDest id for the Preset to be created.
* ScreenDestination, AuxDestinations are optional parameters. If user didn’t provide it, Preset will be saved for selected destinations.
* serialNo- serial number for the preset to be saved. If preset exist, it will be overwritten. (Optional). Only 2-Digit decimal points are recommended, If user provides more than 2 decimal point then the number may be round off to 2-digit decimal point.  
  saveFromProgram - This flag is set to 1 if preset to be saved from program, else default will be saved from preview. (Optional)
* Multi-Operator Mode:
* New parameters are introduced to cater multi-operator mode along with above parameters.
* These parameters are used only when one or more operators are enabled.
* params: {"presetName": "NewPreset", "operatorId": y} (for normal operator)
* “operatorId”— operator index (For current release only 0,1,2 are indexes).
* If user still want to use “super-operator” mode, password is required which is passed as a parameter.
* params: {"presetName": "NewPreset", "password": "xyz"} (for super operator)
* password— Super user password saved. When this is passed, actions will be performed as no operator is enabled.
* Response:
* response: null
* success: (0=success, anything else is an error)
* Example:
* {"params": {"presetName": "NewPreset"}, "method":"savePreset", "id":"1234", "jsonrpc":"2.0"}
* {"params": {"presetName": "NewPreset", "ScreenDestination": {"id": 0},"AuxDestination":{"id": 0}}, "method":"savePreset", "id":"1234", "jsonrpc":"2.0"}
* {"params": {"presetName": "NewPreset", "serialNo": 1.01, "saveFromProgram":1}, "method":"savePreset", "id":"1234", "jsonrpc":"2.0"}
* For normal operator

{"params": {"presetName": "NewPreset", "serialNo": 5.00, "operatorId": 2}, "method":"savePreset", "id":"1234", "jsonrpc":"2.0"}

* For super operator

{"params": {"presetName": "NewPreset", "operatorId": 2}, "method":"savePreset", "id":"1234", "jsonrpc":"2.0"}

**Key points regarding Preset, which are same for rename, activate, and delete:**

* “id”—id of the preset.
* “presetSno”—preset serial number. User can provide floating point number if required. Eg. "presetSno": 1.01, "presetSno": 1.00, "presetSno": 1, "presetSno": 1.1, "presetSno": 1.10.

**Kindly note that 1.1 and 1.10 or 1.00 and 1 are same.**

**renamePreset**

* Definition:
* Rename a Preset on the Event Master processor. User can rename Preset with id, Preset serial number, or Preset name.
* Send any one of the parameters to rename Preset.
* Request params:
* params: {"id": x, "newPresetName": "NewPresetName"}
* params: {"presetSno": x.y, "newPresetName": "NewPresetName"}
* params: {"presetName": "OldPresetName", "newPresetName": "NewPresetName"}
* “newPresetName”—New Preset name to set.
* Response:
* response: null
* success: (0=success, anything else is an error)
* Example:
* {"params": {"id": 0, "newPresetName": " newPresetName "}, "method":"renamePreset", "id":"1234", "jsonrpc":"2.0"}
* {"params": {"presetName": "NewPreset", "newPresetName": "NewPresetName"}, "method":"renamePreset", "id":"1234", "jsonrpc":"2.0"}
* {"params": {"presetSno": 1.00, "newPresetName": " newPresetName "}, "method":"renamePreset", "id":"1234", "jsonrpc":"2.0"}

**activatePreset**

* Definition:
* Recall a Preset on the Event Master processor. User can recall Preset with id, Preset serial number, or Preset name.
* Send any one of the parameters to recall Preset.
* Request params:
* params: {"id": x, "type": x}
* params: {"presetSno": x.y, "type": x}
* params: {"presetName": "PresetName"}
* “type”—0 to recall in preview (default), 1 to recall in program. This is not a mandatory parameter but should be given when the user wants to recall a Preset in program.
* Multi-Operator Mode:
* New parameters are introduced to cater multi-operator mode along with above parameters.
* These parameters are used only when one or more operators are enabled.
* params: {"id": x, "operatorId": y} (for normal operator)
* “operatorId”— operator index (For current release only 0,1,2 are indexes).
* If user still want to use “super-operator” mode, password is required which is passed as a parameter.
* params: {"id": x, "password": "xyz" } (for super operator)
* password— Super user password saved. When this is passed, actions will be performed as no operator is enabled.
* Response:
* response: null
* success: (0=success, anything else is an error)
* Example:
* {"params": {"id": 0, "type": 0}, "method":"activatePreset", "id":"1234", "jsonrpc":"2.0"} //Recall in preview with id 0.
* {"params": {"presetName": "abc" }, "method":"activatePreset", "id":"1234", "jsonrpc":"2.0"} //Recall in preview with preset name “abc”.
* {"params": {"presetSno": 1.00, "type": 1}, "method":"activatePreset", "id":"1234", "jsonrpc":"2.0"} //Recall in program with presetSno 1.
* For super operator  
  {"params": {"id": 6, "password": "123"}, "method":"activatePreset", "id":"1234", "jsonrpc":"2.0"}
* For normal operator  
  {"params": {"id": 5, "operatorId": 2}, "method":"activatePreset", "id":"1234", "jsonrpc":"2.0"}

**recallNextPreset**

* Definition:
* Recall the next Preset on the Event Master processor.

No parameter is required.

* Make sure that the user has at least recalled one Preset. Web app recalls the next Preset from the last Preset recalled.
* Request:
* params: {}
* Response:
* response: null
* success: (0=success, anything else is an error)
* An error is shown if there was no last recalled Preset or if there is no next Preset in the list.
* Example:
* {"params": {}, "method":"recallNextPreset", "id":"1234", "jsonrpc":"2.0"}

**deletePreset**

* Definition:
* Delete a Preset on the Event Master processor.

User can delete Preset with id, Preset serial number, or Preset name.

* Send any one of the parameters to delete Preset.
* Request:
* params: {"id": x}
* params: {"presetSno": x.y}
* params: {"presetName": "PresetName"}
* Multi-Operator Mode:
* New parameters are introduced to cater multi-operator mode along with above parameters.
* These parameters are used only when one or more operators are enabled.
* params: {"id": x, "operatorId": y} (for normal operator)
* “operatorId”— operator index (For current release only 0,1,2 are indexes).
* If user still want to use “super-operator” mode, password is required which is passed as a parameter.
* params: {"id": x, "password": "xyz"} (for super operator)
* password— Super user password saved. When this is passed, actions will be performed as no operator is enabled.
* Response:
* response: null
* success: (0=success, anything else is an error)
* Example:
* {"params": {"id": 1}, "method":"deletePreset", "id":"1234", "jsonrpc":"2.0"}
* {"params": {"presetSno": 1.00}, "method":"deletePreset", "id":"1234", "jsonrpc":"2.0"}
* {"params": {"presetName": "Preset 5.00"}, "method":"deletePreset", "id":"1234", "jsonrpc":"2.0"}
* For super operator  
  {"params": {"id": 6, "password": "123"}, "method":"deletePreset", "id":"1234", "jsonrpc":"2.0"}
* For normal operator  
  {"params": {"id": 5, "operatorId": 2}, "method":"deletePreset", "id":"1234", "jsonrpc":"2.0"}

**listDestinations**

* Definition:
* This API lists all the destinations with properties such as layers, outputs, id, size, and name.
* Request:
* params: {"type": x}
* 0—Show all the destinations.

0 is the default value for the type parameter.

* 1—Only screen destinations.
* 2—Only aux destinations.
* Response:
* response: Array of : {"ScreenDestination":[{"id": 0, "Name": "Dest1", "HSize": 3840, "VSize": 1080, "Layers": 1,"DestOutMapColl":[{"id": 0"DestOutMap":[{"id": 0, "Name": "Out1", "HPos": 0, "VPos": 0, "HSize": 1920, "VSize":1080, "Freeze": 0},{"id": 1, "Name": "Out2", "HPos": 1920, "VPos": 0, "HSize": 1920, "VSize":1080, "Freeze": 1}]}]}],"AuxDestination":[{"id": 0, "AuxStreamMode": 4}, {"id": 1, "AuxStreamMode": 4}]}”
* success: (0=success, anything else is an error)
* • Example:
* {"params": {"type": 0}, "method":"listDestinations", "id":"1234", "jsonrpc":"2.0"}

**listSources**

* Definition:
* This API lists all the input sources with properties.
* Request:
* params: {"type": x}
* 0—Show all the input sources.

0 is the default value for the type parameter.

* 1—Only background sources.
* Response:
* - response: Array of : {"id": 0, "Name": "InSource1", "HSize": 3840, "VSize": 1080, "SrcType": 0, "InputCfgIndex": -1, "StillIndex": 0, "DestIndex": -1, "UserKeyIndex": -1, "Mode3D": 0, "Freeze": 1, "Capacity": 2, "InputCfgVideoStatus": 4}

success: (0=success, anything else is an error)

* Parameter to look for is “InputCfgVideoStatus”. Possible values:  
  0 = Invalid; there is sync, but cannot acquire / lock mismatch  
  1 = Valid; Video is OK  
  2 = MismatchFormat; Format mismatch between input cfg and connector(s)  
  3 = OutOfRange; connector capacity is too low to acquire format  
  4 = NoSync; no video
* Example:
* {"params": {"type": 0}, "method":"listSources", "id":"1234", "jsonrpc":"2.0"}
* Definition:
* This API to .
* Requestparams:
* Response:
* : null
* success: (0=success, anything else is an error)
* Example:
* {"params": {"id": 1}, "method":"activateCue", "id":"1234", "jsonrpc":"2.0"} //Play – no parame or type 0
* {"params": {"type": 1}, "method":"activateCue", "id":"1234", "jsonrpc":"2.0"} //Pause – type 1
* {"params": {"type": 2}, "method":"activateCue", "id":"1234", "jsonrpc":"2.0"} //Stop – type 2

**listCues**

* Definition:
* List all the cues.
* Request:
* params: {"id": 1}, "method":"listCues", "id":"1234", "jsonrpc":"2.0"}
* id—Index of the input config.
* Response:
* Response: Array of cue objects.
* success: (0=success, anything else is an error)
* Example:
* {"params": {}, "method":"listCues", "id":"1234", "jsonrpc":"2.0"}

**activateDestGroup**

• Definition

* Recall a DestGroup on the Event Master processor. User can recall DestGroup with id, DestGroup serial number, or DestGroup name.
* – Send any one of the parameters to recall DestGroup.

• Request params:  
– params: {"id": x}  
– params: {"destGrpSno": x.y}  
– params: {"destGrName": "GroupName"}

* id – Index of the Destination group.
* destGrpSno – Destination group serial number
* destGrName – Destnation group name.
* Response:
* Response: null
* success: (0=success, anything else is an error)
* Example:
* {"params": {"id": 0}, "method":"activateDestGroup", "id":"1234", "jsonrpc":"2.0"}
* {"params": {"destGrpName": "abc" }, "method":"activateDestGroup", "id":"1234", "jsonrpc":"2.0"}
* {"params": {"destGrpSno": 1.00}, "method":"activateDestGroup", "id":"1234", "jsonrpc":"2.0"}

**3dControl**

* Definition:
* This API provides the option to modify 3d Controls.
* Request:
* params: {“id” : id, "type": x, "syncSource": y, "syncInvert": z}
* id – Index of the input config.
* type – "x" can be: 0 – Type Off. 0 is the default value for the type parameter. 1 – Type Sequentia.
* syncSource – "y" can be: 1 – mini-Din 1, 2 – mini-Din 2, 3 – mini-Din 3, 4 – mini-Din 4. Default value is 1.
* syncInvert – "z" can be: 0 – Type Off. 0 is the default value for the syncInvert. 1 – Type Invert.
* To reset, do not provide any parameter except "id".
* Response:
* response: {"id": 0, "Name": "InSource1", "HSize": 3840, "VSize": 1080, "Src-Type": 0, "InputCfgIndex": -1, "StillIndex": 0, "DestIndex": -1, "UserKeyIndex": -1, "Mode3D": 0, "Freeze": 1, "Capacity": 2, "InputCfgVideoStatus": 4}
* success: (0=success, anything else is an error)
* Example:
* {"params": {"id": 1, "type": 0, "syncSource": 1, "syncInvert": 0}, "method":"3dControl", "id":"1234", "jsonrpc":"2.0"}

**listContent**

* Definition:
* This API shows the content of a screen destination.
* Request:
* params: {"id": x}
* “id”—Screen destination index.
* Response:

{"jsonrpc":"2.0","result":{"success":0,"response":{"id":0,"Name":"ScreenDest1","IsActive":1,"BGLyr":[{"id":0,"LastBGSourceIndex":-1,"BGShowMatte":1,"BGColor":{"id":0,"Red":0,"Green":0,"Blue":0}},{"id":1,"LastBGSourceIndex":-1,"BGShowMatte":1,"BGColor":{"id":0,"Red":0,"Green":0,"Blue":0}}],"Layers":[{"id":0,"Name":"Layer1-A","LastSrcIdx":-1,"PvwMode":0,"PgmMode":0,"LinkLayerId":0,"LinkDestId":0,"Capacity":1,"PvwZOrder":0,"PgmZOrder":0,"Freeze":0,"ScalingMode":2,"Window":[{"HPos":0,"VPos":0,"HSize":1920,"VSize":1080},{"HPos":0,"VPos":0,"HSize":1920,"VSize":1080}],"Source":[{"HPos":0,"VPos":0,"HSize":1920,"VSize":1080},{"HPos":0,"VPos":0,"HSize":1920,"VSize":1080}],"Mask":[{"id":0,"Top":0,"Left":0,"Right":0,"Bottom":0},{"id":0,"Top":0,"Left":0,"Right":0,"Bottom":0}]},{"id":1,"Name":"Layer1-B","LastSrcIdx":-1,"PvwMode":0,"PgmMode":0,"LinkLayerId":1,"LinkDestId":0,"Capacity":1,"PvwZOrder":0,"PgmZOrder":0,"Freeze":0,"ScalingMode":2,"Window":[{"HPos":0,"VPos":0,"HSize":1920,"VSize":1080},{"HPos":0,"VPos":0,"HSize":1920,"VSize":1080}],"Source":[{"HPos":0,"VPos":0,"HSize":1920,"VSize":1080},{"HPos":0,"VPos":0,"HSize":1920,"VSize":1080}],"Mask":[{"id":0,"Top":0,"Left":0,"Right":0,"Bottom":0},{"id":0,"Top":0,"Left":0,"Right":0,"Bottom":0}]}],"Transition":[{"id":0,"TransTime":30,"TransPos":0,"ArmMode":1},{"id":1,"TransTime":30,"TransPos":0,"ArmMode":0}],"OutputCfg":[{"id":0,"Name":"HDMIOutput1","OutputAOI":[{"id":0,"TestPattern":[{"id":0,"TestPatternMode":0}]}]}]}},"id":"1234"}

* id—index of screen destination.
* Name—Name of Screen Destination.
* BGLyr—Background layer index, Last source index of background.

“id”:0 affects the Background in Program. “id”:1 affects the Background in Preview.

* LastBGSoureIndex—This is –1 if no background is dropped, else this is index of last background dropped on screen destination.
* BGShowMatte—This is if BG to be matte or not.
* BGColor—This is background color.
* Layers—Lists layers on screen destination with its properties.
* Transition—This property of screen destination contains the transition time (from time to move from preview to program).
* LinkLayerId: Link/Global Layer Index
* LinkDestId: Link Destination Index
* success: (0=success, anything else is an error)
* Example:
* {"params": {"id": 0}, "method":"listContent", "id":"1234", "jsonrpc":"2.0"}

**listSuperDestContent**

* Definition:
* This API shows the content of a super screen destination.
* Request:
* params: {"id": x}
* “id”—Super/Link Screen destination index.
* Response:

{"jsonrpc":"2.0","result":{"success":0,"response":{"id":0,"Name":"SuperDest1","HDimention":1,"VDimention":1,"HSize":1920,"VSize":1080,"GlobalLayers":2,"DestCollection":[{"id":0,"DestType":1,"DestXmlId":0,"Name":"ScreenDest1"}],"GlobalLayerCollection":{"GlobalLayer":[{"id":0,"Name":"SuperLayer1-A","SuperLayerLinkedState":1,"LinkLayer":[{"LinkLayerXmlId":0,"DestXmlId":0}]},{"id":1,"Name":"SuperLayer1-B","SuperLayerLinkedState":1,"LinkLayer":[{"LinkLayerXmlId":1,"DestXmlId":0}]}]}}},"id":"1234"}

* id—index of super screen destination.
* Name—Name of super Screen Destination.
* HDimention — Horizontal dimension of super screen destination
* VDimention — Vertical dimension of super screen destination
* HSize: Horizontal size of super screen destination
* VSize: Vertical size of super screen destination
* GlobalLayers —Count of global Layer.
* DestCollection —Array of screen destination with index and name of screen destination and destination type.
* GlobalLayerCollection — Array of global layer with information of index, name of link layer.
* SuperLayerLinkedState — State of super/Link Layer.
* LinkLayerXmlId: Link Layer Index
* DestXmlId: Link layer part of screen Destination Index.
* success: (0=success, anything else is an error)
* Example:
* {"params": {"id": 0}, "method":"listSuperDestContent", "id":"1234", "jsonrpc":"2.0"}

**listSuperAuxContent**

* Definition:
* This API shows the content of a super aux destination.
* Request:
* params: {"id": x}
* “id”—Super Aux destination index.
* Response:

{"jsonrpc":"2.0","result":{"success":0,"response":{"id":0,"Name":"SuperAux1","HDimention":2,"VDimention":1,"HSize":3840,"VSize":1080,"AuxDestCollection":[{"id":0,"DestType":0,"DestXmlId":0,"Name":"AuxDest1"},{"id":1,"DestType":0,"DestXmlId":1,"Name":"AuxDest2"}]}},"id":"1234"}

* id—index of super aux destination.
* Name—Name of super aux Destination.
* HDimention — Horizontal dimension of super aux destination
* VDimention — Vertical dimension of super aux destination
* HSize: Horizontal size of super aux destination
* VSize: Vertical size of super aux destination
* AuxDestCollection —Array of aux destination with index and name of aux destination and destination type.

* success: (0=success, anything else is an error)
* Example:
* {"params": {"id": 0}, "method":"listSuperAuxContent", "id":"1234", "jsonrpc":"2.0"}

**changeContent**

* Definition:
* This API changes the content of a screen destination by putting background and layers in it.
* Request:
* params: {"id":0, "TestPattern" :5, "BGLyr":[{"id":0,"LastBGSourceIndex":0,"BGShowMatte":0, "BGColor":[{"id":0,"Red":0,"Green":0,"Blue":0}]},{"id":1,"LastBGSourceIndex":0, "BGShowMatte":0,"BGColor":[{"id":0,"Red":0,"Green":0,"Blue":0}]}],"Layers": [{"id":0,"LastSrcIdx":0,"Window":{"HPos":0,"VPos":0,"HSize":400,"VSize":300}, "Source":{"HPos":0,"VPos":0,"HSize":1920,"VSize":1080}, "Mask":{ "Left":0.01, "Right":10.1, "Top":0.0,"Bottom":0.0},"PvwMode":1,"PgmMode":0,"Freeze":0, "PgmZOrder":0,"PvwZOrder":0}]}
* id—Screen destination index.
* BGLyr—Background layer index, Last source index of background.

“id”:0 affects the Background in Program. “id”:1 affects the Background in Preview.

* Layers—Layer information.
* Window—Layer window size.
* Source—Source info and size.
* Mask—Crop the visible part of the layer.
* PvwMode—Set 1 if you want the content in preview. (Default)
* PgmMode—Set 1 if you want the content in program.
* TestPattern – Provide test pattern id
* Response:
* response: null
* success: (0=success, anything else is an error)
* Example:
* {"jsonrpc":"2.0","result":{"success":0,"response":{"id":0,"Name":"ScreenDest1","BGLyr":[{"id":0,"LastBGSourceIndex":-1,"BGShowMatte":1,"BGColor":{"id":0,"Red":0,"Green":0,"Blue":0}},{"id":1,"LastBGSourceIndex":-1,"BGShowMatte":1,"BGColor":{"id":0,"Red":0,"Green":0,"Blue":0}}],"Layers":[{"id":0,"Name":"Layer1-A","LastSrcIdx":1,"PvwMode":1,"PgmMode":0,"Capacity":1,"PvwZOrder":0,"PgmZOrder":0,"Freeze":0,"Window":[{"HPos":514,"VPos":289,"HSize":892,"VSize":502},{"HPos":0,"VPos":0,"HSize":1920,"VSize":1080}],"Source":[{"HPos":0,"VPos":0,"HSize":1920,"VSize":1080},{"HPos":0,"VPos":0,"HSize":1920,"VSize":1080}],"Mask":[{"id":0,"Top":0,"Left":0,"Right":0,"Bottom":0},{"id":0,"Top":0,"Left":0,"Right":0,"Bottom":0}]},{"id":1,"Name":"Layer1-B","LastSrcIdx":-1,"PvwMode":0,"PgmMode":0,"Capacity":1,"PvwZOrder":0,"PgmZOrder":0,"Freeze":0,"Window":[{"HPos":0,"VPos":0,"HSize":1920,"VSize":1080},{"HPos":0,"VPos":0,"HSize":1920,"VSize":1080}],"Source":[{"HPos":0,"VPos":0,"HSize":1920,"VSize":1080},{"HPos":0,"VPos":0,"HSize":1920,"VSize":1080}],"Mask":[{"id":0,"Top":0,"Left":0,"Right":0,"Bottom":0},{"id":0,"Top":0,"Left":0,"Right":0,"Bottom":0}]}],"Transition":[{"id":0,"TransTime":30,"TransPos":0},{"id":1,"TransTime":30,"TransPos":0}],"OutputCfg":[{"id":0,"Name":"Output1","OutputAOI":[{"id":0,"TestPattern":[{"id":0,"TestPatternMode":0}]}]}]}},"id":"1234"}
* {"params":{"id":0, "TestPattern" :5 }, "method":"changeContent", "id":"1234", "jsonrpc":"2.0"}

**changeSuperDestContent**

* Definition:
* This API changes layer parameters for each super layer in all screen destination that are part of a super destination.
* Request:
* Params: {"id":0,"GlobalLayers”: [{"id":0,"Window":{"HPos":0,"VPos":0,"HSize":700,"VSize":300}}]}
* id—Super Screen destination index.
* GlobalLayers — Array of Global Layers with index, H/V position and H/V size.
* Response:
* response: null
* success: (0=success, anything else is an error)
* Example:
* {"params":{"id":0,"GlobalLayers":[{"id":0,"Window":{"HPos":0,"VPos":0,"HSize":700,"VSize":300}}]},  
  "method":"changeSuperDestContent", "id":"1234", "jsonrpc":"2.0"}

**changeSuperAuxContent**

* Definition:
* This API changes sources for any aux destination which is part of super aux.
* Request:
* Params: {"id":0,"Destinations”: [{"id":0, "Name": "AuxDest1”, "PvwLastSrcIndex": 0 , "PgmLastSrcIndex":0}]}
* id—Super Aux destination index.
* Destinations — Array of Aux destination with index, Name of aux destination to be renamed, Preview source and Program source to be modified in aux destination.
* Response:
* response: null
* success: (0=success, anything else is an error)
* Example:
* {"params":{"id":0,"Destinations":[{"id":0, "Name": "AuxDest1" , "PvwLastSrcIndex": 0 , "PgmLastSrcIndex":0}]}, "method":"changeSuperAuxContent", "id":"1234", "jsonrpc":"2.0"}

**freezeDestSources**

* Definition:
* This API Freezes/Unfreezes the sources.
* Request:
* params: {"type": x, "id": y, "screengroup": z ,"mode": 0/1}
* type—type of source.
* 0—Input source.
* 1—Background source.
* 2—ScreenDestination.
* 3—AuxDestination.
* id—Index of the source.
* Screengroup—For future use. Always set to 0.
* Mode—0 : UnFreeze, 1 : Freeze.
* Response:
* response: null
* success: (0=success, anything else is an error)
* Example:
* {"params": {"type": 0, "id": 0, "screengroup": 0 ,"mode": 1}, "method":"freezeDestSource", "id":"1234", "jsonrpc":"2.0"}

**listStill**

* Definition:
* This API lists all the stills with properties such as id, Name, H/V size, LockMode, StillState, PngState, File size.
* Request:
* params: {}
* Response:
* response: Array of : [{"id":0,"Name":"StillStore1","LockMode":0,"HSize":{"Min":0,"Max":99999,"$t":1920},"VSize":{"Min":0, "Max":99999,"$t":1080},"StillState":{"Min":0,"Max":4,"$t":3},"PngState":{"Min":0,"Max":2,"$t":0},"FileSize":{"Min":0,"Max":100000,"$t":9331.2}}]
* id—Index of still store.
* Name—Name of still store.
* LockMode—For future use. Always set to 0.
* H/V size—Horizontal and vertical size, Min, max and current value. It shows the current value.
* StillState—This tells user if the still is currently being captured or not, or if it is getting deleted.
* PngState—The “PNG” for stills are for the thumbnails we capture for the stills.
* FileSize—Size of the file created in KBs.
* success: (0=success, anything else is an error)
* Example:
* {"params": {}, "method":"listStill", "id":"1234", "jsonrpc":"2.0"}

**deleteStill**

* Definition:
* This API deletes a still.
* Request:
* params: {“id”: x}
* id—Index of still.
* Response:
* response: null
* success: (0=success, anything else is an error)
* Example:
* {"params":{"id": 0}, "method":"deleteStill", "id":"1234", "jsonrpc":"2.0"}

**takeStill**

* Definition:
* This API creates/overwrites a still.
* Request:
* params: { "type": x, "id": y, "file": z}
* type—0 for input source, 1 for BG source.
* Id—Index of the source. If the source id of the destination is provided, no still is created and an error is shown.
* File—still file id. If you pass “file” : 5, this creates StillStore6.
* Response:
* - response: null
* - success: (0=success, anything else is an error)
* Example:
* {"params":{"type":0 , "id": 1, "file": 5}, "method":"takeStill", "id":"1234", "jsonrpc":"2.0"}
* This creates a still from input source id 1 as StillStore6.

**getFrameSettings**

* Definition:
* This API shows system information, including all the frames information.
* Request:
* params: {}
* Response:
* {"System":{"id":0,"Name":"System1","FrameCollection":{"id":0,"Frame":{"id":"00:0c:29:0e:86:d4","Name":"E2","Contact":"","Version":"4.2.30738","OSVersion":"NA","FrameType":0,"FrameTypeName":"E2","Enet":{"DhcpMode":0, "DhcpModeName":"Static","IP":"10.98.0.165","StaticIP":"192.168.000.175","MacAddress":"00:0c:29:0e:86:d4","StaticMask":"255.255.255.000","StaticGateway":"192.168.000.001"},"SysCard":{"SlotState":2, "CardStatusID":2,"CardStatusLabel":"Ready","CardTypeID":80, "CardTypeLabel":"System","CardID":0},"Slot":[{"Card":{"CardStatusID":2, "CardStatusLabel":"Ready","CardTypeID":70,"CardTypeLabel":"Expansion","CardID":"thisissometextforid0"}},{"Card":{"CardStatusID":2,"CardStatusLabel":"Ready","CardTypeID":70,"CardTypeLabel":"Expansion","CardID":"thisissometextforid1"}},{"Card":{"CardStatusID":0,"CardStatusLabel":"Not Installed","CardTypeID":255,"CardTypeLabel":"Unknown","CardID":"Undefined"}},{"Card":{"CardStatusID":2,"CardStatusLabel":"Ready","CardTypeID":1,"CardTypeLabel":"SDI Input","CardID":"thisissometextforid211"}},{"Card":{"CardStatusID":2,"CardStatusLabel":"Ready","CardTypeID":3,"CardID":"thisissometextforid2"}},{"Card":{"CardStatusID":2,"CardStatusLabel":"Ready","CardTypeID":0,"CardTypeLabel":"DVI Input","CardID":"thisissometextforid4"}},{"Card":{"CardStatusID":2,"CardStatusLabel":"Ready","CardTypeID":2, "CardTypeLabel":"HDMI/DP Input","CardID":"thisissometextforid5"}},{"Card":{"CardStatusID":2,"CardStatusLabel":"Ready","CardTypeID":2, "CardTypeLabel":"HDMI/DP Input","CardID":"thisissometextforid7"}},{"Card":{"CardStatusID":2,"CardStatusLabel":"Ready","CardTypeID":2, "CardTypeLabel":"HDMI/DP Input","CardID":"thisissometextforid8"}},{"Card":{"CardStatusID":2,"CardStatusLabel":"Ready","CardTypeID":2, "CardTypeLabel":"HDMI/DP Input","CardID":"thisissometextforid9"}},{"Card":{"CardStatusID":2,"CardStatusLabel":"Ready","CardTypeID":22, "CardTypeLabel":"HDMI Output","CardID":"CardID3"}},{"Card":{"CardStatusID":2, "CardStatusLabel":"Ready","CardTypeID":22,"CardTypeLabel":"HDMI Output","CardID":"CardID4"}},{"Card":{"CardStatusID":2,"CardStatusLabel":"Ready","CardTypeID":21,"CardTypeLabel":"SDI Output","CardID":"CardID415"}},{"Card":{"CardStatusID":2,"CardStatusLabel":"Ready","CardTypeID":40, "CardTypeLabel":"MVR","CardID":"CardID15"}},{"Card":{"CardStatusID":2, "CardStatusLabel":"Ready","CardTypeID":50,"CardTypeLabel":"VPU Scaler","CardID":"thisissometextforid501"}},{"Card":{"CardStatusID":2, "CardStatusLabel":"Ready","CardTypeID":50,"CardTypeLabel":"VPU Scaler","CardID":"thisissometextforid502"}},{"Card":{"CardStatusID":2, "CardStatusLabel":"Ready","CardTypeID":50,"CardTypeLabel":"VPU Scaler","CardID":"thisissometextforid503"}},{"Card":{"CardStatusID":2, "CardStatusLabel":"Ready","CardTypeID":50,"CardTypeLabel":"VPU Scaler","CardID":"thisissometextforid504"}},{"Card":{"CardStatusID":0, "CardStatusLabel":"Not Installed","CardTypeID":255,"CardTypeLabel":"Unknown","CardID":"Undefined"}},{"Card":{"CardStatusID":2,"CardStatusLabel":"Ready","CardTypeID":50,"CardTypeLabel":"VPU Scaler","CardID":"thisissometextforid505"}},{"Card":{"CardStatusID":2,"CardStatusLabel":"Ready","CardTypeID":50,"CardTypeLabel":"VPU Scaler","CardID":"thisissometextforid506"}},{"Card":{"CardStatusID":2,"CardStatusLabel":"Ready","CardTypeID":50,"CardTypeLabel":"VPU Scaler","CardID":"thisissometextforid507"}},{"Card":{"CardStatusID":2,"CardStatusLabel":"Ready","CardTypeID":50,"CardTypeLabel":"VPU Scaler","CardID":"thisissometextforid508"}}]}}}}}
* System—System name and index.
* FrameCollection—Collection of frames in a system containing frame information.
* Frame—Contains frame information.
* Id—Mac Id of the frame.
* Name—Name of the frame.
* Contact—Contact information.
* Version—Current version of the software installed on the frame.
* OSVersion—Current OS version installed on the frame.
* FrameType—0: E2, 1:S3, 2: Ex.
* FrameTypeName—Type of the frame: E2/S3/Ex.
* Enet—Ethernet settings.
* SysCard—System card information.
* Slot—List of Input/Output/Expansion card information.
* success: (0=success, anything else is an error)
* Example:
* {"params":{}, "method":"getFrameSettings", "id":"1234", "jsonrpc":"2.0"}

**listAuxContent**

* Definition:
* This API shows Aux destination information.
* Request:
* params: {“id”: x}
* Id—Index of the Aux destination.
* Response:
* response: {"id":0,"Name":"AuxDest1","PvwLastSrcIndex":0,"PgmLastSrcIndex":0}
* id—Index of Aux destination.
* Name—Name of Aux destination.
* PvwLastSrcIndex—Input/Background source index in the preview area.
* PgmLastSrcIndex—Input/Background source index in the program area.
* success: (0=success, anything else is an error)
* Example:
* {"params": {"id": 0}, "method":"listAuxContent", "id":"1234", "jsonrpc":"2.0"}

**changeAuxContent**

* Definition:
* This API changes the source in the Aux destinations.
* Request:
* params: {"id":x, "Name": "AuxDest1" , "PvwLastSrcIndex": y , "PgmLastSrcIndex": z}
* id—Index of the Aux destination.
* Name—Name of Aux destination. (Optional paramter)
* PvwLastSrcIndex—Input/Background source index to set in Aux destination in the preview area.
* PgmLastSrcIndex—Input/Background source index to set in Aux destination in the program area.
* TestPattern – Provide test pattern id
* Response:
* response: null
* success: (0=success, anything else is an error)
* Example:
* {"params": {"id":0 , "Name": "AuxDest1" , "PvwLastSrcIndex": 6 , "PgmLastSrcIndex": 1}, "method":"changeAuxContent", "id":"1234", "jsonrpc":"2.0"}
* {"params":{"id":0, "TestPattern" :3 }, "method":"changeAuxContent", "id":"1234", "jsonrpc":"2.0"}

## Subscription and Un-Subscription

When a subscription is done from a JSON-based application, a notification is sent to the ip port where the application is running when there is change for which the user has subscribed.

Actual notification is sent asynchronously as an HTTP Post, with the following structure: {result: {method: "notification", notificationType: "ScreenDestChanged",change: { add: [2], remove: [], update: [0, 1, 2] }}}.

The change field contains the XmlId(s) of the screens that were added/removed or updated.

![](data:image/png;base64,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) All subscriptions are lost once the Event Master processor is restarted, and they must be subscribed again if required.

**subscribe**

* Definition
* User can use this API to subscribe to change events in the Event Master processor.
* Once subscribed, the API sends a notification in the form of an HTTP Post to the Url: http://hostname:port/.
* Request:
* params: {"hostname": hostname, "port": port, "notification" : notificationType[]}
* hostname—Hostname or IP Address to which the notifications are sent.
* port—TCP port to which the notification are posted.
* notificationTypes—an array of notifications to which a user wants to subscribe.
* ScreenDestChanged
* AUXDestChanged
* FrameChanged
* NativeRateChanged
* InputCfgChanged
* SourceChanged
* BGSourceChanged
* PresetChanged
* StillChanged
* OutputCfgChanged
* CueChanged
* Response:
* response: {"method": "subscribe"}
* success: (0=success, anything else is an error)
* Example:
* {"params": {"hostname" : "192.168.247.131", "port": "3000", "notification" : ["ScreenDestChanged", "AUXDestChanged"]}, "method":"subscribe", "id":"1234", "jsonrpc":"2.0"}

**unsubscribe**

* Definition
* User can use this API to remove the subscription for the given hostname: port and notificationType.
* Request:
* params: {"hostname": hostname, "port": port, "notification" : notificationType[]}
* hostname—Hostname or IP Address from which the subscription is to be removed.
* port—TCP port.
* notificationTypes—an array of notifications to which a user wants to subscribe.
* ScreenDestChanged
* AUXDestChanged
* FrameChanged
* NativeRateChanged
* InputCfgChanged
* SourceChanged
* BGSourceChanged
* PresetChanged
* StillChanged
* OutputCfgChanged
* CueChanged
* Response:
* response: {"method": " unsubscribe"}
* success: (0=success, anything else is an error)
* Example:
* {"params": {"hostname" : "192.168.247.131", "port": "3000", "notification" : ["ScreenDestChanged", "AUXDestChanged"]}, "method":"unsubscribe", "id":"1234", "jsonrpc":"2.0"}

**3dControlOutput**

* Definition:
* This API provides the option to modify 3d Controls on output configs.
* Request:
* {"params": {"outputId": 0, "3Dtype": 1}, "method":"3dControlOutput", "id":"1234", "jsonrpc":"2.0"}
* outputId – Index of the output config.
* 3Dtype – "x" can be: 0 – Type Off. 0 is the default value for the type parameter. 1 – Type Sequential.
* To reset, do not provide any parameter except "outputId".
* Response:
* response: null
* success: (0=success, anything else is an error)
* Example:
* {"params": {"outputId": 0, "3Dtype": 1}, "method":"3dControlOutput", "id":"1234", "jsonrpc":"2.0"}

**armUnarmDestination**

* Definition:
* Arm and Unarm the destinations.
* Request:
* params: {"arm": 1, "ScreenDestination":[{"id": 2}, {"id": 3}], "AuxDestination":[{"id": 1}, {"id": 2}]}
* "arm": - “x” can be: 0 – to unarm and 1 to arm.
* ScreenDestinations—ScreenDest ids to arm/unarm.
* AuxDestinations—AuxDest ids to arm/unarm.
* Response:
* response: null
* success: (0=success, anything else is an error)
* Example:
* {"params": {"arm": 1, "ScreenDestination":[{"id": 0}, {"id": 2}], "AuxDestination":[{"id": 0}, {"id": 1}]}, "method":"armUnarmDestination", "id":"1234", "jsonrpc":"2.0"}
* {"params": {"arm": 0, "ScreenDestination":[{"id": 0}, {"id": 2}], "AuxDestination":[{"id": 0}, {"id": 1}]}, "method":"armUnarmDestination", "id":"1234", "jsonrpc":"2.0"}

**fillHV**

* Definition:
* Fits layers to screen destination horizontally and vertically.
* Request:
* params: {"screenId": x, "Layers": [{"id": 0}, {"id": 1}, {"id": 3}]}
* screenId — index of screen destination
* Layers — Array of layer indexes.
* Response:
* response: null
* success: (0=success, anything else is an error)
* Example:
* {"params": {"screenId": 0, "Layers": [{"id": 0}, {"id": 1}]}, "method":"fillHV", "id":"1234", "jsonrpc":"2.0"}

**clearLayers**

* Definition:
* Clear layers from screen destinations only for custom mode.
* Request:
* params: {"screenId": x, "Layers": [{"id": 0}, {"id": 1}, {"id": 3}]}
* screenId — index of screen destination
* Layers — Array of layer indexes.
* Response:
* response: null
* success: (0=success, anything else is an error)
* Example:
* {"params": {"screenId": 0, "Layers": [{"id": 0}, {"id": 1}]}, "method":"clearLayers", "id":"1234", "jsonrpc":"2.0"}

**recallUserKey**

* Definition:
* Recall a UserKey on the Event Master processor. User can recall UserKey with id or UserKey name.
* Send any one of the parameters to recall UserKey.
* Request params:
* params: {"id": x, "ScreenDestination": [], "Layer":[] }
* params: {" userkeyName": "UserKeyName", "ScreenDestination": [], "Layer":[] }
* ScreenDestination— Indexes of screen destination
* Layer – Array of layers index in screen destination on which UserKey is to be recalled.  
  **\*Note: If user provide params: {"id": x, "ScreenDestination": [1,2], "Layer":[1,2,3]} then this means Screen 1 - Layer 1,2,3, Screen 2 - Layer 1,2,3 and so on.**
* Response:
* response: null
* success: (0=success, anything else is an error)
* Example:
* {"params": {"id": 0, "ScreenDestination": [0,1,2], "Layer":[0,2,4]}, "method":"recallUserKey", "id":"1234", "jsonrpc":"2.0"} //Recall with id 0.
* {"params": {"userkeyName": "abc", "ScreenDestination": [0,1], "Layer":[0]}, "method":"recallUserKey", "id":"1234", "jsonrpc":"2.0"} //Recall userkey name “abc”.

**listUserKey**

* Definition:
* This API lists all userkeys in the system.
* Request params:
* params: {}
* Response:
* response: null
* success: (0=success, anything else is an error)
* Example:
* {"params": {}, "method":"listUserKeys", "id":"1234", "jsonrpc":"2.0"}

**listSourceMainBackup**

* Definition:
* This API shows list of inputs and backgrounds which has backup configured.
* Request:
* params: {“inputType”: x}
* x can be – 1(Default): For all Inputs, 0 for inputs and 1 for Background. This is not mandatory parameter, if not provided, all (Inputs + Background) are listed.
* Response:
* response: Array of inputs / Background

[{"id":0,"Name":"HDMIInput1","Backup":[{"id":0,"inputId":8,"stillId":null,"destId":null,"Name":"DPBackground1"},{"id":2,"inputId":4,"stillId":null,"destId":null,"Name":"DPInput5"}]}]

* id—Index of inputs or background.
* Name—Name of inpt/Background.
* VideoStatus:
  + 0: there is sync, but cannot acquire / lock mismatch
  + 1: Video status is OK
  + 2: Format mismatch between Input config and connector(s)
  + 3: Capacity / system mode error
  + 4: A connector lost sync
* Array of Backup
  + Id – backup Index (0, 1, 2). (Max we can set 3 backup)
  + InputId: index of input which is configured as backup source.
  + stillId: index of still which is configured as backup source.
  + destId: index of screen destination which is configured as backup source.
  + Name: Name of source configured as backup.
* success: (0=success, anything else is an error)
* Example:
* {"params":{"inputType": -1}, "method":"listSourceMainBackup", "id":"1234", "jsonrpc":"2.0"}

**activateSourceMainBackup**

* Definition:
* This API configure backups on inputs and backgrounds.
* Request:
* params: {"inputId":8,

"Backup1": {"SrcType": 1, "SourceId": 1},

"Backup2": {"SrcType": 0, "SourceId": 0}, "Backup3": {"SrcType": 1, "SourceId": 0},

"BackUpState":1}

* inputId: index of input/Background for which backup needs to be configured.
* Backup1/Backup2/Backup3:
  + SrcType: 0 for input, 1 for Stills.
  + SourceId: Index of input/background or Still.
* BackupState: Backup id which needs to be set for backup of the main input. -1 to set primary and is default (If not provided then primary will be activated)
* Response:
* response: null
* success: (0=success, anything else is an error)
* Example:
* {"params":{"inputId":8,

"Backup1": {"SrcType": 1, "SourceId": 1},

"Backup2": {"SrcType": 0, "SourceId": 0}, "Backup3": {"SrcType": 1, "SourceId": 0},

"BackUpState":1}, "method":"activateSourceMainBackup", "id":"1234", "jsonrpc":"2.0"}

* Definition:
* This API reset the applied source backup to primary.
* Request params:
* params: {“id": 2}
* id: Source index to be reset.
* Response:
* response: null
* success: (0=success, anything else is an error)
* Example:
* {"params": {"id": 22}, "method":"resetSourceMainBackup", "id":"1234", "jsonrpc":"2.0"}

**listInputs**

* Definition:
* This queries the list of inputs configured.
* Request:
* params: {"inputId": x},

“x” can be:

* –1: For All inputs. (inputId is optional parameter, if not provided list of all inputs configured will be returned.)
* Anything else will be treated as input config index and will return input of that index.
* Response:
* response: Array of: {"id":8,"Name":"DPBackground1","SyncStatus":"None","VideoStatus":"No Sync","Format":"1920x1080p @59.94","Color\_Space":"RGB, Full Range","Colorimetry":"BT.709","GammaFx":"SDR","ColorDepth":"N/A","Capacity":"SL"}]
* Response contains the array of inputs. Above response contains id, name, Sync status, video status, Format, Color Space, Colorimetry, Gamma Fx, Color Depth and capacity.
* success: (0=success, anything else is an error)
* Example:
* {"params":{"inputId": 1}, "method":"listInputs", "id":"1234", "jsonrpc":"2.0"}

**listOutputs**

* Definition:
* This queries the list of outputs configured.
* Request:
* params: {"outputCfgId": x},

“x” can be:

* –1: For All outputs. (outputCfgId is not mandatory parameter, if not provided list of all outputs configured will be returned.)
* Anything else will be treated as output config index and will return output of that index.
* Response:
* response: Array of:[{"id":2,"Name":"HDMIOutput3","Format":"1920x1080p @59.94","ColorSampleBit":"RGB/4:4:4/8","Color\_Space":"RGB, Full Range","Colorimetry":"BT.709","GammaFx":"SDR","HDRMetaFileIndex":0,"Capacity":"4K"}]
* Response contains the array of outputs. Above response contains id, name, Format, Color/Sample/Bit, Color space, Colorimetry, Gamma Fx, HDRMetaFileIndex and capacity.
* success: (0=success, anything else is an error)
* Example:
* {"params":{"outputCfgId": 1}, "method":"listOutputs", "id":"1234", "jsonrpc":"2.0"}

**mvrLayoutChange**

* Definition:
* This API changes layout in the given frame multiviewer.
* Request:
* params: {"frameUnitId": x, "mvrLayoutId": x}
* frameUnitId: Frame unit id for which MVR layout needs to be changed.
* mvrLayoutId: Mvr layout index. Possible value 0 to 3.
* Both are mandatory parameters for this API.
* Response:
* response: null
* success: (0=success, anything else is an error)
* Example:
* {"params": {"frameUnitId": 0, "mvrLayoutId": 1}, "method":"mvrLayoutChange", "id":"1234", "jsonrpc":"2.0"}

**listOperators**

* Definition:
* This queries the list of outputs configured.
* Request:
* params: {}
* Response:
* response: Array of [{"id":0,"Name":"Operator 1","Enable":0,"StartRange":1,"EndRange":1000,"InvertColor":0,"DestCollection":[]},{"id":1,"Name":"Operator 2 ","Enable":1,"StartRange":3,"EndRange":4,"InvertColor":0,"DestCollection":[{"id":0,"DestType":1,"DestXmlId":0,"Name":"ScreenDest1"},{"id":1,"DestType":0,"DestXmlId":0,"Name":"AuxDest1"}]},{"id":2,"Name":"Operator 3","Enable":0,"StartRange":1,"EndRange":1000,"InvertColor":0,"DestCollection":[{"id":0,"DestType":1,"DestXmlId":0,"Name":"ScreenDest1"}]}]
* Response contains the array of multioperators. Above response contains id, name, Enable mode , Start Range of preset serial number, End Range of preset serial number, color of controller is inverted for this operator and collection of destination selected for this operator.
* success: (0=success, anything else is an error)
* Example:
* {"params":{}, "method":"listOperators", "id":"1234", "jsonrpc":"2.0"}

**configureOperator**

* Definition:
* This API helps user to configure operator.
* Request:
* params: {"operatorId": 2, "name": "qwert", "startRange":89, "endRange":95, "enable": 0, "add" :{"destType": 1, "destIndex":0}, "remove" :{"destType": 1, "destIndex":1}}
* operatorId: Operator index which needs to be configured.
* name: User can set the name of the operator.
* startRange : This is start range of preset serial number assigned to the operator.
* endRange: This is end range of preset serial number assigned to the operator.
* enable: enable(1) or disable(0) the operator.
* add/remove: Add/Remove destination for the operator.
  + destType: 0- aux, 1 - screen, 2 – link destination and 3 for super aux.
  + destIndex: destination index.
* Response:
* response: null
* success: (0=success, anything else is an error)
* Example:
* {"params": {"operatorId": 2, "name": "qwert", "startRange":89, "endRange":95, "enable": 0}, "method":"configureOperator", "id":"1234", "jsonrpc":"2.0"}
* {"params": {"operatorId": 1, "add" :{"destType": 1, "destIndex":0}, "remove" :{"destType": 1, "destIndex":1}}, "method":"configureOperator", "id":"1234", "jsonrpc":"2.0"}
* {"params": {"operatorId": 1, "name": "operator1", "endRange":34}, "method":"configureOperator", "id":"1234", "jsonrpc":"2.0"}
* {"params": {"operatorId": 1, "name": "operator1", "startRange":89}, "method":"configureOperator", "id":"1234", "jsonrpc":"2.0"}