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1. 小工具

C++”万能”头

/\*

\* ${project\_name}/${file\_name}

\* Created on: ${date}

\* Author : ben

\*/

**#**include<cstdio>

#include <cstdlib>

#include <cstring>

#include <cmath>

#include <ctime>

#include <iostream>

#include <algorithm>

#include <queue>

#include <set>

#include <map>

#include <stack>

#include <string>

#include <vector>

#include <deque>

#include <list>

#include <functional>

#include <numeric>

#include <cctype>

using namespace std;

typedef long long LL;

int main() {

#ifndef ONLINE\_JUDGE

freopen("data.in", "r", stdin);

#endif

return 0;

}

Java代码框架

import java.io.\*;

import java.util.\*;

public class Main {

public static Scanner getFileScanner(boolean isOnlineJudge) {

if(isOnlineJudge) {

return new Scanner(System.in);

}

File myFile = new File("data.in");

FileInputStream myFileStream = null;

try {

myFileStream = new FileInputStream(myFile);

} catch (FileNotFoundException e) {

}

Scanner cin = new Scanner(myFileStream);

return cin;

}

public static void main(String[] args) {

//获取输入对象，参数为true时为标准输入，否则从data.in文件读入

Scanner cin = getFileScanner(false);

}

}

组合工具

/\*\*

\* 用于穷举过程中按顺序生成所有的组合，用法示例如下：

CCombination c;

c.init(5, 3);

while (c.next()) {

cout << c.data[0] << c.data[1] << c.data[2] << endl;

}

\* c.init(5, 3)即为将组合对象初始化为5个中选3个

\* 循环语句就可以输出所有的组合情况如012、013、234等

\*/

class CCombination {

public:

int total;

int elite;

int\* data;

void init(int givenTotal, int givenElite);

bool next();

~CCombination();

};

CCombination::~CCombination() {

if (data != NULL)

delete[] data;

}

void CCombination::init(int givenTotal, int givenElite) {

total = givenTotal;

elite = givenElite;

data = new int[total];

data[0] = -1; //表示下一个才是开始，是第一个

}

bool CCombination::next() {

int i = 0;

if (data[0] == -1) {

for (i = 0; i < elite; i++)

data[i] = i;

return true;

}

int pos = -1;

for (i = elite - 1; i >= 0; i--) {

if (data[i] < total - elite + i) {

pos = i;

break;

}

}

if (pos == -1)

return false;

data[pos]++;

for (i = pos + 1; i < elite; i++)

data[i] = data[pos] + (i - pos);

return true;

}

排列工具

/\*\*

\* 与上面组合工具用法类似，只是生成的为所有排列

\* 如012、013、210、432等

\*/

class CPermutation {

public:

int total;

int elite;

int \*data;

void init(int givenTotal, int givenElite);

bool next();

~CPermutation();

};

CPermutation::~CPermutation() {

if (data != NULL)

delete[] data;

}

void CPermutation::init(int givenTotal, int givenElite) {

total = givenTotal;

elite = givenElite;

data = new int[total];

data[0] = -1;

}

bool CPermutation::next() {

int i = 0, j = 0, k = 0, max;

bool t;

if (data[0] == -1) {

for (i = 0; i < elite; i++)

data[i] = i;

return true;

}

int pos = -1;

for (i = elite - 1; i >= 0; i--) {

for (j = total - 1; j >= 0; j--) {

t = true;

for (k = 0; k < i; k++) {

if (data[k] == j) {

t = false;

break;

}

}

if (t) {

max = j;

break;

}

}

if (data[i] < max) {

pos = i;

break;

}

}

if (pos == -1)

return false;

for (j = data[pos] + 1; j < total; j++) {

t = true;

for (k = 0; k < pos; k++) {

if (j == data[k]) {

t = false;

break;

}

}

if (t) {

data[pos] = j;

break;

}

}

for (i = pos + 1; i < elite; i++) {

for (j = 0; j < total; j++) {

t = true;

for (k = 0; k < i; k++) {

if (j == data[k]) {

t = false;

break;

}

}

if (t) {

data[i] = j;

break;

}

}

}

return true;

}

进制工具

/\*\*

\* 与上面组合工具用法类似，只是生成的序列

\* 如011、012、444等

\*/

class CDigital {

public:

int total;

int elite;

int\* data;

void init(int givenTotal, int givenElite);

bool next();

~CDigital();

};

CDigital::~CDigital() {

if (data != NULL)

delete[] data;

}

void CDigital::init(int givenTotal, int givenElite) {

total = givenTotal;

elite = givenElite;

data = new int[total];

data[0] = -1; //表示下一个才是开始，是第一个

}

bool CDigital::next() {

int i = 0;

if (data[0] == -1) {

for (i = 0; i < elite; i++)

data[i] = 0;

return true;

}

int pos = -1;

for (i = elite - 1; i >= 0; i--) {

if (data[i] < total - 1) {

pos = i;

break;

}

}

if (pos == -1)

return false;

data[pos]++;

for (i = pos + 1; i < elite; i++)

data[i] = 0;

return true;

}

输入外挂

/\*\*

\* 在ACM竞赛中，核心的是算法的优化。但有的时候，一些别的

\* 的细节，也会对是否通过题目有所影响。程序的输入输出

\* 方法即是一例。通常，使用scanf函数会比使用cin输入快很

\* 多，但是使用下面的输入外挂，将会比scanf函数更快，原因

\* 是scanf中有许多额外的、关于健壮性的处理和判断。作者在

\* 多台pc机上，g++3.4.5环境中进行对比测试，发现以下函数

\* 比scanf快了5~10倍，比cin快了近100倍。

\*/

//输入非负整数，用法int a = get\_int();

int get\_int() {

int res = 0, ch;

while (!((ch = getchar()) >= '0' && ch <= '9')) {

if (ch == EOF)

return 1 << 30;

}

res = ch - '0';

while ((ch = getchar()) >= '0' && ch <= '9')

res = res \* 10 + (ch - '0');

return res;

}

//输入整数(包括负整数)，用法int a = get\_int2();

int get\_int2() {

int res = 0, ch, flag = 0;

while (!((ch = getchar()) >= '0' && ch <= '9')) {

if (ch == '-')

flag = 1;

if (ch == EOF)

return 1 << 30;

}

res = ch - '0';

while ((ch = getchar()) >= '0' && ch <= '9')

res = res \* 10 + (ch - '0');

if (flag == 1)

res = -res;

return res;

}

//输入字符串(串中不包含空格等)，用法get\_str(str);

bool get\_str(char \*str) {

char c;

while ((c = getchar()) <= ' ') {

if(c == EOF) {

return false;

}

}

int I = 0;

while (c > ' ') {

str[I++] = c; c = getchar();

}

str[I] = 0;

return true;

}

C++大数类

#include <iostream>

#include <string>

using namespace std;

class BigInteger {

public:

BigInteger() {

}

BigInteger(char s[]);

BigInteger(int i);

public:

//重载赋值操作，允许用普通数给大数赋值

int operator=(int bn2);

//重载赋值操作，允许用字符串形式的大数给其赋值

char \* operator=(char \*s1);

public:

//重载输入操作符

friend istream& operator >>(istream& input, BigInteger& bn) {

input >> bn.m\_s;

return input;

}

//重载输出操作符

friend ostream& operator <<(ostream& output, BigInteger& bn) {

output << bn.m\_s;

return output;

}

friend BigInteger operator +(BigInteger bn1, BigInteger bn2);

friend BigInteger operator -(BigInteger bn1, BigInteger bn2);

friend BigInteger operator -(BigInteger bn1);

friend BigInteger operator \*(BigInteger bn1, BigInteger bn2);

friend BigInteger operator %(BigInteger bn1, BigInteger bn2);

friend int operator %(BigInteger bn1, int bn2);

friend BigInteger operator /(BigInteger bn1, BigInteger bn2);

friend bool operator <(const BigInteger& bn1, const BigInteger& bn2);

friend bool operator <=(const BigInteger& bn1, const BigInteger& bn2);

friend bool operator >(const BigInteger& bn1, const BigInteger& bn2);

friend bool operator >(const BigInteger& bn1, int bn2);

friend bool operator >=(const BigInteger& bn1, const BigInteger& bn2);

friend bool operator ==(const BigInteger& bn1, const BigInteger& bn2);

friend bool operator ==(const BigInteger& bn1, int bn2);

private:

//获得大数的位数

int size() const {

return m\_s.size();

}

private:

//内部用string来存储大数

string m\_s;

};

//实现用普通数构造大数

BigInteger::BigInteger(int i) {

char a[2] = { 0 };

if (i == 0) {

m\_s = "0";

return;

}

for (int tmp; i > 0; i /= 10) {

tmp = i % 10;

a[0] = tmp + '0';

m\_s = a + m\_s;

}

}

//实现用字符串构造大数

BigInteger::BigInteger(char s[]) :

m\_s(s) {

}

//实现重载赋值操作，允许用普通数给大数赋值

int BigInteger::operator=(int bn2) {

char a[2] = { 0 };

m\_s = "";

if (bn2 == 0) {

m\_s = "0";

return bn2;

}

for (int tmp; bn2 > 0; bn2 /= 10) {

tmp = bn2 % 10;

a[0] = tmp + '0';

m\_s = a + m\_s;

}

return bn2;

}

//实现重载赋值操作，允许用字符串形式的大数给其赋值

char \* BigInteger::operator=(char \*s1) {

m\_s = s1;

return s1;

}

//实现小于操作重载

bool operator<(const BigInteger& bn1, const BigInteger& bn2) {

if (bn2.m\_s.length() == 1 && bn2.m\_s[0] == '0') {

if (bn1.m\_s[0] == '-') {

return true;

} else {

return false;

}

}

if (bn1.size() < bn2.size()) {

return true;

} else if (bn1.size() > bn2.size()) {

return false;

}

for (int i = 0, length = bn1.size(); i < length; ++i) {

if (bn1.m\_s[i] < bn2.m\_s[i]) {

return true;

} else if (bn1.m\_s[i] > bn2.m\_s[i]) {

return false;

}

}

return false;

}

//实现等于操作重载

bool operator==(const BigInteger& bn1, const BigInteger& bn2) {

if (bn1.size() != bn2.size()) {

return false;

}

for (int i = 0, length = bn1.size(); i < length; ++i) {

if (bn1.m\_s[i] != bn2.m\_s[i]) {

return false;

}

}

return true;

}

//实现小于等于重载

bool operator<=(const BigInteger& bn1, const BigInteger& bn2) {

if (bn1 < bn2 || bn1 == bn2) {

return true;

} else {

return false;

}

}

//使大数可以跟普通数比较

bool operator==(const BigInteger& bn1, int bn2) {

BigInteger i(bn2);

if (bn1 == i) {

return true;

}

return false;

}

bool operator>(const BigInteger& bn1, const BigInteger& bn2) {

if (bn1 < bn2 == false && (bn1 == bn2) == false) {

return true;

} else {

return false;

}

}

bool operator>(const BigInteger& bn1, int bn2) {

BigInteger b(bn2);

if (bn1 > b) {

return true;

} else {

return false;

}

}

bool operator>=(const BigInteger& bn1, const BigInteger& bn2) {

if (bn1 > bn2 || bn1 == bn2) {

return true;

} else {

return false;

}

}

BigInteger operator+(BigInteger bn1, BigInteger bn2) {

BigInteger sum;

char a[2];

a[0] = '0';

a[1] = 0;

if (bn1 == 0) {

return bn2;

} else if (bn2 == 0) {

return bn1;

} else if (bn1 > 0 && bn2 < 0) {

bn2 = -bn2;

return bn1 - bn2;

} else if (bn1 < 0 && bn2 > 0) {

bn1 = -bn1;

return bn2 - bn1;

} else if (bn1 < 0 && bn2 < 0) {

bn1 = -bn1;

bn2 = -bn2;

sum = bn1 + bn2;

return -sum;

}

for (int i = bn1.m\_s.size() - 1, j = bn2.m\_s.size() - 1; i >= 0 || j >= 0;--i, --j) {

int tmp;

if (i < 0) {

tmp = bn2.m\_s[j] - '0' + a[0] - '0';

} else if (j < 0) {

tmp = bn1.m\_s[i] - '0' + a[0] - '0';

} else {

tmp = bn1.m\_s[i] - '0' + bn2.m\_s[j] - '0' + a[0] - '0';

}

a[0] = tmp % 10 + '0';

sum.m\_s = a + sum.m\_s;

a[0] = tmp / 10 + '0';

}

if (a[0] != '0') {

sum.m\_s = a + sum.m\_s;

}

return sum;

}

BigInteger operator-(BigInteger bn1) {

if (bn1 > 0)

bn1.m\_s = '-' + bn1.m\_s;

else {

bn1.m\_s = bn1.m\_s.substr(1);

}

return bn1;

}

BigInteger operator-(BigInteger bn1, BigInteger bn2) {

BigInteger sum;

char a[2];

a[0] = '0';

a[1] = 0;

if (bn1 == 0) {

return -bn2;

} else if (bn2 == 0) {

return bn1;

} else if (bn1 > 0 && bn2 < 0) {

bn2 = -bn2;

return bn1 + bn2;

} else if (bn1 < 0 && bn2 > 0) {

bn1 = -bn1;

sum = bn2 + bn1;

return -sum;

} else if (bn1 < 0 && bn2 < 0) {

bn1 = -bn1;

bn2 = -bn2;

return bn2 - bn1;

}

if (bn1 >= bn2) {

for (int i = bn1.m\_s.size() - 1, j = bn2.m\_s.size() - 1;

i >= 0 || j >= 0; --i, --j) {

int tmp;

if (i < 0) {

tmp = bn2.m\_s[j] + a[0] - 96;

} else if (j < 0) {

tmp = bn1.m\_s[i] + a[0] - 96;

} else {

tmp = bn1.m\_s[i] - bn2.m\_s[j] + a[0] - '0';

}

if (tmp < 0) {

a[0] = 10 + tmp + '0';

sum.m\_s = a + sum.m\_s;

a[0] = 47;

} else {

a[0] = tmp + '0';

sum.m\_s = a + sum.m\_s;

a[0] = 48;

}

}

unsigned ii = 0, ll = sum.m\_s.length();

while (sum.m\_s[ii] == '0') {

ii++;

}

if (ii == 0) {

return sum;

} else if (ii == ll) {

sum.m\_s = "0";

return sum;

} else {

sum.m\_s = sum.m\_s.substr(ii, ll - ii);

return sum;

}

} else {

for (int i = bn2.m\_s.size() - 1, j = bn1.m\_s.size() - 1;

i >= 0 || j >= 0; --i, --j) {

int tmp;

if (i < 0) {

tmp = bn1.m\_s[j] + a[0] - 96;

} else if (j < 0) {

tmp = bn2.m\_s[i] + a[0] - 96;

} else {

tmp = bn2.m\_s[i] - bn1.m\_s[j] + a[0] - '0';

}

if (tmp < 0) {

a[0] = 10 + tmp + '0';

sum.m\_s = a + sum.m\_s;

a[0] = 47;

} else {

a[0] = tmp + '0';

sum.m\_s = a + sum.m\_s;

a[0] = 48;

}

}

unsigned ii = 0, ll = sum.m\_s.length();

while (sum.m\_s[ii] == '0')

ii++;

if (ii != 0) {

sum.m\_s = sum.m\_s.substr(ii, ll - ii);

}

a[0] = '-';

sum.m\_s = a + sum.m\_s;

return sum;

}

}

//大数相乘

BigInteger operator\*(BigInteger bn1, BigInteger bn2) {

BigInteger sum;

if (bn1 < 0 && bn2 > 0) {

bn1 = -bn1;

sum = bn1 \* bn2;

return -sum;

} else if (bn1 > 0 && bn2 < 0) {

bn2 = -bn2;

sum = bn1 \* bn2;

return -sum;

} else if (bn1 < 0 && bn2 < 0) {

bn1 = -bn1;

bn2 = -bn2;

return bn1 \* bn2;

}

int i, c = 0, N, temp;

int m = bn1.m\_s.size() - 1;

int n = bn2.m\_s.size() - 1;

int L = m + n + 2;

char \*a = new char[L + 1];for

( i = 0; i < L; i++) {

a[i] = '0';

}

a[L] = '\0';

while (n >= 0) {

i = m;

N = bn2.m\_s[n] - 48;

while (i >= 0) {

c += N \* (bn1.m\_s[i] - 48);

temp = c % 10;

a[i + n + 1] += temp;

if (a[i + n + 1] > 57) {

a[i + n + 1] -= 10;

a[i + n]++;

}

c /= 10;

i--;

}

if (c != 0) {

a[i + n + 1] += c;

if (a[i + n + 1] > 57) {

a[i + n + 1] -= 10;

a[i + n]++;

}

c = 0;

}

n--;

}

while (a[0] == '0') {

a++;

}

sum = a;

return sum;

}

//大数对大数取余(未实现)

BigInteger operator%(BigInteger bn1, BigInteger bn2) {

BigInteger sum("0");

return sum;

}

//大数对整数取余

int operator%(BigInteger bn1, int bn2) {

int j = 0, i, l = bn1.m\_s.size();

for (i = 0; i < l; i++) {

j = (j \* 10 % bn2 + (bn1.m\_s[i] - '0') % bn2) % bn2;

}

return j;

}

//大数除大数

BigInteger operator/(BigInteger bn1, BigInteger bn2) {

BigInteger c, sum;

if (bn1 < 0 && bn2 > 0) {

bn1 = -bn1;

sum = bn1 / bn2;

return -sum;

} else if (bn1 > 0 && bn2 < 0) {

bn2 = -bn2;

sum = bn1 / bn2;

return -sum;

} else if (bn1 < 0 && bn2 < 0) {

bn1 = -bn1;

bn2 = -bn2;

return bn1 / bn2;

}

if (bn1 < bn2) {

return 0;

}

char \*a;

unsigned l1 = bn1.m\_s.length(), l2 = bn2.m\_s.length();

int L = l1 - l2 + 1, I, i;

a = new char[L + 1];for

( i = 0; i < L; i++) {

a[i] = '0';}

a[L] = '\0';

c.m\_s.assign(bn1.m\_s, 0, l2);

for (I = 0; I < L; I++) {

while (c >= bn2) {

c = c - bn2;

a[I]++;

}

c.m\_s = c.m\_s + bn1.m\_s[I + l2];

}

while (a[0] == '0') {

a++;

}

sum = a;

return sum;

}

int main() {

BigInteger a, b, c;

while (cin >> a >> b) {

c = a \* b;

cout << c << endl;

}

return 0;

}

1. 常用定理及公式

求和公式

k = 1..n

1. sum( k ) = n(n+1)/2

2. sum( 2k-1 ) = n^2

3. sum( k^2 ) = n(n+1)(2n+1)/6

4. sum( (2k-1)^2 ) = n(4n^2-1)/3

5. sum( k^3 ) = (n(n+1)/2)^2

6. sum( (2k-1)^3 ) = n^2(2n^2-1)

7. sum( k^4 ) = n(n+1)(2n+1)(3n^2+3n-1)/30

8. sum( k^5 ) = n^2(n+1)^2(2n^2+2n-1)/12

9. sum( k(k+1) ) = n(n+1)(n+2)/3

10. sum( k(k+1)(k+2) ) = n(n+1)(n+2)(n+3)/4

12. sum( k(k+1)(k+2)(k+3) ) = n(n+1)(n+2)(n+3)(n+4)/5

组合公式

1.

2.

derangement D(n) = n!(1 - 1/1! + 1/2! - 1/3! + ... + (-1)^n/n!)

= (n-1)(D(n-2) - D(n-1))

Q(n) = D(n) + D(n-1)

积分表

1.

2.

3.

4.

5.

6.

7.

8.

9.

10.

11.

12.

13.

14.

15.

16.

17.

18.

19.

20.

21. + C

22.

23.

24.

巴什博弈（Bash Game）

只有一堆n个物品，两个人轮流从这堆物品中取物，规定每次至少取一个，最多取 m 个。最后取光者得胜。

显而易见，当剩余的石子个数为 1，2...m 时，此状态必为必胜状态，由此可知，当剩余的石子个数为 m+1时为必败状态，但是当剩余石子个数为 m+2, m+3 ... 2m+1 时，玩家可以取走一定量的石子，使剩余的石子数为必败状态的 m+1 个石子，故当剩余石子个数为 m+2, m+3 ... 2m+1 时为必胜状态。以此类推，可知当石子数为 k\*( m+1 ) 时为必败状态。

威佐夫博弈（Wythoff Game）

有两堆各若干个物品，两个人轮流从某一堆或同时从两堆中取同样多的物品，规定每次至少取一个，多者不限，最后取光者得胜。首先，我们知道（0，0）是必败态，再仔细往下推就可以知道（1，2）、（3，5）、（4，7）、（6，10）等都是必败态，除了必败态之外就是必胜态。具体原因读者自己想想就能明白。那么如何判断一个局势是否必败态呢？公式可能有很多，但最经典的是其通项公式，即ak =[k（1+√5）/2]，bk= ak + k （k=0，1，2，...,n 方括号表示取整函数)。奇妙的是其中出现了黄金分割数（1+√5）/2 = 1.618。

尼姆博弈（Nimm Game）

有三堆各若干个物品，两个人轮流从某一堆取任意多的物品，规定每次至少取一个，多者不限，最后取光者得胜。

首先（0，0，0）显然是奇异局势，无论谁面对奇异局势，都必然失败。第二种奇异局势是（0，n，n），只要与对手拿走一样多的物品，最后都将导致（0，0，0）。

对于任何奇异局势(a,b,c)，都有a^b^c=0.

非奇异局势(a,b,c)(a<b<c)转换为奇异局势，只需将c变为a^b，即从c中减去 c-(a^b)即可。

当然，该博弈也可推广到多堆石子，同样也可以是两堆石子（要注意此时它与威佐夫博弈的区别）

费马大定理

不可能将一个3次方分成两个3次方之和；一个4次方不可能写成两个4次方之和；一般地，任何高于2次的幂不可能写成两个同次幂之和。

费马小定理

设p是素数，a是任意整数且a0(mod p)，则ap-1≡1(mod p)。

欧拉公式

如果gcd(a, b) = 1，则aφ(m) ≡ 1(mod m)。

其中φ(m)为欧拉函数，表示0到m之间与m互素的整数个数。

中国剩余定理

设m与n是整数，gcd(m, n) = 1，b与c是任意整数。则同余式组

x ≡ b(mod m) 与 x ≡ c(mod n)恰有一个解0≤x≤mn。

哥德巴赫猜想

每个偶数n≥4可表成两个素数之和

求余运算的性质

基本性质：

①若p | (a - b)，则a ≡ b (% p)。

②若(a % p) = (b % p)，则a≡b (% p)。

③对称性：若a ≡ b (% p)，则b ≡ a (% p)。

④传递性：若a ≡ b (% p)且b ≡ c (% p)，则a ≡ c (% p)。

运算规则：

模运算与基本四则运算有些相似，但是除法例外。其规则如下：

①(a + b) % p = (a % p + b % p) % p

②(a - b) % p = (a % p - b % p) % p

③(a \* b) % p = (a % p \* b % p) % p

④ab % p = ((a % p)b) % p

⑤结合率：

((a + b) % p + c) % p = (a + (b + c) % p) % p

((a \* b) % p \* c) % p = (a \* (b \* c) % p) % p

⑥交换率：

(a + b) % p = (b + a) % p

(a \* b) % p = (b \* a) % p

⑦分配率：

((a + b) % p \* c) % p = ((a \* c) % p + (b \* c) % p) % p

其它性质：

①若a ≡ b (% p), 则对于任意的c, 都有(a + c) ≡ (b + c) (% p)

②若a ≡ b (% p), 则对于任意的c, 都有(a - c) ≡ (b - c) (% p)

③若a ≡ b (% p), 则对于任意的c，都有(a \* c) ≡ (b \* c) (% p)

④若a ≡ b (% p), 则对于任意的c，都有ac ≡ bc (% p)

⑤若a ≡ b (% p), c ≡ d (% p), 则

(a + c) ≡ (b + d) (% p)

(a - c) ≡ (b - d) (% p)

(a \* c) ≡ (b \* d) (% p)

(a ÷ c) ≡ (b ÷ d) (% p)

⑥如果a \* c ≡ b \* c (% p)，且c与p互质，则a ≡ b (% p）

1. 线性代数

高斯消元法

是线性代数中的一个算法，可用来求解线性方程组，并可以求出矩阵的秩，以及求出可逆方阵的逆矩阵。高斯消元法的原理是：

若用初等行变换将增广矩阵 化为 ，则AX = B与CX = D是同解方程组。

所以我们可以用初等行变换把增广矩阵转换为行阶梯阵，然后回代求出方程的解。

以上是线性代数课的回顾，下面来说说高斯消元法在编程中的应用。

首先，先介绍程序中高斯消元法的步骤：

(我们设方程组中方程的个数为equ，变元的个数为var，注意：一般情况下是n个方程，n个变元，但是有些题目就故意让方程数与变元数不同)

1. 把方程组转换成增广矩阵。

2. 利用初等行变换来把增广矩阵转换成行阶梯阵。

枚举k从0到equ – 1，当前处理的列为col(初始为0) ，每次找第k行以下(包括第k行)，col列中元素绝对值最大的列与第k行交换。如果col列中的元素全为0，那么则处理col + 1列，k不变。

3. 转换为行阶梯阵，判断解的情况。

① 无解

当方程中出现(0, 0, …, 0, a)的形式，且a != 0时，说明是无解的。

② 唯一解

条件是k = equ，即行阶梯阵形成了严格的上三角阵。利用回代逐一求出解集。

③ 无穷解。

条件是k < equ，即不能形成严格的上三角形，自由变元的个数即为equ – k，但有些题目要求判断哪些变元是不缺定的。

    这里单独介绍下这种解法：

首先，自由变元有var - k个，即不确定的变元至少有var - k个。我们先把所有的变元视为不确定的。在每个方程中判断不确定变元的个数，如果大于1个，则该方程无法求解。如果只有1个变元，那么该变元即可求出，即为确定变元。

以上介绍的是求解整数线性方程组的求法，复杂度是O(n3)。浮点数线性方程组的求法类似，但是要在判断是否为0时，加入EPS，以消除精度问题。

这里提供下自己写的还算满意的求解整数线性方程组的模板(浮点数类似，就不提供了)～～

/\* 用于求整数解得方程组. \*/

const int maxn = 105;

int equ, var; // 有equ个方程，var个变元。增广阵行数为equ, 分别为0到equ - 1，列数为var + 1，分别为0到var.

int a[maxn][maxn];

int x[maxn]; // 解集.

bool free\_x[maxn]; // 判断是否是不确定的变元.

int free\_num;

void Debug(void) {

int i, j;

for (i = 0; i < equ; i++) {

for (j = 0; j < var + 1; j++) {

cout << a[i][j] << " ";

}

cout << endl;

}

cout << endl;

}

inline int gcd(int a, int b) {

int t;

while (b != 0) {

t = b;

b = a % b;

a = t;

}

return a;

}

inline int lcm(int a, int b) {

return a \* b / gcd(a, b);

}

// 高斯消元法解方程组(Gauss-Jordan elimination).(-2表示有浮点数解，但无整数解，-1表示无解，0表示唯一解，大于0表示无穷解，并返回自由变元的个数)

int Gauss(void) {

int i, j, k;

int max\_r; // 当前这列绝对值最大的行.

int col; // 当前处理的列.

int ta, tb;

int LCM;

int temp;

int free\_x\_num;

int free\_index;

// 转换为阶梯阵.

col = 0; // 当前处理的列.

for (k = 0; k < equ && col < var; k++, col++) { // 枚举当前处理的行.

// 找到该col列元素绝对值最大的那行与第k行交换.(为了在除法时减小误差)

max\_r = k;

for (i = k + 1; i < equ; i++) {

if (abs(a[i][col]) > abs(a[max\_r][col]))

max\_r = i;

}

if (max\_r != k) { // 与第k行交换.

for (j = k; j < var + 1; j++)

swap(a[k][j], a[max\_r][j]);

}

if (a[k][col] == 0) { // 说明该col列第k行以下全是0了，则处理当前行的下一列.

k--;

continue;

}

for (i = k + 1; i < equ; i++) { // 枚举要删去的行.

if (a[i][col] != 0) {

LCM = lcm(abs(a[i][col]), abs(a[k][col]));

ta = LCM / abs(a[i][col]), tb = LCM / abs(a[k][col]);

if (a[i][col] \* a[k][col] < 0)

tb = -tb; // 异号的情况是两个数相加.

for (j = col; j < var + 1; j++) {

a[i][j] = a[i][j] \* ta - a[k][j] \* tb;

}

}

}

}

Debug();

// 1. 无解的情况: 化简的增广阵中存在(0, 0, ..., a)这样的行(a != 0).

for (i = k; i < equ; i++) { // 对于无穷解来说，如果要判断哪些是自由变元，那么初等行变换中的交换就会影响，则要记录交换.

if (a[i][col] != 0)

return -1;

}

// 2. 无穷解的情况: 在var \* (var + 1)的增广阵中出现(0, 0, ..., 0)这样的行，即说明没有形成严格的上三角阵.

// 且出现的行数即为自由变元的个数.

if (k < var) {

// 首先，自由变元有var - k个，即不确定的变元至少有var - k个.

for (i = k - 1; i >= 0; i--) {

// 第i行一定不会是(0, 0, ..., 0)的情况，因为这样的行是在第k行到第equ行.

// 同样，第i行一定不会是(0, 0, ..., a), a != 0的情况，这样的无解的.

free\_x\_num = 0; // 用于判断该行中的不确定的变元的个数，如果超过1个，则无法求解，它们仍然为不确定的变元.

for (j = 0; j < var; j++) {

if (a[i][j] != 0 && free\_x[j])

free\_x\_num++, free\_index = j;

}

if (free\_x\_num > 1)

continue; // 无法求解出确定的变元.

// 说明就只有一个不确定的变元free\_index，那么可以求解出该变元，且该变元是确定的.

temp = a[i][var];

for (j = 0; j < var; j++) {

if (a[i][j] != 0 && j != free\_index)

temp -= a[i][j] \* x[j];

}

x[free\_index] = temp / a[i][free\_index]; // 求出该变元.

free\_x[free\_index] = 0; // 该变元是确定的.

}

return var - k; // 自由变元有var - k个.

}

// 3. 唯一解的情况: 在var \* (var + 1)的增广阵中形成严格的上三角阵.

// 计算出Xn-1, Xn-2 ... X0.

for (i = var - 1; i >= 0; i--) {

temp = a[i][var];

for (j = i + 1; j < var; j++) {

if (a[i][j] != 0)

temp -= a[i][j] \* x[j];

}

if (temp % a[i][i] != 0)

return -2; // 说明有浮点数解，但无整数解.

x[i] = temp / a[i][i];

}

return 0;

}

int main(void) {

freopen("Input.txt", "r", stdin);

int i, j;

while (scanf("%d %d", &equ, &var) != EOF) {

memset(a, 0, sizeof(a));

memset(x, 0, sizeof(x));

memset(free\_x, 1, sizeof(free\_x)); // 一开始全是不确定的变元.

for (i = 0; i < equ; i++) {

for (j = 0; j < var + 1; j++) {

scanf("%d", &a[i][j]);

}

}

// Debug();

free\_num = Gauss();

if (free\_num == -1)

printf("无解!\n");

else if (free\_num == -2)

printf("有浮点数解，无整数解!\n");

else if (free\_num > 0) {

printf("无穷多解! 自由变元个数为%d\n", free\_num);

for (i = 0; i < var; i++) {

if (free\_x[i])

printf("x%d 是不确定的\n", i + 1);

else

printf("x%d: %d\n", i + 1, x[i]);

}

} else {

for (i = 0; i < var; i++) {

printf("x%d: %d\n", i + 1, x[i]);

}

}

printf("\n");

}

return 0;

}

矩阵乘法与快速幂

// 比较通用的矩阵，最大阶数由MAX\_ORDER决定，根据需要可以直接修改。row为行数, col为列数。矩阵乘法题的题目一般都会要求对某个数取余，如果这个数固定，可以直接修改MOD的值，也可以将MOD前const去掉以便动态地修改，如果不需要取余，可以将MOD改为1或者去掉

const int MAX\_ORDER = 105;

const int MOD = 2;

typedef short int typec;

typedef struct MyMatrix {

int row, col;

typec num[MAX\_ORDER][MAX\_ORDER];

MyMatrix(int rr, int cc) {

row = rr;

col = cc;

}

inline void init() {

memset(num, 0, sizeof(num));

}

} MyMatrix;

//矩阵乘法。注意：ma.col与mb.row一定要相等，否则会出问题

MyMatrix operator\*(MyMatrix ma, MyMatrix mb) {

int row = ma.row;

int col = mb.col;

int K = ma.col;

MyMatrix numc(row, col);

numc.init();

int i, j, k;

for (i = 0; i < row; i++) {

for (j = 0; j < col; j++) {

for (k = 0; k < K; k++) {

numc.num[i][j] += ma.num[i][k] \* mb.num[k][j];

numc.num[i][j] %= MOD;

}

}

}

return numc;

}

//矩阵快速幂。注意：ma.col与ma.row一定要相等，否则会出问题

MyMatrix mpow(MyMatrix ma, int x) {

int ord = ma.row;

MyMatrix numc(ord, ord);

numc.init();

for (int i = 0; i < ord; i++) {

numc.num[i][i] = 1;

}

for (; x; x >>= 1) {

if (x & 1) {

numc = numc \* ma;

}

ma = ma \* ma;

}

return numc;

}

行列式求值

import java.io.BufferedInputStream;

import java.math.BigDecimal;

import java.util.Scanner;

public class Main {

public static void main(String[] args) {

Scanner cin = new Scanner(new BufferedInputStream(System.*in*));

int n, i, j;

BigDecimal[][] num;

while (cin.hasNext()) {

n = cin.nextInt();

num = new BigDecimal[n + 1][n + 1];

for (i = 0; i < n; i++) {

for (j = 0; j < n; j++) {

num[i][j] = cin.nextBigDecimal();

}

}

if (n == 1) {

System.*out*.println(num[0][0].setScale(2));

continue;

}

System.*out*.println(*solve*(num, n).setScale(2));

}

}

public static BigDecimal solve(BigDecimal[][] num, int n) {

BigDecimal[][] te = new BigDecimal[n + 1][n + 1];

BigDecimal res, temp;

res = BigDecimal.*ZERO*;

int i, j, k;

if (n > 2) {

for (i = 0; i < n; i++) {

for (j = 0; j < n - 1; j++) {

for (k = 0; k < n - 1; k++) {

if (k >= i) {

te[j][k] = num[j + 1][k + 1];

} else {

te[j][k] = num[j + 1][k];

}

}

}

temp = num[0][i].multiply(*solve*(te, n - 1));

if ((i & 1) == 1) {

temp = temp.multiply(BigDecimal.*valueOf*(-1.0));

}

res = res.add(temp);

}

} else {

res = num[0][0].multiply(num[1][1]).subtract(

num[0][1].multiply(num[1][0]));

}

return res;

}

}

1. 数论

普通法打素数表

//定义一个布尔数组isPrime，先全部初始化为true，然后执行init函数，isPrime[i]为true表示i为素数，可以再从此数组中输出指定数量的素数。复杂度为O(N1.5)

const int N = 1000000;

bool isPrime[N + 1];

void init\_prime\_table() {

int i, j, s;

for (i = 3; i <= N; i++) {

s = (int) sqrt(i);

for (j = 2; j <= s; j++) {

if (i % j == 0) break;

}

if (j <= s) {

isPrime[i] = false;

}

}

}

//下面再提供一个封装更好的版本，得到所有不超过N的素数表，//存于容器pt中

void get\_prime\_table(int N, vector<int> &pt) {

vector<bool> ip;

ip.resize(N + 1);

fill(ip.begin(), ip.end(), true);

int i, j, s, t = N - 1;

for (i = 3; i <= N; i++) {

s = (int) sqrt(i);

for (j = 2; j <= s; j++) {

if (i % j == 0) break;

}

if (j <= s) { ip[i] = false; t--; }

}

pt.resize(t);

t = 0;

for(int i = 2; i <= N; i++) {

if(ip[i]) { pt[t++] = i; }

}

}

筛法打素数表

//如果需要打的素数表太大，则应该使用筛法，使用方法同上一条

const int N = 10000000;

bool isPrime[N + 3];//多用两个元素以免判断边界

void init\_prime\_table() {

int p = 2, q, del;

double temp;

while (p <= N) {

while (!isPrime[p]) { p++; }

if (p > N) {//已经结束

break; }

temp = (double) p;

temp \*= p;

if (temp > N)

break;

while (temp <= N) {

del = (int) temp; isPrime[del] = false;

temp \*= p; }

q = p + 1;

while (q < N) {

while (!isPrime[q]) { q++; }

if (q >= N) { break;}

temp = (double) p;

temp \*= q;

if (temp > N) break;

while (temp <= N) {

del = (int) temp;

isPrime[del] = false;

temp \*= p;

}

q++;

}

p++;

}

}

打π表

//本程序是基于公式π/2=1+1!/3!!+2!/5!!+3!/7!!+...+k!/(2\*k+1)!!+...计算得到，保证精度(最后一位为四舍五入得到)。BIT\_NUM即为打出的π的位数(包括小数点前的3)，修改这个常数(但必须是4的倍数)就可以打出不同长度的π

inline int formula(int i) {

return 2 \* i - 1;

}

void pitable() {

const int BIT\_NUM = 20;

const int SCALE = 10000;

const int BUF\_LEN = BIT\_NUM / 2 \* 7 + 1;

int buf[BUF\_LEN];

int len = BUF\_LEN - 1;

int last = 0;

for(int i = 0; i < len; i++) {

buf[i] = SCALE / 5;

}

while (len > 0) {

int index = len;

int t = buf[index] \* SCALE;

buf[index] = t % formula(index);

t = t / formula(index);

while (--index > 0) {

t = t \* index + buf[index] \* SCALE;

buf[index] = t % formula(index);

t = t / formula(index);

}

len -= 14;

printf("%.4d", last + t / SCALE);

last = t % SCALE;

}

}

暴力生成法里数列

/\*\*

\* 数学上,n阶的法里数列是0和1之间最简分数的数列,由小至大

\* 排列,每个分数的分母不大于n.每个法里数列从0开始,至1结束,

\* 写作0/1和1/1.法里数列有许多奇妙的性质.以下程序能够输出

\* n阶法里数列.时间复杂度O(n^2),空间复杂度O(n)

\*/

void dfs(int x1, int y1, int x2, int y2) {

if (y1 + y2 <= n) {

dfs(x1, y1, x1 + x2, y1 + y2);

printf("%d/%d\t", x1 + x2, y1 + y2);

dfs(x1 + x2, y1 + y2, x2, y2);

}

}

void print\_farey(int n) {

printf("0/1\t");

dfs(0, 1, 1, 1);

printf("1/1\t");

}

求n阶法里数列第k项(k<n)

/\*\*

\* 为了能够在O(1)时间内求出n阶法里数列的第k项(k<n)，我对

\* 数列进行了仔细观察，发现如下规律：

\* ①这个数列中，最开始会有约n/2项是分子为1的(分母从n开

\* 始每项递减1，直到ceil(n/2.0)结束)；

\* ②接着会有约n/3项，一个分子为2的分数与一个分子为1分数

\* 交替出现，分子为2的数分母从n(若n%2!=0)或n-1(若n%2==0)

\* 开始每项递减2，直到floor(n/3.0 + 1/3.0) \* 2 + 1结束，

\* 分子为1的数的分母从上次结束的下一个位置

\* 即floor(n/2.0 + 1/2.0)-1开始每项递减1直到ceil(n/3.0)

\* 结束;

\* ③再然后还会有约n/3项，以3/a, x/b, 3/c, y/d的形式交替

\* 出现。其中a从n(或n-1，或n-2，即第一个不被3整除的数)开

\* 始每项递减3直到floor(n/4.0 + 1/4.0) \* 3 + 2结束。c从

\* a-1开始每项递减3直到直到floor(n/4.0 + 1/4.0) \* 3 + 1

\* 结束。剩下两项分两种情况，若a%3==2，则x=2，y=1，

\* 若a%3==1，则x=1，y=2。分子为2的项从上次结束的下一个位

\* 置即floor(n/3.0 + 1/3.0) \* 2 - 1开始每项递减2直到

\* floor(n/4.0+1/4.0) \* 2 + 1结束，分子为1的项从上次结束

\* 的下一个位置即floor(n/3.0+1/3.0)开始每项递减1直到

\* floor(n/4.0+1/4.0)结束。这些项加起来就有n/2+n/3+n/3>n

\* 项了，所以第k项一定在这些项里，按此规律即可出结果。

\*/

/\*\*

\* 得到n阶法里数列分子为1的连续段(到分子出现2时截止)长度

\*/

inline int getflen(int n) {

int t = (int)ceil(n / 2.0);

return n - t + 1;

}

/\*\*

\* 得到n阶法里数列分子为2和1交替出现的连续段(到分子出现3

\* 时截止)的长度

\*/

inline int getslen(int n) {

int s1 = n % 2 == 0 ? (n - 1) : n;

int t1 = (int)floor(n/3.0 + 1/3.0) \* 2 + 1;

int ans = (s1 - t1) / 2 + 1;

int s2 = (int)floor(n / 2.0 + 1 / 2.0) - 1;

int t2 = (int)ceil(n/3.0);

ans += s2 - t2 + 1;

return ans;

}

/\*\*

\* 得到n阶法里数列分子为3,1,2交替出现的连续段(到分子出现4

\* 时截止)的长度

\*/

inline int gettlen(int n) {

int s1 = n;

while(s1 % 3 == 0) {

s1--;

}

int t1 = (int)floor(n/4.0 + 1/4.0) \* 3 + 2;

int s3 = s1 - 1;

int t3 = (int)floor(n/4.0 + 1/4.0) \* 3 + 1;

int s2 = (int)floor(n/3.0 + 1/3.0) \* 2 - 1;

int t2 = (int)floor(n/4.0 + 1/4.0) \* 2 + 1;

int s4 = (int)ceil(n/3.0) - 1;

int t4 = (int)ceil(n/4.0);

int ans = 0;

if(s1 % 3 == 1) {

ans += 2;

s1 -= 2;

s3 -= 2;

s4 -= 1;

}

ans += (s1 - t1) / 3 + 1;

ans += (s3 - t3) / 3 + 1;

ans += (s2 - t2) / 2 + 1;

ans += s4 - t4 + 1;

return ans;

}

inline void get\_f(int n, int k, int &a, int &b) {

a = 1;

b = n - k + 1;

}

inline void get\_s(int n, int k, int &a, int &b) {

int s1 = n % 2 == 0 ? (n - 1) : n;

int s2 = (int)floor(n / 2.0 + 1 / 2.0);

if(k % 2 == 1) {

a = 2;

b = s1 - k + 1;

}else {

a = 1;

b = s2 - k / 2;

}

}

inline void get\_t(int n, int k, int &a, int &b) {

int s1 = n;

while(s1 % 3 == 0) {

s1--;

}

int s2 = (int)floor(n/3.0 + 1/3.0) \* 2 - 1;

int s3 = (s1 % 3 == 2) ? (s1 - 1) : (s1 - 2);

int s4 = (int)ceil(n/3.0) - 1;

if(k % 4 == 1) {

a = 3;

b = s1 - (k - 1) / 4 \* 3;

}else if(k % 4 == 3) {

a = 3;

b = s3 - (k - 3) / 4 \* 3;

}else if((k % 4 == 2) xor (s1 % 3 == 2)) {

a = 1;

if(k % 4 == 2) {

b = s4 - (k - 2) / 4;

}else {

b = s4 - (k - 4) / 4;

}

}else {

a = 2;

if(k % 4 == 2) {

b = s2 - (k - 2) / 4 \* 2;

}else {

b = s2 - (k - 4) / 4 \* 2;

}

}

}

/\*\*

\* 调用函数get\_farey(n, k)即得结果，结果的第一项为分子，

\* 第二项为分母。程序时间与空间复杂度均为O(1)

\*/

pair<int, int> get\_farey(int n, int k) {

pair<int, int> ret;

int fl = getflen(n);

int sl = getslen(n);

if(k <= fl) {

get\_f(n, k, ret.first, ret.second);

}else if(k <= sl + fl) {

get\_s(n, k - fl, ret.first, ret.second);

}else {

get\_t(n, k - fl - sl, ret.first, ret.second);

}

return ret;

}

巧求阶乘位数(斯特林公式)

求N的阶乘的位数

利用斯特林[stirling]公式(求阶乘(n!)的位数)

N\*log10(N/e)+log10(sqrt(2\*pi\*N))+1

另一种方式： log10(1)+log10(2)+````+log10(N)+1

#define e exp(1.0)

#define pi acos(-1.0)

int main() {

int T, N, bit;

while (scanf("%d", &T) != EOF) {

while (T--) {

scanf("%d", &N);

bit = (int) ((N \* (log(N) - log(e)) + 0.5 \* log(pi \* 2 \* N))

/ log(10));

printf("%d\n", bit + 1);

}

}

return 0;

}

大数取模

int getModBigNum(int p, char \*ch) {

int i, len;

LL res;

len = strlen(ch);

for (i = 0, res = 0; i < len; i++) {

res = (res \* 10 + (ch[i] - '0')) % p;

}

return (int) res;

}

快速幂a^b

LL getPow(int a, int b) {

LL res, temp;

res = 1, temp = (LL) a;

while (b) {

if (b & 1) {

res = res \* temp;

}

b >>= 1;

temp = temp \* temp;

}

return res;

}

乘积取余a\*b%c

防止a\*b超出了LL的数据类型

LL modular\_multi(LL a, LL b, LL c) {

LL res,temp;

res = 0,temp=a%c;

while (b) {

if (b & 1) {

res += temp;

if (res >= c) {

res -= c;

}

}

temp <<= 1;

if (temp >= c) {

temp -= c;

}

b >>= 1;

}

return res;

}

快速幂取余a^b%c

//这个版本只适用于a、b、c为int，long long可能溢出

int modular\_exp(int a, int b, int c) {

LL res, temp;

res = 1 % c, temp = a % c;

while (b) {

if (b & 1) {

res = res \* temp % c;

}

temp = temp \* temp % c;

b >>= 1;

}

return (int) res;

}

//以下为long long不会溢出的版本

typedef long long LL;

//计算a \* b % c

LL modular\_multi(LL a, LL b, LL c) {

LL res, t;

res = 0, t = a % c;

while (b) {

if (b & 1) {

res += t;

if (res >= c) {

res -= c;

}

}

t <<= 1;

if (t >= c) {

t -= c;

}

b >>= 1;

}

return res;

}

LL modular\_exp(LL a, LL b, LL c) {

LL res, t;

res = 1 % c, t = a % c;

while (b) {

if (b & 1) {

res = modular\_multi(res, t, c);

}

t = modular\_multi(t, t, c);

b >>= 1;

}

return res;

}

快速幂取余a^b%c（a,b很大）

int cmpBigNum(int p, char \*ch) {

int i, len;

LL res;

len = strlen(ch);

for (i = 0, res = 0; i < len; i++) {

res = (res \* 10 + (ch[i] - '0'));

if (res > p) {

return 1;

}

}

return 0;

}

void solve(int a, int c, char \*ch) {

int phi, res, b;

phi = getPhi(c);

if (cmpBigNum(phi, ch)) {

b = getModBigNum(phi, ch) + phi;

} else {

b = atoi(ch);

}

res = modular\_exp(a, b, c);

printf("%d\n", res);

}

int main() {

int a, c;

char cha[nnum], chb[nnum];

mkprime();

while (~scanf("%s %s %d", cha, chb, &c)) {

a = getModBigNum(c, cha);

solve(a, c, chb);

}

return 0;

}

筛选素数

// 方法一

#define nmax 1000001

int flag[nmax], prime[nmax],plen;

void mkprime() {

int i, j;

memset(flag, -1, sizeof(flag));

for (i = 2, plen = 0; i < nmax; i++) {

if (flag[i]) {

prime[plen++] = i;

}

for (j = 0;(j < plen) &&(i \* prime[j] < nmax); j++) {

flag[i \* prime[j]] = 0;

if (i % prime[j] == 0) {

break;

}

}

}

}

// 方法二

#define nmax 1500

int prime[nmax],plen;

void mkprime() {

int i, j;

memset(prime, -1, sizeof(prime));

for (i = 2; i < nmax; i++) {

if (prime[i]) {

for (j = i + i; j < nmax; j += i) {

prime[j] = 0;

}

}

}

for (i = 2, plen = 0; i < nmax; i++) {

if (prime[i]) {

prime[plen++] = i;

}

}

}

得到区间素数

#define nmax 46341

#define dmax 1000005

int plen, res;

unsigned prime[nmax], mark[dmax];

void solve(unsigned a,unsigned b) {

if (a < 2) {

res = 2;

}

int i, j, d;

int te = (int) (sqrt(b \* 1.0));

d = b - a + 1;

memset(mark, 1, sizeof(mark));

for (i = 0; i < plen && prime[i] <= te; i++) {

if ((j = prime[i] \* (a / prime[i])) < a) {

j += prime[i];

}

if (j < prime[i] \* prime[i]) {

j = prime[i] \* prime[i];

}

for (; j <= b; j += prime[i]) {

mark[j - a] = 0;

}

}

for (i = 0; i < d; i++) {

if (mark[i]) {

res++;

}

}

}

米勒-罗宾素数测试

//直接调用miller\_rabin判断n是否是素数，也可以增加s的值以减少误判率，不过一般赛题情况下s=50已经足够

int witness(int a, int n) {

LL x, d = 1,i = (LL)(ceil(log(n - 1.0) / log(2.0)) - 1);

for (; i >= 0; i--) {

x = d;

d = (d \* d) % n;

if (d == 1 && x != 1 && x != n - 1)

return 1;

if (((n - 1) & (1 << i)) > 0)

d = (d \* a) % n;

}

return (d == 1 ? 0 : 1);

}

int miller\_rabin(int n, int s = 50) {

if (n == 2) return 1;

if ((n % 2) == 0) return 0;

int j; LL a;

for (j = 0; j < s; j++) {

//rand()随机产生[0, RAND\_MAX)内的整数RAND\_MAX=32768

//直接%n产生不了[RAND\_MAX, n)的数,使用LL防止乘法溢出

a = (LL)rand() \* (n - 2) / RAND\_MAX + 1;

if (witness(a, n))

return 0;

}

return 1;

}

大数素数分解

方法一：

void Factor(long long n) {

long long d = 2;

while (true) {

if (n % d == 0) {

Pollard(d);

Pollard(n / d);

return;

}

d++;

}

}

void Pollard(long long n) {

if (n <= 0)

printf("error\n");

if (n == 1)

return;

if (Miller\_rabin(n)) {

factor[cnt++] = n;

return;

}

long long i = 0, k = 2, x, y, d;

x = y = rand() % (n - 1) + 1;

while (i++ < 123456) {

x = (Mul\_Mod(x, x, n) + n - 1) % n;

d = Gcd((y - x + n) % n, n);

if (d != 1) {

Pollard(d);

Pollard(n / d);

return;

}

if (i == k) {

y = x;

k \*= 2;

}

}

Factor(n);

}

方法二：

LL pollard\_rho(LL n, int c) {

LL x, y, d, i, k;

x = rand() % (n - 1) + 1;

y = x;

i = 1LL, k = 2LL;

while (1) {

i++;

x = (modular\_multi(x, x, n) + c) % n;

d = gcd(y - x, n);

if ((1 < d) && (d < n)) {

return d;

}

if (x == y) {

return n;

}

if (i == k) {

k <<= 1;

y = x;

}

}

return -1;

}

void findFactor(LL n, int c) {

if (n == 1) {

return;

}

if (miller\_rabin(n, 6)) {

if (n < pmin) {

pmin = n;

}

return;

}

LL p = n;

while (p >= n) {

p = pollard\_rho(p, c--);

}

findFactor(p, c);

findFactor(n / p, c);

}

GCD & LCM Inverse

**//** POJ2429 SCU2106

void solve() {

qsort(factor, flen + 1, sizeof(factor[0]), cmp);

num[0] = factor[0];

nnum = 0;

int i;

for (i = 0; i < flen; i++) {

if (factor[i] == factor[i + 1]) {

num[nnum] \*= factor[i + 1];

} else {

num[++nnum] = factor[i + 1];

}

}

}

void dfs(int s, LL sn, LL n) {

if (s == nnum + 1) {

if (minx == -1 || (sn + n / sn < minx)) {

if (gcd(sn, n / sn) == 1) {

minx = sn + n / sn;

ans = sn;

}

}

return;

}

dfs(s + 1, sn \* num[s], n);

dfs(s + 1, sn, n);

}

int main() {

#ifndef ONLINE\_JUDGE

freopen("t.txt", "r", stdin);

#endif

LL a, b, n, x, y;

while (scanf("%lld %lld", &a, &b) != EOF) {

if (a == b) {

printf("%lld %lld\n", a, b);

continue;

}

n = b / a;

if (miller\_rabin(n, 10)) {

printf("%lld %lld\n", a, b);

continue;

}

flen = -1;

findFactor(n, 207);

solve();

minx = -1LL;

dfs(0, 1LL, n);

x = ans;

y = n / ans;

if (x > y) {

n = x, x = y, y = n;

}

printf("%lld %lld\n", x \* a, y \* a);

}

return 0;

}

反素数zoj2562 timus 1748

/\*

这里面我们有一个prime【16】的数组，为什么只要这几个素数呢，因为这几个素数的乘积大于10^16,

而且就反素数的性质来说

比如2^t1\*3^t2\*5^t3\*...p1^x\*\*\*p2^y,假设p1是大于prime[]中所有的素数的，

因为这几个素数的乘积大于10^16,如果

我们添加p1在这个连乘积式子里面，那么必然有至少一个prime[i]不在这个连乘积式子里面，

但是对于因子的总数目而言

我们在乎的是幂的大小，而非素因子的大小，也就是说如果素因子越大，反而会使因子的数目偏小。

这里引进反素数知识：

反素数第一点：g(x)表示 x含有因子的数目，设 0<i<=x 则g(i)<=x;

反素数第二个特性：2^t1\*3^t2^5^t3\*7^t4..... 这里有 t1>=t2>=t3>=t4...

证明：如果ti<tj，其中i<j,由于pi小于pj,那么pi^tj\*pj^ti<pi^ti\*pj^tj,这样就出现了

因子数目相同，但x更小的情况，与反素数的定义矛盾。

\*/

#define LLU unsigned long long

#define pnum 17

int prime[pnum] = { 2, 3, 5, 7, 11, 13, 17, 19, 23, 29, 31, 37, 41, 43, 47, 53,

59 };

LLU n, nmin;

int nmax;

void dfs(int pstart, int limit, LLU now, int nnum) {

int i;

LLU p = prime[pstart];

double nnow;

if (now > n) {

return;

}

if (nnum > nmax) {

nmin = now;

nmax = nnum;

}

if (nnum == nmax && now < nmin) {

nmin = now;

}

for (i = 1; i <= limit; p \*= prime[pstart], i++) {

nnow = (double) now;

if (nnow \* p > n) {

break;

} else {

dfs(pstart + 1, i, now \* p, nnum \* (i + 1));

}

}

}

int main() {

#ifndef ONLINE\_JUDGE

freopen("data.in", "r", stdin);

#endif

int t;

while (~scanf("%d", &t)) {

while (t--) {

scanf("%llu", &n);

nmin = 1, nmax = 1;

dfs(0, 60, 1, 1);

printf("%llu %d\n", nmin, nmax);

}

}

return 0;

}

求出N的所有素因子及其个数

/\*\*

\* p为素数表，存下sqrt(N)的素数即可，f保存结果

\* f[i].first表示N的一个素因数,f[i].second为这个素因子的个数

\* typec可以是int、long、long long等

\*/

typedef vector<pair<LL, typec> > Int\_Pair;

void get\_prime\_factor(typec N, Int\_Pair &f, const vector<int> &p) {

int i, t, n, pl = p.size();

f.clear();

for(i = 0; i < pl; i++) {

t = p[i];

if(N % t == 0) {

n = 0;

while(N % t == 0) {

n++; N /= t;

}

f.push\_back(make\_pair(t, n));

}

if(N == 1) { break; }

}

if(N > 1) {

f.push\_back(make\_pair(N, 1));

}

}

求N的所有约数

/\*\*

\* 求出N的所有约数，用法如下work函数所示。先打出素数表，

\* 求出N的所有素因子及个数，然后用搜索的方法求出所有的

\* 约数。参数中k表示当前处理到第几个素因子，now表示当前

\* 的约数，d是一个向量，临时存放每个素因子取多少个。ret

\* 存放最后的结果。typec可以是int、long、long long等

\*/

void dfs(int k, typec now, Int\_Pair &f, vector<int> &d, vector<typec> &ret) {

if(k == (int)f.size()) {

ret.push\_back(now);

return ;

}

d[k] = 0;

while(d[k] <= f[k].second) {

dfs(k + 1, now, f, d, ret);

d[k]++;

now \*= f[k].first;

}

}

int work(int N) {

vector<int> prime\_table;

Int\_Pair factor;

get\_prime\_table((int)sqrt(N) + 1, prime\_table);

get\_prime\_factor(N, factor, prime\_table);

vector<int> data;

data.resize(factor.size());

vector<int> result;

result.clear();

dfs(0, 1, factor, data, result);

return 0;

}

[求N的阶乘约数的个数](http://www.cppblog.com/jie414341055/articles/113194.html)

/\*先说一个定理： 若正整数n可分解为p1^a1\*p1^a2\*...\*pk^ak 其中pi为两两不同的素数,ai为对应指数 n的约数个数为(1+a1)\*(1+a2)\*....\*(1+ak)

如180=2\*2\*3\*3\*5=2^2\*3^2\*5

180的约数个数为1+2)\*(1+2)\*(1+1)=18个。

若求A/B的约数个数，A可分解为p1^a1\*p2^a2\*...\*pk^ak， B可分解为q1^b1\*q1^b2\*...\*qk^bk,则A/B的约数个数为(a1-b1+1)\*(a2-b2+1)\*(a3-b3+1)...\*(ak-bk+1).

然后说N的阶乘：

例如:20!

1.先求出20以内的素数,(2,3,5,7,11,13,17,19)

2.再求各个素数的阶数

e(2)=[20/2]+[20/4]+[20/8]+[20/16]=18;

e(3)=[20/3]+[20/9]=8;

e(5)=[20/5]=4;

...

e(19)=[20/19]=1;

所以 20!=2^18\*3^8\*5^4\*...\*19^1

解释： 2、4、6、8、10、12、14、16、18、20能被2整除 4、8、12、16、20能被4整除（即被2除一次后还能被2整除） 8、16能被8整除（即被2除两次后还能被2整除）

16能被16整除（即被2除三次后还能被2整除）

这样就得到了2的阶。其它可以依次递推。

所以在求N的阶乘质数因数个数时，从最小的质数开始，

递归：

int getNum(int n, int p) {

if(n < p) return 0;

else return n / p + getNum(n / p, p);

}

非递归：

int getNum( int n, int p) {

int res;

res = 0;

while (n) {

res += n / p;

n /= p;

}

return res;

}

其中P是质数，则该函数返回的就是N的阶乘中可以表达成质数P的指数的最大值。原理如上。

//获得 p在1\*……\*n中的个数

int getNum(int n, int p) {

int res;

res = 0;

while (n) {

res += n / p;

n /= p;

}

return res;

}

void solve(int n) {

int i, len\_factor;

for (i = 0, len\_factor = 0; (i < plen) && (prime[i] <= n); i++) {

pfactor[len\_factor] = prime[i];

cpfactor[len\_factor ++] = getNum(n, prime[i]);

}

printf("%d=", n);

printf("%d", pfactor[0]);

if (cpfactor[0] > 1) {

printf("^%d", cpfactor[0]);

}

for (i = 1; i < len\_factor; i++) {

printf("\*%d", pfactor[i]);

if (cpfactor[i] > 1) {

printf("^%d", cpfactor[i]);

}

}

printf("\n");

}

最大公约数(GCD)欧几里德算法

//typec可以为short ing、int、long、long long等

typec gcd(typec a, typec b) {

return b == 0 ? a : gcd(b, a % b);

}

typec gcd(typec a, typec b) {

typec r;

while (b) {

r = a % b;

a = b, b = r;

}

return a;

}

“快速” GCD

//传统的GCD算法的时间复杂度是O(log(b))级的，但是其中涉及模除运算，故有学者提出如下的“快速”GCD算法，其特点主要是消除了传统算法中的模除运算，但个人觉得这种做法对算法的时间优化不是很明显，作为普通的程序设计竞赛，传统的欧几里德算法已经够用。放此代码仅供参考。

int gcd(int a, int b) {

if (a < b) { a ^= b, b ^= a, a ^= b; }

if (b == 0) { return a; }

if (!(a & 1) && !(b & 1))

return gcd(a >> 1, b >> 1) << 1;

else if (!(b & 1))

return gcd(a, b >> 1);

else if (!(a & 1))

return gcd(a >> 1, b);

else

return gcd(b, a - b);

}

扩展欧几里德

//求一组x, y使得gcd(a, b) = a \* x + b \* y;

//递归实现

int extend\_gcd(int a, int b, int &x, int &y) {

int d, xx;

if (b == 0) {

x = 1, y = 0;

return a;

}

d = extend\_gcd(b, a % b, x, y);

xx = x;

x = y, y = xx - a / b \* y;

return d;

}

//循环实现

int extend\_gcd(int a, int b, int &x, int &y) {

int g, v, w, t, q, s;

long long temp;

if (b == 0) { x = 1, y = 0; return a; }

x = 1, g = a, v = 0, w = b;

while(w) {

q = g / w; t = g % w;

s = x - q \* v;

x = v, g = w, v = s, w = t;

}

temp = g;

temp -= ((long long)a) \* x;//防止溢出

y = temp / b;

return g;

}

模线性方程

//a \* x = b (mod n)

void modular\_equation(int a, int b, int n) {

int e, i, d;

d = extend\_gcd(a, n);

if (b % d) {

puts("No answer!");

return;

}

e = (x \* (b / d) % n + n) % n;

for (i = 0; i < d; i++) {

printf("The %dth answer is: %d\n", i + 1, (e + i \* (n / d)) % n);

}

printf("\n");

}

方程 ax = b (mod n) 有解, 当且仅当 gcd(a, n) | b;

方程 ax = b (mod n) 有d个不同的解, 其中 d = gcd(a, n);

方程有一解是: x0 = x'(b/d) mod n;

方程有d个解: xi = x0 + i\*(n/d) (mod n);

这样我们就可以求出方程的所有解了，但实际问题中，

我们往往被要求去求最小整数解，所以我们就可以将一个特解x，

t=b/（a，b），x=(x%t+t）%t；就可以了。

当x+b时，y-a才能保证原式成立。

b/=d,n/=d;

e = (x \* b % n + n) % n;

for (i = 0; i < d; i++) {

printf("The %dth answer is: %d\n", i + 1, (e + i \* n );

}

递推求欧拉函数值

#define maxn 1000

int phi[maxn];

void init() {

int i, j;

for (i = 1; i <= maxn; i++)

phi[i] = i;

for (i = 2; i <= maxn; i += 2)

phi[i] /= 2;

for (i = 3; i <= maxn; i += 2)

if (phi[i] == i) {

for (j = i; j <= maxn; j += i)

phi[j] = phi[j] / i \* (i - 1);

}

}

单独求欧拉函数值

/\*\*

\* 欧拉函数φ(n)表示[1, n]中与n互质的数的个数

\* typec可以是short int、int、long、long long等

\*/

typec getPhi(typec n) {

typec i, te, phi;

te = (typec) sqrt(n + 0.0);

for (i = 2, phi = n; i <= te; i++)

if (n % i == 0) {

phi = phi / i \* (i - 1);

while (n % i == 0) {

n /= i;

}

}

if (n > 1) {

phi = phi / n \* (n - 1);

}

return phi;

}

利用素数表求欧拉函数值

int getPhi(int n) {

int i, te, phi;

te = (int) sqrt(n \* 1.0);

for (i = 0, phi = n; (i < plen) && (prime[i] <= te); i++) {

if (n % prime[i] == 0) {

phi = phi / prime[i] \* (prime[i] - 1);

while (n % prime[i] == 0) {

n /= prime[i];

}

}

}

if (n > 1) {

phi = phi / n \* (n - 1);

}

return phi;

}

求欧拉函数的和

#define nmax 3000001

int prime[nmax], phi[nmax];

LL phiSum[nmax];

int plen;

void init() {

int i, j;

memset(phi, 0, sizeof(phi));

for (i = 2, plen = 0; i < nmax; i++) {

if (!phi[i]) {

phi[i] = i - 1;

prime[plen++] = i;

}

for (j = 0; (j < plen) && (i \* prime[j] < nmax); j++) {

if (i % prime[j] == 0) {

phi[i \* prime[j]] = phi[i] \* prime[j];

break;

} else {

phi[i \* prime[j]] = phi[i] \* (prime[j] - 1);

}

}

}

phiSum[1] = 0;

for (i = 2; i < nmax; i++) {

phiSum[i] = phiSum[i - 1] + phi[i];

}

}

满足gcd(n,i)=1的个数

//hdu 1695 其中0<i<m

题目意思不难已知给定k,x,y求 1<=a<=x 1<=b<=y 中满足 gcd(a,b)=k 的(a,b)对数。

（注意数对是无序的）。 1<=x,y<=10w, 0<=k<=10w

题目有比较恶心的一点，数据有k==0的，这时显然答案是0，没有2个数的gcd为0。

首先，gcd是没啥用的。因为约掉gcd后两个数互质。于是我们可以让x/=k y/=k并且假设 x<=y

然后题目变成了 2个数分别在区间[1..x]和[1..y]中的互质数有多少对。

大体思路：

枚举[1..y]中每个数i 判断[1..min(x,i)]中有多少数与i互质，统计个数。（注意，枚举的是比较大的区间[1..y]）。

显然如果i是质数，则[1..min(x,i)]中与i互质的个数是全体的个数或者i-1个。（取决于x和i的大小）。

当i不是质数时，i分解质因数后，质因数的次数不影响结果。我们看另外那个区间有多少个和i不互质（减一下就好了），于是我们只要看另外那个区间中有多少个数是i质因数的倍数就好了。

区间[1..w]中 p的倍数 显然有 w/p个。

我们枚举i的质因数利用容斥原理：

看另外那个区间有多少个数与i不互质。

容斥原理的具体如下：

区间中与i不互质的个数 = （区间中i的每个质因数的倍数个数）-（区间中i的每两个质因数乘积的倍数）+（区间中i的每3个质因数的成绩的倍数个数）-（区间中i的每4个质因数的乘积）+...

于是问题变成了统计每个数的不同质因数的个数而忽略次数。这个可以用筛法。具体做法如下：

对每个数保存一个真质因数的列表。初始每个列表的长度为0。然后从2开始，分别检查每个数的列表长度，如果列表长度不为0，则这个数是合数，跳过；如果这个长度为0，则我们找到了一个质数，同时再把这个数的倍数（不包含本身）的列表里加入这个数。

这样筛一次下来，我们保存了每个数的真质因数列表，问题得到解决，还要注意结果用要用

LL dfs(int n, int start) {

int i;

LL res;

for (i = start, res = 0; i < pflen; i++) {

res += n / pfactor[i] - dfs(n / pfactor[i], i + 1);

}

return res;

}

void solve(int b, int d, int k) {

int i;

LL res;

if (k == 0 || k > b || k > d) {

puts("0");

return;

}

b /= k, d /= k;

if (b > d) {

b ^= d, d ^= b, b ^= d;

}

for (i = 1, res = 0; i <= b; i++) {

res += phi[i];

}

for (i = b + 1; i <= d; i++) {

getpFactor(i);

res += b - dfs(b, 0);

}

printf("%I64d\n", res);

}

满足a^x=1(mod n)最小的x

//其中 (a,n)=1

//方法一：分解n的欧拉函数值，取最小的满足原式，就是答案

void getRemainOne(int a, int n) {

int i, te, phi, res;

phi = getPhi(n);

te = (int) sqrt(phi \* 1.0);

for (i = 1, res = phi; i <= te; i++) {

if (phi % i == 0) {

if ((modular\_exp(a, i, n) == 1) && (i < res)) {

res = i;

}

if ((modular\_exp(a, phi / i, n) == 1) && (phi / i < res)) {

res = phi / i;

}

}

}

printf("%d\n", res);

}

//方法二：见下面的例子。

poj 3696 M=mmmm M%k==0

求解10^x = 1 (mod 9\*L/gcd(L,8))的满足x>0的最小解就是答案

由8构成的数A设有x位

那么A=8(10^0+10^1+...+10^(x-1));

很容易得到A=(8/9)\*(10^x-1);

题目的要求就是A=0(mod L)

就是(8/9)\*(10^x-1)=0(mod L);

->8\*(10^x-1)=0(mod 9L);

->10^x-1=0(mod 9L/gcd(L,8));

->10^x =1 (mod 9L/gcd(L,8));

令p=9\*L/gcd(L,i), 等价于10^x==1(mod p),求满足条件的最小的整数x

看到这个式子，我们的第一反应就是数论书上的Euler定理，但是如果gcd（10，p)!=1,即不互素，

也就是不满足欧拉定理的条件了，所以此时为no answer.

if(gcd（10，p)==1) 满足欧拉定理, 我们知道10^oula(p)==1(mod p)肯定是满足的;

虽然oula(p)满足上述同余方程，但题目求是最小x，而oula(p)未必是最小的解。考虑到oula(p)不是素数，

所以我们就要将oula(p)因子分解，求出oula(p)所有的因子，然后逐个从小到大枚举，如果满足10^x==1(mod p) (其中x为oula(p)的因子)，x即为答案。

#define nmax 134165

#define nnum 13000

#define num8 8

#define num9 9

#define num10 10

int flag[nmax], prime[nnum], cpfactor[nnum];

LL pfactor[nnum], factor[nnum];

int plen, len\_pfactor, len\_factor;

void solve(int n) {

int i, d;

LL c, phi;

// if (n == 1) {

// puts("1");

// return;

// }

// if (n % 16 == 0 || n % 5 == 0) {

// puts("0");

// return;

// }

d = gcd(n, num8);

c = (LL) n;

c = c / d \* num9;

if (gcd(num10, c) != 1) {

puts("0");

return;

}

phi = getPhi(c);

findpFactor(phi);

len\_factor = 0;

dfs(0, 1);

qsort(factor, len\_factor, sizeof(factor[0]), cmp);

for (i = 0; i < len\_factor; i++) {

if (modular\_exp(num10, factor[i], c) == 1) {

printf("%I64d\n", factor[i]);

return;

}

}

}

最小公倍数和

g(n)=∑{phi(n/d)\*n/d},d|n

f(n)=(g(n)+1)/2

由于欧拉函数的积性，phi(n\*m)=phi(n)\*phi(m),gcd(n,m)=1

所以，n=∏(pi^ci)

故g(n)=g(∏(pi^ci))。

g(n)= ∏(g(pi^ci)

g(pi^ci)= ∑(phi(pi^ci)pi^ci)

而对于phi(pi^ci)=(pi-1)\*(pi^(ci-1)

方法一：

LL sumlcm(int n) {

int te = 0, temp = n;

LL sum = 0;

if (n == 1)

return 1;

te = (int) sqrt(n \* 1.0);

sum = (LL) n;

for (int i = 2; i <= te; i++) {

if (n % i == 0) {

sum = sum / i \* (i - 1);

while (n % i == 0) {

n /= i;

}

}

}

if (n > 1) {

sum = sum / n \* (n - 1);

}

return sum \* temp / 2;

}

void solve(int n) {

int i, te, temp;

LL sum;

te = (int) sqrt(n \* 1.0);

for (i = 1, sum = 0; i <= te; i++) {

if (n % i == 0) {

temp = n / i;

sum += sumlcm(temp);

if (i != temp) {

sum += sumlcm(i);

}

}

}

printf("%I64d\n", sum);

}

方法二：

A：

LL calc(int p, int c) {

LL res;

res = getPow(p, 2 \* c);

res--;

res = res / (p + 1);

res = res \* p;

res++;

return res;

}

B.

int getpPhi(int p, int c) {

if (c == 0) {

return 1;

}

return (p - 1) \* getPow(p, c - 1);

}

LL calc(int p, int c) {

int i;

LL temp, sum;

for (i = 0, sum = 0LL, temp = 1LL; i <= c; i++) {

sum += temp \* getpPhi(p, i);

temp = temp \* p;

}

return sum;

}

//核心处理部分

void solve(int n) {

int i, te, cnt;

LL res;

te = (int) (sqrt(n \* 1.0));

for (i = 0, res = 1LL; (i < plen) && (prime[i] <= te); i++) {

if (n % prime[i] == 0) {

cnt = 0;

while (n % prime[i] == 0) {

cnt++;

n /= prime[i];

}

res = res \* calc(prime[i], cnt);

}

}

if (n > 1) {

res = res \* calc(n, 1);

}

printf("%lld\n", (res + 1) / 2);

}

模线性方程组

//a=B[1](% W[1]); a=B[2](% W[2]); ... a=B[k](% W[k]);

//其中W, B已知，W[i]>0且W[i]与W[j]互质, 求a; (中国余数定理)

int china(int b[], int w[], int k) {

int i, d, x, y, m, a = 0, n = 1;

for (i = 0; i < k; i++)

n \*= w[i]; // ! 注意不能overflow

for (i = 0; i < k; i++) {

m = n / w[i];

d = extend\_gcd(w[i], m, x, y); //扩展欧几里德

a = (a + y \* m \* b[i]) % n;

}

if (a > 0)

return a;

else

return (a + n);

}

离散对数（discrete logging）

特殊Baby Step Giant Step
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【问题模型】 求解 A^x = B (mod C) 中 0 <= x < C 的解,C 为素数

【思路】 我们可以做一个等价

x = i \* m + j ( 0 <= i < m, 0 <=j < m) m = Ceil ( sqrt( C) )

而这么分解的目的无非是为了转化为:

(A^i)^m \* A^j = B ( mod C)

之后做少许暴力的工作就可以解决问题：

(1) for i = 0 -> m, 插入Hash (i, A^i mod C)

(2) 枚举 i ,对于每一个枚举到的i,令 AA = (A^m)^i mod C

我们有 AA \* A^j = B (mod C)

显然AA,B,C均已知，而由于C为素数,那么(AA,C)无条件为1

于是对于这个模方程解的个数唯一(可以利用扩展欧几里得或 欧拉定理来求解)

那么对于得到的唯一解X,在Hash表中寻找,如果找到，则返回 i \* m + j

注意:由于i从小到大的枚举,而Hash表中存在的j必然是对于某个剩余系内的元素X 是最小的(就是指标)

所以显然此时就可以得到最小解

如果需要得到 x > 0的解，那么只需要在上面的步骤中判断 当 i \* m + j > 0 的时候才返回

到目前为止，以上的算法都不存在争议,大家实现的代码均相差不大。可见当C为素数的时候，

此类离散对数的问题可以变得十分容易实现。

#define nmax 46345

typedef struct num {

int ii, value;

} num;

num Num[nmax];

int bfindNum(int key, int n) {

int left, right, mid;

left = 0, right = n;

while (left <= right) {

mid = (left + right) >> 1;

if (Num[mid].value == key) {

return Num[mid].ii;

} else if (Num[mid].value > key) {

right = mid - 1;

} else {

left = mid + 1;

}

}

return -1;

}

void solve(int c, int a, int b) {

int i, j, te, aa;

LL temp, xx;

te = (int) (sqrt(c \* 1.0) + 0.5);

for (i = 0, temp = 1 % c; i <= te; i++) {

Num[i].ii = i;

Num[i].value = (int) (temp);

temp = temp \* a % c;

}

aa = Num[te].value;

qsort(Num, te + 1, sizeof(Num[0]), cmp);

for (i = 0, temp = 1; i <= te; i++) {

extend\_gcd((int) (temp), c);

xx = (LL) x;

xx = xx \* b;

xx = xx % c + c;

x = (int) (xx % c);

j = bfindNum(x, te + 1);

if (j != -1) {

printf("%d\n", i \* te + j);

return;

}

temp = temp \* aa % c;

}

puts("no solution");

}

一般Baby Step Giant Step

【问题模型】 求解 A^x = B (mod C) 中 0 <= x < C 的解,C 无限制(当然大小有限制……)

【写在前面】 这个问题比较麻烦，目前网络上流传许多版本的做法，不过大部分已近被证明是完全错误的！

这里就不再累述这些做法，下面是我的做法(有问题欢迎提出) 下面先给出算法框架，稍后给出详细证明:

(0) for i = 0 -> 50 if(A^i mod C == B) return i O(50)

(1) cd<- 0 temp<- 1 mod C

while((d=gcd(A,C))!=1)

{

if(B%d)return -1; // 无解!

++cd;

C/=d;

B/=d;

temp=temp\*A/d%C;

}

(2) te = Ceil ( sqrt(C) ) //Ceil是必要的 O(1)

(3) for i = 0 -> te 插入Hash表(i, A^i mod C) O(te)

(4) aa=pow\_mod(A,te,C)

for i = 0 -> te

解 temp \* X = B (mod C) 的唯一解 (如果存在解，必然唯一!)

之后Hash表中查询,若查到(假设是 j)，则 return i \* te + j + cd

否则

temp=temp\*aa%C,继续循环

(5) 无条件返回 -1 ;//无解!

下面是证明:

推论1:

A^x = B(mod C)

等价为

A^a \* A^b = B ( mod C) (a+b) == x a,b >= 0

证明:

A^x = temp \* C + B (模的定义)

A^a \* A^b = temp\*C + B( a,b >=0, a + b == x)

所以有

A^a \* A^b = B(mod C)

推论 2:

令 AA \* A^b = B(mod C)

那么解存在的必要条件为: 可以得到至少一个可行解 A^b = X (mod C)

使上式成立

推论3

AA \* A^b = B(mod C)

中解的个数为 (AA,C)

由推论3 不难想到对原始Baby Step Giant Step的改进

For I = 0 -> m

For any solution that AA \* X = B (mod C)

If find X

Return I \* m + j

而根据推论3,以上算法的复杂度实际在 (AA,C)很大的时候会退化到几乎O(C)

归结原因，是因为(AA,C)过大，而就是(A,C)过大

于是我们需要找到一中做法，可以将(A,C)减少，并不影响解

下面介绍一种“消因子”的做法

一开始temp = 1 mod C

进行若干论的消因子,对于每次消因子

令 d = (A,C[i]) // C[i]表示经过i轮消因子以后的C的值

如果不存在 d | B[i] //B[i]表示经过i轮消因子以后的B的值

直接返回无解

否则

B[i+1] = B[i] / d

C[i+1] = C[i] / d

temp = temp \* A / d

具体实现只需要用若干变量,细节参考代码

假设我们消了a'轮(假设最后得到的B,C分别为B',C')

那么有

temp \* A^b = B' (mod C')

于是可以得到算法

for i = 0 -> m

解 ( temp\* (A^m) ^i ) \* X = B'(mod C')

由于 ( temp\* (A^m) ^i , C') = 1 (想想为什么？)

于是我们可以得到唯一解

之后的做法就是对于这个唯一解在Hash中查找

这样我们可以得到b的值,那么最小解就是a' + b !!

现在问题大约已近解决了，可是细心看来，其实还是有BUG的，那就是

对于

A^x = B(mod C)

如果x的最小解< a',那么会出错

而考虑到每次消因子最小消 2

故a'最大值为log(C)

于是我们可以暴力枚举0->log(C)的解，若得到了一个解，直接返回

否则必然有 解x > log(C)

PS.以上算法基于Hash 表,如果使用map等平衡树维护，那么复杂度会更大
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#define nnum 100

#define nmax 31625

typedef struct num {

int ii, value;

} num;

num Num[nmax];

/\* ax=b (mod n)\*/

int inval(int a, int b, int n) {

LL res;

extend\_gcd(a, n);

res = (LL) x;

res = res \* b;

res = (res % n + n) % n;

return (int) res;

}

int bfindNum(int key, int n) {

int left, right, mid;

left = 0, right = n;

while (left <= right) {

mid = (left + right) >> 1;

if (Num[mid].value == key) {

return Num[mid].ii;

} else if (Num[mid].value > key) {

right = mid - 1;

} else {

left = mid + 1;

}

}

return -1;

}

void baby\_step\_giant\_step(int a, int b, int c) {

int i, j, te, d, cd, aa, ttemp;

LL temp, tem;

for (i = 0, temp = 1 % c, tem = temp; i < nnum; i++, temp = temp \* a % c) {

if (temp == b) {

printf("%d\n", i);

return;

}

}

cd = 0;

while ((d = gcd(a, c)) != 1) {

if (b % d) {

puts("No Solution");

return;

}

cd++;

c /= d, b /= d;

tem = tem \* a / d % c;

}

te = (int) (sqrt(c \* 1.0) + 0.5);

for (i = 0, temp = 1 % c; i <= te; i++, temp = temp \* a % c) {

Num[i].ii = i;

Num[i].value = (int) temp;

}

aa = Num[te].value;

qsort(Num, te + 1, sizeof(Num[0]), cmp);

for (i = 0; i <= te; i++, tem = tem \* aa % c) {

ttemp = inval(tem, b, c);

if (ttemp >= 0) {

j = bfindNum(ttemp, te + 1);

if (j != -1) {

printf("%d\n", i \* te + j + cd);

return;

}

}

}

puts("No Solution");

}

x^2=n (mod m) 是不是二次剩余

考虑形如x2≡n（mod m）的同余式，其中m > 1，（m，n）＝1。

若此同余式有解，则n称为模m的二次剩余；若此同余式无解，则n称为模m的二次非剩余。

设p是一个奇素数，则模p的二次剩余和二次非剩余个数正好是“一半对一半”，

下表给出几个较小的素数模的二次剩余和非剩余：

> p 剩余 非剩余 > 3 1 2 > 5 1，4 2，3 > 7

1，2，4 3，5，6 > 11 1，3，4，5，9 2，6，7，8，10 > 13

\*> 1，3，4，9，11，12 2，5，6，7，8，11 > 此外，

如果n是模p的二次剩余，则N^((p-1)/2)≡1(mod p) 。如果n是模p的二次非剩余，

则N^((p-1)/2)≡-1(mod p) 。

void solve(int a, int p) {

a = (a % p + p) % p;

if (modular\_exp(a, (p - 1) / 2, p) == 1) {

puts("1");

return;

}

puts("-1");

}

X^k = n mod p (p is prime)

模素数p的原根g的优美体现在每个模p的非零数以g的幂次出现。所以，对任何数1 <= a < p，我们可选择幂

g,g^2,g^2,```````,g^(p-2),g^(p-1)

中恰好一个与a模p同余。相应的指数被称为以g为底的a模p的指标。假设p与g已给定，则记指标为I(a)。

以下以2模13的所有幂的形式：

I　　　　　　　 1　 2　　3　 4　 5　　 6　　 7　　 8　 9　　10　 11　12

2^I(mod 13)　 2　　4　　8　　3　　6　　12　　11　　9　　5　　10　　7　　1

例如，为求I(11)，我们搜寻表的第二行直到找到数11，则指标I(11)=7可从第一行得到。

指标法则

a).　　I(ab)=I(a)+I(b) (mod p-1)

b).　　I(a^k)=kI(a) (mod p-1)

g^I(ab)=ab=g^I(a)g^I(b)=g^(I(a)+I(b)) (mod p)

故有g^I(x) = x (mod p-1)

也可以这么理解：g^I(value) = id (mod p-1)

例题：3\*x^30=4(mod 37)

I(3\*x^30)=I(4)

I(3)+30\*I(x)=I(4) (mod 36)

26+30\*I(x)=2 (mod 36)

30\*I(x)=-24=12 (mod 36)

对于这里I(4)=2解释一下：

其实就是g^2 = 4 (mod 36)

其实这个可以根据g^x =b (mod p)来求

对于本题，g就是37的原根2,b=I(x) p =36

也就是求满足2^x = I(x) (mod 36)的x。用Baby Step Giant Step算法即可哦

提醒：两边不要除以6以得到5\*I(x)+2 (mod 36),否则会丢失一些解。

ax = c (mod m)

由扩展欧几里德，知：

I(x)=4,10,16,22,28,34

最后，有指标表（书论书上有哦，自己不放写程序看看），得到x的对应值

I(16)=4,I(25)=10,I(9)=16

I(21)=22,I(12)=28,I(28)=34

其实这里，也可以根据指标的原式公式g^I(x) = x (mod p-1)

故，同余式3\*x^30=4 (mod 37)有6个解，即

x=16,25,9,21,12,28 (mod 37)

#define nmax 4001

typedef struct num {

int ii, value;

} num;

num Num[nmax];

int k, n, p, proot;

int dfs(int depth, LL now) {

int i;

LL res, temp;

if (depth == len\_pfactor) {

res = modular\_exp(proot, now, p);

if ((res == 1) && (now != (p - 1))) {

return 0;

}

return 1;

}

for (i = 0, temp = 1; i <= cpfactor[depth]; i++) {

if (!dfs(depth + 1, now \* temp)) {

return 0;

}

temp = temp \* pfactor[depth];

}

return 1;

}

void primitive() {

findpFactor(p - 1);

for (proot = 2;; proot++) {

if (dfs(0, 1)) {

return;

}

}

}

/\* ax = b (mod c)\*/

int result[nmax];

void solve(int a, int b, int c) {

int i, d, cc;

d = extend\_gcd(a, c);

if (b % d) {

puts("No Solution!");

return;

}

cc = c;

b /= d, c /= d;

result[0] = ((LL) x \* b % c + c) % c;

for (i = 1; i < d; i++) {

result[i] = (result[i - 1] + c) % cc;

}

for (i = 0; i < d; i++) {

result[i] = modular\_exp(proot, result[i], p);

}

qsort(result, d, sizeof(result[0]), rcmp);

for (i = 0; i < d; i++) {

printf("%d\n", result[i]);

}

}

int main() {

#ifndef ONLINE\_JUDGE

freopen("data.in", "r", stdin);

#endif

int a, b, c;

mkprime();

/\*x^k = n (mod p) \*/

while (~scanf("%d %d %d", &k, &p, &n)) {

primitive();

b = baby\_step\_giant\_step(proot, n, p);

a = k, c = p - 1;

solve(a, b, c);

printf("\n");

}

return 0;

}

x^2=1 (mod n)解的个数

给出整数n，统计二次同余方程x^2=1(mod n)在[0,n)闭区间上的解的个数。

分析：

根据《简明数论》上的说明：

若p是素数，x^2=1(mod p^k)的解数有如下结论。

当p==2时，k==1则解数是1，k==2时解数是2，k>=3时，解数是4。

当p>2时，k>0时解数是2。

然后分解因数。

void solve(int n) {

int i, res;

if (n == 1) {

puts("0");

return;

}

findpFactor(n);

for (i = 0, res = 1; i < len\_factor; i++) {

if (pfactor[i] == 2) {

if (cpfactor[i] >= 3) {

res = res \* 4;

} else {

res = res \* cpfactor[i];

}

} else {

res = res \* 2;

}

}

printf("%d\n", res);

}

小知识

能被3整除数的特征：各位数字和能被3整除

能被11整除数的特征：所有奇数位数字之和减去偶数位数字之和的值能被11整除

幻方构造

//幻方构造(l!=2)

#define MAXN 100

void dllb(int l, int si, int sj, int sn, int d[][MAXN]) {

int n, i = 0, j = l / 2;

for (n = 1; n <= l \* l; n++) {

d[i + si][j + sj] = n + sn;

if (n % l) {

i = (i) ? (i - 1) : (l - 1);

j = (j == l - 1) ? 0 : (j + 1);

} else

i = (i == l - 1) ? 0 : (i + 1);

}

}

void magic\_odd(int l, int d[][MAXN]) {

dllb(l, 0, 0, 0, d);

}

void magic\_4k(int l, int d[][MAXN]) {

int i, j;

for (i = 0; i < l; i++)

for (j = 0; j < l; j++)

d[i][j] =

((i % 4 == 0 || i % 4 == 3) && (j % 4 == 0 || j % 4 == 3)

|| (i % 4 == 1 || i % 4 == 2)

&& (j % 4 == 1 || j % 4 == 2)) ?

(l \* l - (i \* l + j)) : (i \* l + j + 1);

}

void magic\_other(int l, int d[][MAXN]) {

int i, j, t;

dllb(l / 2, 0, 0, 0, d);

dllb(l / 2, l / 2, l / 2, l \* l / 4, d);

dllb(l / 2, 0, l / 2, l \* l / 2, d);

dllb(l / 2, l / 2, 0, l \* l / 4 \* 3, d);

for (i = 0; i < l / 2; i++)

for (j = 0; j < l / 4; j++)

if (i != l / 4 || j)

t = d[i][j], d[i][j] = d[i + l / 2][j], d[i + l / 2][j] = t;

t = d[l / 4][l / 4], d[l / 4][l / 4] = d[l / 4 + l / 2][l / 4], d[l / 4

+ l / 2][l / 4] = t;

for (i = 0; i < l / 2; i++)

for (j = l - l / 4 + 1; j < l; j++)

t = d[i][j], d[i][j] = d[i + l / 2][j], d[i + l / 2][j] = t;

}

void generate(int l, int d[][MAXN]) {

if (l % 2)

magic\_odd(l, d);

else if (l % 4 == 0)

magic\_4k(l, d);

else

magic\_other(l, d);

}

1. 组合数学

打组合数表

//如下定义c数组，初始化后c[i][j]表示

const int MAXN = 105;

const int MAXV =10005;

int c[MAXV][MAXN];

void InitCombineNum(){

memset(c, 0, sizeof(c));

for (int i = 0; i < MAXV; i++) { c[i][0] = 1; }

c[1][1] = 1;

for (int i = 2; i < MAXV; i++) {

for (int j = 1; j < MAXN; j++) {

if(j == i) { c[i][j] = 1; break;}

c[i][j] = (c[i - 1][j - 1] + c[i - 1][j]) % MOD;

}

}

}

排列数的末尾非零数

int Table[4][4] = { { 6, 2, 4, 8 }, { 1, 3, 9, 7 }, { 1, 7, 9, 3 },

{ 1, 9, 1, 9 } };

int GetBase25(int a, int b) {

if (a == 0)

return 0;

return a / b + GetBase25(a / b, b);

}

int GetOdd(int n, int m) {

if (n == 0)

return 0;

return n / 10 + (n % 10 >= m) + GetOdd(n / 5, m);

}

int Get(int n, int m) {

if (n == 0)

return 0;

return Get(n / 2, m) + GetOdd(n, m);

}

int main() {

int n, m, num2, num5, num3, num7, num9, res;

while (scanf("%d %d", &n, &m) != EOF) {

num2 = GetBase25(n, 2) - GetBase25(n - m, 2);

num5 = GetBase25(n, 5) - GetBase25(n - m, 5);

num3 = Get(n, 3) - Get(n - m, 3);

num7 = Get(n, 7) - Get(n - m, 7);

num9 = Get(n, 9) - Get(n - m, 9);

res = 1;

if (num5 > num2) {

printf("5\n");

continue;

}

if (num2 != num5) {

res \*= Table[0][(num2 - num5) % 4];

res %= 10;

}

res \*= Table[1][(num3 % 4 + 4) % 4];

res %= 10;

res \*= Table[2][(num7 % 4 + 4) % 4];

res %= 10;

res \*= Table[3][(num9 % 4 + 4) % 4];

res %= 10;

printf("%d\n", res);

}

return 0;

}

排列数组合数的末尾非零数

int GetBase25(int n, int m) {

if (n == 0)

return 0;

return n / m + GetBase25(n / m, m);

}

int GetBase(int n, int m) {

if (n == 0)

return 0;

return n / 10 + (n % 10 >= m) + GetBase(n / 5, m);

}

int Get(int n, int m) {

if (n == 0)

return 0;

return Get(n / 2, m) + GetBase(n, m);

}

int Table[4][4] = { { 6, 2, 4, 8 }, { 1, 3, 9, 7 }, { 1, 7, 9, 3 },

{ 1, 9, 1, 9 } };

int main() {

int n, m, d, num2, num5, num3, num7, num9, res;

while (scanf("%d %d", &n, &m) != EOF) {

d = n - m;

num2 = GetBase25(n, 2) - GetBase25(m, 2) - GetBase25(d, 2);

num5 = GetBase25(n, 5) - GetBase25(m, 5) - GetBase25(d, 5);

num3 = Get(n, 3) - Get(m, 3) - Get(d, 3);

num7 = Get(n, 7) - Get(m, 7) - Get(d, 7);

num9 = Get(n, 9) - Get(m, 9) - Get(d, 9);

if (num5 > num2) {

printf("5\n");

continue;

}

res = 1;

if (num5 != num2) {

res \*= Table[0][((num2 - num5) % 4 + 4) % 4];

res %= 10;

}

res \*= Table[1][(num3 % 4 + 4) % 4];

res %= 10;

res \*= Table[2][(num7 % 4 + 4) % 4];

res %= 10;

res \*= Table[3][(num9 % 4 + 4) % 4];

res %= 10;

printf("%d\n", res);

}

return 0;

}

组合数取模C(n,m)%p

1） 当p是素数时，

A).直接暴力

C(n,m) = [n\*(n-1)\*(n-2)\*...\*(n-m+1)]/[1\*2\*3\*...\*m].

令 a = [n\*(n-1)\*(n-2)\*...\*(n-m+1)]; b = [1\*2\*3\*...\*m]; x = C(n,m)%p;

如果（a,p）=1,(b,p) = 1, 则：(a/b)≡x(mod p);

==>a≡b\*x(mod p); 令 a` = a%p; b` = b%p;

则：a`≡b`\*x(mod p) ==>b`\*x+k\*p = a` (p为素数，gcd(b`,p)=1,方程一定有解)

利用扩展欧几里德或欧拉函数即可。

注意：在求解过程中，要确保（a,p）=1,(b,p) = 1,也就是说要将a,b包含的素数p全部除去，并分别统计C(n,m)中分子分母包含p的个数。若分子中的p个数大于分母，直接输出0，相等则应用拓展欧几里得。不会出现分子中p的个数小于分母中p的个数的情况。

代码如下：

int getMultMod(int start, int end, int p) {

int i, j;

LL res;

for (i = start, res = 1, pnum = 0; i <= end; i++) {

if (i % p == 0) {

j = i;

while (j % p == 0) {

pnum++;

j /= p;

}

res = res \* j % p;

} else {

res = res \* i % p;

}

}

return (int) (res % p);

}

void C(int n, int m, int p) {

int a, b, apnum, bpnum;

LL res;

a = getMultMod(n - m + 1, n, p);

apnum = pnum;

b = getMultMod(1, m, p);

bpnum = pnum;

if (apnum > bpnum) {

puts("0");

return;

} else {

//方法一（扩展欧几里德）：

extend\_gcd(b, p);

res = (LL) x;

res = (res % p + p) % p;

//方法二（欧拉函数）：

//res = modular\_exp(b, p - 2, p);

res = res \* a % p;

printf("%I64d\n", res);

}

}

B).利用Lucas定理

Lucas theorem

m = mk \* p^k + mk-1 \* p^k-1 +... +m1 \* p + m0;

n = nk \* p^k + nk-1 \* p^k-1 +... + n1 \* p + n0; C(m,n)=C(mk,nk)\*C(mk-1,nk-1)\*...\*C(m1,n1)\*C(m0,n0);

int C(int a, int b, int p) {

int i;

LL resa, resb, res;

if (b > a) {

return 0;

}

//以下是求小组合数

//方法一：直接算

for (i = 0, resa = 1, resb = 1; i < b; i++) {

resa = resa \* (a - i) % p, resb = resb \* (b - i) % p;

}

//方法二：打阶乘对P的余数表，将组合数化成阶乘的形式

//b = num[b] \* num[a - b] % nmod;

//a = num[a];

//以下是求逆元

//第一种方法

extend\_gcd(resb, p);

res = (LL) x;

res = (res % p + p) % p;

//第二种方法

//res = modular\_exp(resb, p - 2, p);

res = res \* resa % p;

return (int) res;

}

void solve(int n, int m, int p) {

int a, b;

LL res;

res = 1;

while (n || m) {

a = n % p, b = m % p;

res = res \* C(a, b, p) % p;

n /= p, m /= p;

}

printf("%I64d\n", res);

}

当P是整数时，

void solve(int a, int b, int c) {

int i, temp;

LL res;

for (i = 0, res = 1; (i < plen) && (prime[i] <= a); i++) {

temp = getNum(a, prime[i]) - getNum(b, prime[i])

- getNum(a - b, prime[i]);

res = res \* modular\_exp(prime[i], temp, c) % c;

}

printf("%lld\n", res);

}

组合数C(n,m)与因数k

包含因数的个数

//将K化成素因子的乘积的形式

void findpFactor(int k) {

int i, te, cnt;

te = (int) sqrt(k \* 1.0);

for (i = 0, cplen = 0; (i < plen) && (prime[i] <= te); i++) {

if (k % prime[i] == 0) {

cnt = 0;

while (k % prime[i] == 0) {

cnt++;

k /= prime[i];

}

pfactor[cplen] = prime[i];

cpfactor[cplen++] = cnt;

} }

if (k > 1) {

pfactor[cplen] = k;

cpfactor[cplen++] = 1;

}

}

//获得素因子是在组合数中的个数，

//并凭借该素因子在因数k中的个数，得到该因数k在组合数中的个数

int cal(int i, int n, int m) {

int temp;

temp = getNum(n, pfactor[i]);

temp -= getNum(m, pfactor[i]);

temp -= getNum(n - m, pfactor[i]);

return temp / cpfactor[i];

}

void solve(int n, int m, int k) {

int i, temp, res;

//找k的素因子以及相应的个数

findpFactor(k);

for (i = 0, res = nmax; i < cplen; i++) {

temp = cal(i, n, m);

if (temp < res) {

res = temp;

}

}

printf("%d\n", res);

}

Catalan Numbers(卡特兰数)

令h(1)＝1,h(0)=1，catalan数满足递归式： h(n)= h(0)\*h(n-1)+h(1)\*h(n-2) + ... + h(n-1)h(0) (其中n>=2)

另类递归式：h(n)=((4\*n-2)/(n+1))\*h(n-1);

该递推关系的解为： h(n)=C(2n,n)/(n+1) (n=1,2,3,...)

组合数学中有非常多的组合结构可以用卡塔兰数来计数。 在Richard P. Stanley的Enumerative Combinatorics: Volume 2一书的习题中包括了66个相异的可由卡塔兰数表达的组合结构。以下用Cn=3和Cn=4举若干例：

Cn表示长度2n的dyck word的个数。Dyck word是一个有n个X和n个Y组成的字串，且所有的部分字串皆满足X的个数大于等于Y的个数。以下为长度为6的dyck words:

XXXYYY XYXXYY XYXYXY XXYYXY XXYXYY将上例的X换成左括号，Y换成右括号， Cn表示所有包含n组括号的合法运算式的个数: ((())) ()(()) ()()() (())() (()())

Cn表示有n+1个叶子的二叉树的个数。

Cn表示所有不同构的含n个分枝结点的满二叉树的个数。

（一个有根二叉树是满的当且仅当每个结点都有两个子树或没有子树。）

证明： 令1表示进栈，0表示出栈，则可转化为求一个2n位、含n个1、n个0的二进制数，满足从左往右扫描到任意一位时，

经过的0数不多于1数。显然含n个1、n个0的2n位二进制数共有 个，下面考虑不满足要求的数目.

考虑一个含n个1、n个0的2n位二进制数，扫描到第2m+1位上时有m+1个0和m个1（容易证明一定存在这样的情况），

则后面的0-1排列中必有n-m个1和n-m-1个0。将2m+2及其以后的部分0变成1、1变成0，

则对应一个n+1个0和n-1个1的二进制数。反之亦然（相似的思路证明两者一一对应）。 从而 。证毕。

Cn表示所有在n × n格点中不越过对角线的单调路径的个数。一个单调路径从格点左下角出发，

在格点右上角结束，每一步均为向上或向右。计算这种路径的个数等价于计算Dyck word的个数： X代表“向右”，Y代表“向上”。下图为n = 4的情况：

Cn表示通过连结顶点而将n + 2边的凸多边形分成三角形的方法个数。下图中为n = 4的情况：

Cn表示对{1, ..., n}依序进出栈的置换个数。一个置换w是依序进出栈的当S(w) = (1, ..., n),

其中S(w)递归定义如下：令w = unv，其中n为w的最大元素，u和v为更短1.括号化问题。

矩阵链乘： P=a1×a2×a3×……×an，依据乘法结合律，不改变其顺序，只用括号表示成对的乘积，

试问有几种括号化的方案？(h(n)种)

2.出栈次序问题。

一个栈(无穷大)的进栈序列为1,2,3,..n,有多少个不同的出栈序列?

类似： (1)有2n个人排成一行进入剧场。入场费5元。其中只有n个人有一张5元钞票，另外n人只有10元钞票，剧院无其它钞票，问有多少中方法使得只要有10元的人买票，售票处就有5元的钞票找零？(将持5元者到达视作将5元入栈，持10元者到达视作使栈中某5元出栈)

(2)在圆上选择2n个点,将这些点成对连接起来，使得所得到的n条线段不相交的方法数。

3.将多边行划分为三角形问题。

将一个凸多边形区域分成三角形区域的方法数?

类似：一位大城市的律师在她住所以北n个街区和以东n个街区处工作。每天她走2n个街区去上班。如果她

从不穿越（但可以碰到）从家到办公室的对角线，那么有多少条可能的道路？

类似：在圆上选择2n个点,将这些点成对连接起来使得所得到的n条线段不相交的方法数?

4.给顶节点组成二叉树的问题。

给定N个节点，能构成多少种形状不同的二叉树？

(一定是二叉树! 先去一个点作为顶点,然后左边依次可以取0至N-1个相对应的,右边是N-1到0个,

两两配对相乘,就是h(0)\*h(n-1) + h(2)\*h(n-2) + + h(n-1)h(0)=h(n)) （能构成h（N）个）

#define nmax 36

LL num[nmax];

int main() {

int i, cas, p, q, te;

num[0] = 1;

for (i = 1; i < nmax; i++) {

p = 4 \* i - 2, q = i + 1;

te = gcd(p, q);

p /= te, q /= te;

num[i] = num[i - 1] / q \* p;

}

cas = 0;

while (scanf("%d", &i) != EOF && (i != -1)) {

cas++;

printf("%d %d %I64d\n", cas, i, num[i] << 1);

}

return 0;

}

/\*

\* hdu 1023 1130 1134 2067

\*/

public class Main {

public static void main(String[] args) {

BigInteger[] num = new BigInteger[101];

BigInteger r, one, two;

int i;

one = BigInteger.*ONE*;

two = BigInteger.*valueOf*(2);

num[0] = BigInteger.*ONE*;

for (i = 1; i < 101; i++) {

r = BigInteger.*valueOf*(i);

num[i] = num[i - 1].multiply(two).multiply( two.multiply(r).subtract(one)).divide(r.add(one)); }

while (cin.hasNext()) {

i = cin.nextInt();

if (i == -1) {

break;

}

System.*out*.println(num[i]);

}}}

#define LL long long

#define nmax 200001

int prime[nmax], flag[nmax], factor[nmax], cfactor[nmax];

int x, y, plen;

void init() {

memset(flag, -1, sizeof(flag));

int i, j;

for (i = 2, plen = 0; i < nmax; i++) {

if (flag[i]) {

prime[plen++] = i;

}

for (j = 0; (j < plen) && (i \* prime[j] < nmax); j++) {

flag[i \* prime[j]] = 0;

if (i % prime[j] == 0) {

break;

}

}

}

}

int modular\_exp(int a, int b, int c) {

LL res, temp;

temp = a % c, res = 1;

while (b) {

if (b & 1) {

res = res \* temp % c;

}

b >>= 1;

temp = temp \* temp % c;

}

return res;

}

void extend\_gcd(int a, int b) {

if (b == 0) {

x = 1, y = 0;

return;

}

extend\_gcd(b, a % b);

int tx = x;

x = y;

y = tx - a / b \* y;

}

void solve(int n, int m) {

int i, j, k, temp, mm;

LL res, res0, res1;

mm = m;

temp = (int) (sqrt(m \* 1.0));

for (i = 0, k = 0; (i < plen) && (prime[i] <= temp); i++) {

if (mm % prime[i] == 0) {

factor[k++] = prime[i];

while (mm % prime[i] == 0) {

mm /= prime[i];

}

}

}

if (mm > 1) {

factor[k++] = mm;

}

memset(cfactor, 0, sizeof(cfactor));

for (i = 2, res0 = 1, res = 1; i <= n; i++) {

temp = 4 \* i - 2;

for (j = 0; j < k; j++) {

while (temp % factor[j] == 0) {

temp /= factor[j];

cfactor[j]++;

}

}

res0 = res0 \* temp % m;

temp = i + 1;

for (j = 0; j < k; j++) {

while (temp % factor[j] == 0) {

temp /= factor[j];

cfactor[j]--;

}

}

if (temp > 1) {

extend\_gcd(temp, m);

x = (x % m + m) % m;

res0 = res0 \* x % m;

}

res1 = res0;

for (j = 0; j < k; j++) {

if (cfactor[j] > 0) {

res1 = res1 \* modular\_exp(factor[j], cfactor[j], m) % m;

}

}

res = (res + res1) % m;

}

printf("%I64d\n", res);

}

[Stirling (斯特灵数)的应用](http://www.cnblogs.com/xiaoxian1369/archive/2011/08/26/2154783.html)

小知识：

Bell数，又称为贝尔数。

是以埃里克·坦普尔·贝尔(Eric Temple Bell)为名的。

B(n)是包含n个元素的集合的划分方法的数目。

B(0) = 1, B(1) = 1, B(2) = 2, B(3) = 5,

B(4) = 15, B(5) = 52, B(6) = 203,...

递推公式为，

B(0) = 1,

B(n+1) = Sum(0,n) C(n,k)B(k). n = 1,2,...

其中，Sum(0,n)表示对k从0到n求和，C(n,k) = n!/[k!(n-k)!]

-------------------------

Stirling数，又称为斯特灵数。

在组合数学，Stirling数可指两类数，都是由18世纪数学家James Stirling提出的。

第一类Stirling数是有正负的，其绝对值是包含n个元素的集合分作k个环排列的方法数目。

递推公式为，

S(n,0) = 0, S(1,1) = 1.

S(n+1,k) = S(n,k-1) + nS(n,k)。

第二类Stirling数是把包含n个元素的集合划分为正好k个非空子集的方法的数目。

递推公式为，

S(n,n) = S(n,1) = 1,

S(n,k) = S(n-1,k-1) + kS(n-1,k).

将n个有区别的球的球放入k个无标号的盒子中( n>=k>=1，且盒子不允许为空)的方案数就是stirling数.(即含 n 个元素的集合划分为 k 个集合的情况数)

递推公式:　S(n,k) = 0 (k > n)　　S(n,1) = 1 (k = 1)

s(n,k)=1 (n=k) 　　S(n,k) = S(n-1,k-1)+k\*S(n-1,k) (n >= k >= 2)

　　分析：设有n个不同的球，分别用b1,b2,...,bn表示。从中取出一个球bn，bn的放法有以下两种：

　　1.bn独占一个盒子，那么剩下的球只能放在k-1个盒子里，方案数为S（n-1,k-1);

　　2.bn与别的球共占一个盒子，那么可以将b1,b2,...,bn-1这n-1个球放入k个盒子里，然后将bn放入其中一个盒子中，方案数为k\*S(n-1,m).

-------------

bell数和stirling数的关系为，

每个贝尔数都是"第二类Stirling数"的和。

B(n) = Sum(1,n) S(n,k).

hdu 2643 Rank hdu 2512 一卡通大冒险

hdu 2512

/\*

第二类Stirling数是把包含n个元素的集合划分为正好k个非空子集的方法的数目。

递推公式为：

S(n,k) = 0(n<k||k=0),

S(n,n) = S(n,1) = 1,

S(n,k) = S(n-1,k-1) + kS(n-1,k).

将n个有区别的球的球放入k个无标号的盒子中( n>=k>=1，且盒子不允许为空)的方案数就是stirling数.(即含 n 个元素的集合划分为 k 个集合的情况数)

　　递推公式:

　　S(n,k) = 0 (k > n)

　　S(n,1) = 1 (k = 1)

　　s(n,k)=1 (n=k)

　　S(n,k) = S(n-1,k-1)+k\*S(n-1,k) (n >= k >= 2)

　　分析：设有n个不同的球，分别用b1,b2,...,bn表示。从中取出一个球bn，bn的放法有以下两种：

　　1.bn独占一个盒子，那么剩下的球只能放在k-1个盒子里，方案数为S（n-1,k-1);

　　2.bn与别的球共占一个盒子，那么可以将b1,b2,...,bn-1这n-1个球放入k个盒子里，然后将bn放入其中一个盒子中，方案数为k\*S(n-1,m).

\*/

#define nmax 2001

#define nnum 1000

int num[nmax][nmax];

void init() {

int i, j;

for (i = 1; i < nmax; i++) {

num[i][0] = 0, num[i][1] = 1;

}

for (i = 2; i < nmax; i++) {

for (j = 1; j < nmax; j++) {

if (i == j) {

num[i][i] = 1;

continue;

}

num[i][j] = (num[i - 1][j - 1] + num[i - 1][j] \* j) % nnum;

}

}

}

int main() {

int n, x, i, res;

init();

while (scanf("%d", &n) != EOF) {

while (n--) {

scanf("%d", &x);

for (i = 1, res = 0; i <= x; i++) {

res += num[x][i];

res %= nnum;

}

printf("%d\n", res);

}

}

return 0;

}

hdu 2643

/\* 第二类Stirling数是把包含n个元素的集合划分为正好k个非空子集的方法的数目。

 递推公式为：

 S(n,k) = 0(n<k||k=0),

 S(n,n) = S(n,1) = 1,

 S(n,k) = S(n-1,k-1) + kS(n-1,k).\*/

/\* 第二类Stirling数是把包含n个元素的集合划分为正好k个非空子集的方法的数目。

递推公式为： S(n,k) = 0(n<k||k=0),

S(n,n) = S(n,1) = 1,

S(n,k) = S(n-1,k-1) + kS(n-1,k).

\*/

#define LL long long

#define nmax 101

#define nnum 20090126LL

LL num[nmax][nmax], fac[nmax];

void init() {

int i, j;

for (i = 1, fac[0] = 1; i < nmax; i++) {

fac[i] = fac[i - 1] \* i % nnum;

}

for (i = 1; i < nmax; i++) {

num[i][1] = 1;

num[i][0] = 0;

}

for (i = 2; i < nmax; i++) {

for (j = 1; j < nmax; j++) {

if (i == j) {

num[i][i] = 1;

} else {

num[i][j] = (num[i - 1][j - 1] + num[i - 1][j] \* j) % nnum;

}

}

}

}

int main() {

init();

int T, N, i;

LL res;

while (scanf("%d", &T) != EOF) {

while (T--) {

scanf("%d", &N);

for (i = 1, res = 0; i <= N; i++) {

res += num[N][i] \* fac[i];

res %= nnum;

}

printf("%I64d\n", res);

}

}

return 0;

}

hdu 3625 第一类斯特林数的应用

就是给你N个房间，然后每个房间1把钥匙，你最初手里没有任何钥匙，要靠破门而入！这里只有第一个房间不能破门进去，其他都可以，

给你房间数N，和最多能破门的个数，让你求能全部把房间打开的概率！

首先这题其实让我们求的是给 N个元素，让我们求K个环排列的 方法数。

斯特林第一类数的递推公式：

S（N，0）=0；

S（N，N）=1；

S（0，0）=0；

S（N，K）=S（N-1，K-1）+S（N-1，K）\*（N-1）；

这个公式的意思是：

当前N-1个数构成K-1 个环的时候，加入第N个 ，N只能构成单环！---S（N-1，K-1）

如果N-1个数构成K个环的时候，加入第N个，N可以任意加入，N-1内的一个环里，所以是--（N-1）\*S（N-1，K）

这个题目里，因为不能破坏第1个门：

所以 S（N，K）-S（N-1，K-1）才是能算构成K个环的方法数！就是去掉1自己成环的情况！

#define LL double

#define nmax 21

LL num[nmax], stirling[nmax][nmax];

void init() {

int i, j;

num[0] = 1;

for (i = 1; i < nmax; i++) {

num[i] = num[i - 1] \* i;

stirling[i][0] = 0;

stirling[i][1] = 1;

}

for (i = 2; i < nmax; i++) {

for (j = 1; j < nmax; j++) {

if (i == j) {

stirling[i][j] = 1;

} else {

stirling[i][j] = stirling[i - 1][j - 1]

+ (i - 1) \* stirling[i - 1][j];

}

}

}

}

LL solve(int n, int m) {

LL res;

int i;

for (i = 1, res = 0.0; i <= m; i++) {

res += stirling[n][i] - stirling[n - 1][i - 1];

}

return res;

}

int main() {

int T, N, K;

LL x;

double res;

init();

while (scanf("%d", &T) != EOF) {

while (T--) {

scanf("%d %d", &N, &K);

x = solve(N, K);

res = 1.0 \* x / num[N];

printf("%.4lf\n", res);

}

}

return 0;

}

斐波那契数列

1. 求解Fibonacci的某一项（这个范围一般在45之内) f[n]=f[n-1]+f[n-2] (n>2, f[1]=1,f[2]=1)

2. 求解Fibonacci的某一项模K(这个一般是大数),通用解决方法是构造矩阵求幂次

我比较喜欢下面这个形式

|0 1| |f(0)| |f(1)|

===>

|1 1| |f(1)| |f(0)+f(1)| 后面这个也就是f(2)了

3. 求解Fibonacci的前多少位 (这个一般是大数), 通用解法是使用通项公式

这个要使用fibonacci的通项公式了

![http://acm.hdu.edu.cn/forum/attachment/9_17558_66eb0d62d0d7087.jpg](data:image/jpeg;base64,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)

可以发现后面的((1-√5)/2)^ n 当n很大的时候数值非常小，可以忽略，不会对前4位造成影响。

因此转变为了

((1+√5)/2 )^n

------------------

√5

4. 求解Fibonacci的后多少位，这个和取模类似

5. 求解Fibonacci的前n项和，利用推导式, S(n) = F(n + 2) - F(2)即可

F(3) = F(1) + F(2)

F(4) = F(2) + F(3) = 1 \* F(1) + 2 \* F(2)

F(5) = F(3) + F(4) = 2 \* F(1) + 3 \* F(2)

F(6) = F(4) + F(5) = 3 \* F(1) + 5 \* F(2)

F(7) = F(5) + F(6) = 5 \* F(1) + 8 \* F(2)

F(8) = F(6) + F(7) = 8 \* F(1) + 13 \* F(2)

S(3) = 2 \* F(1) + 2 \* F(2)

S(4) = 3 \* F(1) + 4 \* F(2)

S(5) = 5 \* F(1) + 7 \* F(2)

S(6) = 8 \* F(1) + 12 \*F(2)

S(7) = 13 \*F(1) + 20 \*F(2)

不难发现，

S(n) = F(n + 2) - F(2)

6. 更多的是基于Fibonacci的综合题,包括DP,构造,等等.

F(2\*n)=sigma(C(n,k)F(k)) k>=0,k<=n

母函数学习

普通母函数

题目：<http://acm.hdu.edu.cn/showproblem.php?pid=1028>

#define nmax 121

int res[nmax], temp[nmax];

int main() {

int n, i, j, k;

for (i = 0; i < nmax; i++) {

res[i] = 1;

temp[i] = 0;

}

for (i = 2; i < nmax; i++) {

for (j = 0; j < nmax; j++) {

for (k = 0; k + j < nmax; k += i) {

temp[k + j] += res[j];

}

}

for (j = 0; j < nmax; j++) {

res[j] = temp[j];

temp[j] = 0;

}

}

while (scanf("%d", &n) != EOF) {

printf("%d\n", res[n]);

}

return 0;

}

  题目：<http://acm.hdu.edu.cn/showproblem.php?pid=1171>

#define nmax 250001

int V[nmax], M[nmax], res[nmax], temp[nmax];

int main() {

int N, i, j, k, te, Vs;

while (scanf("%d", &N) != EOF && N > 0) {

for (i = 0, Vs = 0; i < N; i++) {

scanf("%d %d", V + i, M + i);

Vs += V[i] \* M[i];

}

te = Vs / 2;

memset(res, 0, sizeof(res));

memset(temp, 0, sizeof(temp));

for (i = 0; i <= M[0]; i++) {

res[i \* V[0]] = 1;

}

for (i = 1; i < N; i++) {

for (j = 0; j <= Vs; j++) {

for (k = 0; k <= M[i] && (V[i] \* k + j <= Vs); k++) {

if (res[j] == 1) {

temp[k \* V[i] + j] = 1;

}

}

}

for (j = 0; j <= Vs; j++) {

res[j] = temp[j], temp[j] = 0;

}

}

for (i = te; i >= 0; i--) {

if (res[i] != 0) {

break;

}

}

printf("%d %d\n", Vs - i, i);

}

return 0;

}

指数型母函数

//hdu1521

#define nmax 15

int num[nmax];

double res[nmax], fac[nmax], temp[nmax];

void init(int n) {

int i;

fac[0] = 1;

for (i = 1; i <= n; i++) {

fac[i] = fac[i - 1] \* i;

}

}

int main() {

int i, j, k, n, m;

while (scanf("%d %d", &n, &m) != EOF) {

init(n);

for (i = 0; i < n; i++) {

scanf("%d", num + i);

}

memset(res, 0.0, sizeof(res));

memset(temp, 0.0, sizeof(res));

for (i = 0; i <= num[0]; i++) {

res[i] = 1.0 / fac[i];

}

for (i = 1; i < n; i++) {

for (j = 0; j <= n; j++) {

for (k = 0; (k <= num[i]) && (k + j <= n); k++) {

temp[j + k] += res[j] / fac[k];

}

}

for (j = 0; j <= n; j++) {

res[j] = temp[j], temp[j] = 0;

}

}

printf("%.0lf\n", res[m] \* fac[m]);

}

return 0;

}

//poj 3734 hdu 2065

/\*由题知：

(1+x/1!+x^2/2!+……+x^n/n!)^2\*(1+x^2/2!+……)^2

由e^x=1+x/1!+x^2/2!+……知

原式=e^(2\*x)\*((e^x+e^(-x))/2)^2

　　=(1/4)\*(e^(2\*x)+1)^2

　　=(1/4)\*(e^(4\*x)+2\*e^(2\*x)+1)

　　=(1/4)\*(sigam(4^n)\*(x^n/n!)+

2\*sigma(2^n)\*(x^n/n!)+1)

由以上式子可知：　x^n/n!的系数为(4^n+2\*2^n+1)/4=4^(n-1)+2^(n-1)+1/4

对于本题只需要计算4^(n-1)+2^(n-1)即可。

\*/

Polya定理

利用置换论中轮换的概念（轮换概念=循环概念），我们将置换f分解为若干循环。记f的循环节数位m(f)。

则有定理:C(f) = k ^ m(f) ，其中看为着色数。

于是有Polya定理：不同的着色方案数 l = sum(k ^ m(f)) / |G| ，其中f属于G。

对于本题还有如下结论：

在此种模型下，所有的置换可以通过一个置换旋转和翻转全部得来。

（1）旋转

将置换顺时针旋转i格，其循环节数的为gcd(n, i)；

（2）翻转

当n为奇数：共有n个循环节数为(n+1)/2的循环群

当 n为偶数：共有n/2个循环节数(n+2)/2的循环群，和n/2个循环节数n/2的循环群。

#define nnum 1000000007

LL polya(int n, int m) {

int i;

LL sum;

for (i = 1, sum = 0; i <= m; i++) {

if (m % i == 0) {

sum += modular\_exp(n, i) \* getPhi(m / i) % nnum;

sum %= nnum;

}

}

if (m & 1) {

sum += modular\_exp(n, (m + 1) / 2) \* m % nnum;

sum %= nnum;

} else {

sum += modular\_exp(n, m / 2) \* (m / 2) % nnum;

sum %= nnum;

sum += modular\_exp(n, m / 2 + 1) \* (m / 2) % nnum;

sum %= nnum;

}

extend\_gcd(m << 1, nnum);

x = (x % nnum + nnum) % nnum;

sum = sum \* x % nnum;

return sum;

}

dfs实现容斥原理计数

/\*\*

\* 容斥原理计数的例子。给定区间[1,N)和M个数(data[])

\* 求区间中有多少个数满足至少被这些数中的一个整除

\* 省略了输入过程,调用work即得结果。

\*/

const int MAXM = 15;

int N, M, data[MAXM];

void dfs(int now, int count, LL lcm, LL &ans) {

lcm = getlcm(lcm, data[now]);

if(count % 2 == 0) {

ans -= (N - 1) / lcm;

}else {

ans += (N - 1) / lcm;

}

for(int i = now + 1; i < M; i++) {

dfs(i, count + 1, lcm, ans);

}

}

LL work(int N, int M) {

LL ans = 0;

for(int i = 0; i < M; i++) {

dfs(i, 1, data[i], ans);

}

return ans;

}

排列组合生成

//gen\_perm产生字典序排列P(n,m)

//gen\_comb产生字典序组合C(n,m)

//gen\_perm\_swap产生相邻位对换全排列P(n,n)

//产生元素用1..n表示

//dummy为产生后调用的函数,传入a[]和n,a[0]..a[n-1]为一次产生的结果

#define MAXN 100

int count;

void dummy(int\* a, int n) {

int i;

cout << count++ << ": ";

for (i = 0; i < n - 1; i++)

cout << a[i] << ' ';

cout << a[n - 1] << endl;

}

void \_gen\_perm(int\* a, int n, int m, int l, int\* temp, int\* tag) {

int i;

if (l == m)

dummy(temp, m);

else

for (i = 0; i < n; i++)

if (!tag[i]) {

temp[l] = a[i], tag[i] = 1;

\_gen\_perm(a, n, m, l + 1, temp, tag);

tag[i] = 0;

}

}

void gen\_perm(int n, int m) {

int a[MAXN], temp[MAXN], tag[MAXN] = { 0 }, i;

for (i = 0; i < n; i++)

a[i] = i + 1;

\_gen\_perm(a, n, m, 0, temp, tag);

}

void \_gen\_comb(int\* a, int s, int e, int m, int& count, int\* temp) {

int i;

if (!m)

dummy(temp, count);

else

for (i = s; i <= e - m + 1; i++) {

temp[count++] = a[i];

\_gen\_comb(a, i + 1, e, m - 1, count, temp);

count--;

}

}

void gen\_comb(int n, int m) {

int a[MAXN], temp[MAXN], count = 0, i;

for (i = 0; i < n; i++)

a[i] = i + 1;

\_gen\_comb(a, 0, n - 1, m, count, temp);

}

void \_gen\_perm\_swap(int\* a, int n, int l, int\* pos, int\* dir) {

int i, p1, p2, t;

if (l == n)

dummy(a, n);

else {

\_gen\_perm\_swap(a, n, l + 1, pos, dir);

for (i = 0; i < l; i++) {

p2 = (p1 = pos[l]) + dir[l];

t = a[p1], a[p1] = a[p2], a[p2] = t;

pos[a[p1] - 1] = p1, pos[a[p2] - 1] = p2;

\_gen\_perm\_swap(a, n, l + 1, pos, dir);

}

dir[l] = -dir[l];

}

}

void gen\_perm\_swap(int n) {

int a[MAXN], pos[MAXN], dir[MAXN], i;

for (i = 0; i < n; i++)

a[i] = i + 1, pos[i] = i, dir[i] = -1;

\_gen\_perm\_swap(a, n, 0, pos, dir);

}

生成gray码

//生成reflected gray code

//每次调用gray取得下一个码

//000...000是第一个码,100...000是最后一个码

void gray(int n, int \*code) {

int t = 0, i;

for (i = 0; i < n; t += code[i++])

;

if (t & 1)

for (n--; !code[n]; n--)

;

code[n - 1] = 1 - code[n - 1];

}

置换(polya)

//求置换的循环节,polya原理

//perm[0..n-1]为0..n-1的一个置换(排列)

//返回置换最小周期,num返回循环节个数

#define MAXN 1000

int gcd(int a, int b) {

return b ? gcd(b, a % b) : a;

}

int polya(int\* perm, int n, int& num) {

int i, j, p, v[MAXN] = { 0 }, ret = 1;

for (num = i = 0; i < n; i++)

if (!v[i]) {

for (num++, j = 0, p = i; !v[p = perm[p]]; j++)

v[p] = 1;

ret \*= j / gcd(ret, j);

}

return ret;

}

字典序全排列

//字典序全排列与序号的转换

int perm2num(int n, int \*p) {

int i, j, ret = 0, k = 1;

for (i = n - 2; i >= 0; k \*= n - (i--))

for (j = i + 1; j < n; j++)

if (p[j] < p[i])

ret += k;

return ret;

}

void num2perm(int n, int \*p, int t) {

int i, j;

for (i = n - 1; i >= 0; i--)

p[i] = t % (n - i), t /= n - i;

for (i = n - 1; i; i--)

for (j = i - 1; j >= 0; j--)

if (p[j] <= p[i])

p[i]++;

}

字典序组合

//字典序组合与序号的转换

//comb为组合数C(n,m),必要时换成大数,注意处理C(n,m)=0|n<m

int comb(int n, int m) {

int ret = 1, i;

m = m < (n - m) ? m : (n - m);

for (i = n - m + 1; i <= n; ret \*= (i++))

;

for (i = 1; i <= m; ret /= (i++))

;

return m < 0 ? 0 : ret;

}

int comb2num(int n, int m, int \*c) {

int ret = comb(n, m), i;

for (i = 0; i < m; i++)

ret -= comb(n - c[i], m - i);

return ret;

}

void num2comb(int n, int m, int\* c, int t) {

int i, j = 1, k;

for (i = 0; i < m; c[i++] = j++)

for (; t > (k = comb(n - j, m - i - 1)); t -= k, j++)

;

}

1. 字符串、匹配

Trie树

/\*\*

\* Trie树(单词前缀树)比较通用的实现，以下代码实现Trie树最

\* 基本的功能，如插入字符串等。插入完毕后可根据具体需要对

\* 树进行操作，如数结点数，查找字符串等。以下代码默认是采

\* 用静态分配内存的方式，树根即为root。若改为动态方式，

\* 则需要new，并在使用完毕后destroy。

\*/

/\*\*

\* 子节点个数最大值，例如如果全是小写字母的话，

\* 则chileNum应该为26

\*/

const int child\_num = 26;

/\*\*

\* 参照字符，例如如果全是小写字母的话，则base应该为'a'

\*/

const char base = 'a';

/\*\*

\* 节点结构体

\* 可在其中加入自定义变量以满足特殊需求

\*/

typedef struct TrieNode {

//子节点指针

struct TrieNode \*child[child\_num];

}TrieNode;

/\*\*

\* 以下三行代码定义了节点数组，以及变量指示当前已经分配

\* 节点数量，用于静态地给新建结点分配内存空间如果新建结

\* 点时采用动态分配内存的方式，则可删除。

\*/

const int MAX\_NODE\_NUM = 300000;

TrieNode root[MAX\_NODE\_NUM];

int cur\_node\_num = 0;

/\*\*

\* 新建一个节点的函数，新建后会自动初始化

\*/

inline TrieNode\* newTrieNode() {

//如需动态分配内存，则下句可改为

//TrieNode\* node = new TrieNode();

TrieNode\* node = &root[cur\_node\_num++];

//初始化

memset(node->child, 0, sizeof(node->child));

return node;

}

/\*\*

\* 插入一个字符串到Trie树中,root为要插入的位置

\* s为字符串，len为其长度

\*/

void insert\_to\_trie(TrieNode \*root, const char \*s, const int len) {

TrieNode \*p = root;

for (int i = 0; i < len; i++) {

if (p->child[s[i] - base] == NULL) {

p->child[s[i] - base] = newTrieNode();

}

p = p->child[s[i] - base];

}

}

/\*\*

\* 如果建立Trie树过程中使用的是动态分配内存的方式，

\* 则使用完毕以后需要摧毁，以及时释放占用的内存

\*/

void destroy\_node(const TrieNode \*p) {

if (p) {

for (int i = 0; i < child\_num; i++) {

if (p->child[i] != NULL) {

destroy\_node(p->child[i]);

}

}

delete p;

}

}

KMP

//经典的字符串匹配算法，复杂度O(m+n)。使用时以下get\_next()函数与get\_nextval()函数只需要一个即可，调用的地方也要相应修改。get\_nextval()是在get\_next()朴素算法的基础上进一步优化

#define MAX\_PAR\_LEN 300

#define MAX\_TXT\_LEN 1000

char pattern[MAX\_PAR\_LEN], text[MAX\_TXT\_LEN];

int next[MAX\_PAR\_LEN], nextval[MAX\_PAR\_LEN], parlen, txtlen;

void get\_next() {

int i = 0, j = -1; next[0] = -1;

while (i < parlen) {

if (j < 0 || pattern[i] == pattern[j]) {

i++; j++; next[i] = j;

} else { j = next[j]; }

}

}

void get\_nextval() {

int i = 0, j = -1; nextval[0] = -1;

while (i < parlen) {

if (j < 0 || pattern[i] == pattern[j]) {

i++; j++;

if (pattern[i] != pattern[j]) {

nextval[i] = j;

} else { nextval[i] = nextval[j]; }

} else { j = nextval[j];}

}

}

int index\_kmp() {

int i, j;

txtlen = strlen(text);

parlen = strlen(pattern);

get\_nextval();

i = j = 0;

while (i < txtlen && j < parlen) {

if (j < 0 || text[i] == pattern[j]) {

i++; j++;

} else { j = nextval[j];}

}

if (j == parlen) { return i - j;

} else { return -1;}

}

KMP实现DFA(单模式串)

#define MAX\_LEN 10005

char pattern[MAX\_LEN];

int state[MAX\_LEN][26];

int len;

int nextval[MAX\_LEN];

void get\_next() {

int i = 0, j = -1;

int parlen = len;

nextval[0] = -1;

while (i <= parlen) {

if (j == -1 || pattern[i] == pattern[j]) {

i++;

j++;

nextval[i] = j;

} else {

j = nextval[j];

}

}

}

void work() {

int i, j, cur;

char c;

while (scanf("%s", pattern) != EOF) {

if (strcmp(pattern, "0") == 0) {

break;

}

len = strlen(pattern);

get\_next();

memset(state, 0, sizeof(state));

for (cur = 0; cur <= len; cur++) {

for (c = 'a'; c <= 'z'; c++) {

i = cur;

while(i >= 0 && c != pattern[i]) {

i = nextval[i];

}

state[cur][c - 'a'] = i + 1;

}

}

for (i = 0; i <= len; i++) {

printf("%d", i);

for (j = 0; j < 26; j++) {

printf(" %d", state[i][j]);

}

printf("\n");

}

}

}

Trie树实现DFA(多模式串)

const int MAX\_PATTERN\_NUM = 510;

const int MAX\_PATTERN\_LEN = 210;

const int MAXQ = MAX\_PATTERN\_NUM \* MAX\_PATTERN\_LEN;

const int MAX\_TEXT\_LEN = 10100;

const int MAXK = 95; //字符集的大小

const char BASE = '!';

typedef struct TrieNode {

TrieNode\* fail;

TrieNode\* next[MAXK];

bool isaend; //该节点是否为某模式串的终结点

int index; //以该节点为终结点的模式串编号

} TrieNode;

TrieNode \*que[MAXQ], \*root, CTree[MAXQ];

//文本字符串及模式串

char msg[MAX\_TEXT\_LEN];

char pattern[MAX\_PATTERN\_LEN];

int N, nCount;

bool infected[MAX\_PATTERN\_NUM];

inline TrieNode \* NewTrieNode() {

CTree[nCount].index = -1;

return &CTree[nCount++];

}

void TrieInsert(char \*s, int index) {

int i = 0;

TrieNode \*ptr = root;

while (s[i]) {

int idx = s[i] - BASE;

if (!ptr->next[idx]) {

ptr->next[idx] = NewTrieNode();

}

ptr = ptr->next[idx];

i++;

}

ptr->isaend = true;

ptr->index = index;

}

void Init() {

int i;

root = NewTrieNode();

for (i = 1; i <= N; i++) {

scanf("%s", pattern);

TrieInsert(pattern, i);

}

}

void Build\_DFA() {

int rear = 1, front = 0, i;

que[0] = root;

root->fail = NULL;

while (rear != front) {

TrieNode \*cur = que[front++];

for (i = 0; i < MAXK; i++) {

if (!cur->next[i]) {

continue;

}

if (cur == root) {

cur->next[i]->fail = root;

} else {

TrieNode \*ptr = cur->fail;

while (ptr) {

if (ptr->next[i]) {

cur->next[i]->fail = ptr->next[i];

if (ptr->next[i]->isaend) {

cur->next[i]->isaend = true;

}

break;

}

ptr = ptr->fail;

}

if (!ptr) {

cur->next[i]->fail = root;

}

}

que[rear++] = cur->next[i];

}

}

}

void Run\_DFA() {

int i = 0;

TrieNode \*ptr = root;

ptr = root;

while (msg[i]) {

int idx = msg[i] - BASE;

while (!ptr->next[idx] && ptr != root) {

ptr = ptr->fail;

}

ptr = ptr->next[idx];

if (!ptr) {

ptr = root;

}

TrieNode \*tmp = ptr;

while (tmp && tmp->isaend) {

infected[tmp->index] = true;

tmp = tmp->fail;

}

i++;

}

}

int main() {

int M, total;

while (scanf("%d", &N) == 1) {

nCount = 0;

total = 0;

memset(CTree, 0, sizeof(CTree));

Init();

Build\_DFA();

scanf("%d", &M);

for (int i = 1; i <= M; i++) {

memset(infected, false, sizeof(infected));

scanf("%s", msg);

Run\_DFA();

int temp = 0;

for (int j = 1; j <= N; j++) {

temp += infected[j];

}

if (temp > 0) {

total++;

printf("web %d:", i);

for (int j = 1; j <= N; j++) {

if (infected[j]) {

printf(" %d", j);

}

}

putchar('\n');

}

}

printf("total: %d\n", total);

}

return 0;

}

AC自动机（DFA）

/\*

\* 初始化：

\* \*root = new node();

\* insert()加入所有串后调用build\_ac\_automation(node \*root)

\* 调用：query(原串)

\* 返回：匹配成功的单词数量

\* 调用：

\*/

const int kind = 26;

struct node

{

node \*fail; //失败指针

node \*next[kind]; //Tire每个节点的26个子节点（最多26个字母）

int count; //是否为该单词的最后一个节点

node()

{ //构造函数初始化

fail = NULL;

count = 0;

memset(next, (int) NULL, sizeof(next));

}

}\*q[500001] , \*root; //队列，方便用于bfs构造失败指针

void insert(char \*str, node \*root)

{

node \*p = root;

int i = 0, index;

while (str[i])

{

index = str[i] - 'a';

if (p->next[index] == NULL)

p->next[index] = new node();

p = p->next[index];

i++;

}

p->count++;

}

void build\_ac\_automation(node \*root)

{

int i;

int head, tail; //队列的头尾指针

head = tail = 0;

root->fail = NULL;

q[head++] = root;

while (head != tail)

{

node \*temp = q[tail++];

node \*p = NULL;

for (i = 0; i < 26; i++)

{

if (temp->next[i] != NULL)

{

p = temp->fail;

while (p != NULL && p->next[i] == NULL)

p = p->fail;

if (p == NULL)

temp->next[i]->fail = root;

else

temp->next[i]->fail = p->next[i];

q[head++] = temp->next[i];

}

}

}

}

int query(node \*root, char\* str)

{

int i = 0, cnt = 0, index;

node \*p = root;

while (str[i])

{

index = str[i] - 'a';

while (p->next[index] == NULL && p != root)

p = p->fail;

p = p->next[index];

p = (p == NULL) ? root : p;

node \*temp = p;

while (temp != root && temp->count != -1)

{

cnt += temp->count;

temp->count = -1;//若每个单词可以匹配多次则去掉

temp = temp->fail;

}

i++;

}

return cnt;

}

Sunday算法

#define CHNUM 26

#define BASE 'a'

int sunday(const char \*src, const char \*des) {

int i, j, pos = 0;

int len\_s, len\_d;

int next[CHNUM] = { 0 };

len\_s = strlen(src);

len\_d = strlen(des);

for (j = 0; j < CHNUM; ++j) {

next[j] = len\_d + 1;

}

for (j = 0; j < len\_d; ++j) {

next[des[j] - BASE] = len\_d - j;

}

while (pos < (len\_s - len\_d + 1)) {

i = pos;

for (j = 0; j < len\_d; ++j, ++i) {

if (src[i] != des[j]) {

pos += next[src[pos + len\_d] - BASE];

break;

}

}

if (j == len\_d) {

return pos;

}

}

return -1;

}

1. 数据结构

RMQ

/\*

\* 初始化：InitRMQ()

\* 调用：query(x,y,st)求区间[x,y]的最大值

\* 返回：下标最小的最大值的下标

\*/

int d[30];

void InitRMQ(int f[], int n, int st[][32])

{

int i, j;

for (d[0] = 1, i = 1; i < 21; i++)

d[i] = 2 \* d[i - 1];

for (i = 0; i < n; i++)

st[i][0] = i;

int k = int(log(double(n))/log(2)) + 1;

for (j = 1; j < k; j++)

for (i = 0; i < n; i++)

if (i + d[j - 1] - 1 < n)

{

if (f[st[i][j - 1]] < f[st[i + d[j - 1]][j – 1]])//求最小值需改为大于号，若要下标最大则需将“<”或者“>”改为为“<=”或者“>=”

st[i][j] = st[i + d[j - 1]][j - 1];

else

st[i][j] = st[i][j - 1];

}

else

break;

}

int query(int x, int y, int st[][32])

{

int k = int(log(double(y - x + 1)) / log(2.0));

if (f[st[x][k]] < f[st[y - d[k] + 1][k]])//求最小值需改为大于号，若要下标最大则需将“<”或者“>”改为为“<=”或者“>=”

return st[y - d[k] + 1][k];

return st[x][k];

}

一维线段树

//区间最大值最小值之差，题目见北大OJ-3264

#define MY\_MIN 99999999

#define MY\_MAX -99999999

typedef struct CNode {

int L, R; //区间起点和终点

int nMin, nMax; //本区间里的最大最小值

CNode \*pLeft, \*pRight;

} CNode;

CNode Tree[500000];

int N, Q;

int nCount;

int CurMin, CurMax;

inline int min(int first, int second){

return first < second ? first : second;

}

inline int max(int first, int second){

return first > second ? first : second;

}

void BuildTree(CNode \*pRoot, int L, int R) {//建立线段树

pRoot->nMax = MY\_MAX;

pRoot->nMin = MY\_MIN;

pRoot->L = L;

pRoot->R = R;

if (L == R) {

return;

}

nCount++;

pRoot->pLeft = Tree + nCount;

nCount++;

pRoot->pRight = Tree + nCount;

int mid = (L + R) / 2;

BuildTree(pRoot->pLeft, L, mid);

BuildTree(pRoot->pRight, mid + 1, R);

}

void Insert(CNode \*pRoot, int i, int v) {//插入数据

pRoot->nMax = max(pRoot->nMax, v);

pRoot->nMin = min(pRoot->nMin, v);

if(pRoot->L == pRoot->R){

return ;

}

int mid = (pRoot->L + pRoot->R) / 2;

if(i <= mid)

Insert(pRoot->pLeft, i, v);

else

Insert(pRoot->pRight, i, v);

}

void Query(CNode \*pRoot, int s, int e){

if(pRoot->nMax <= CurMax && pRoot->nMin >= CurMin){

return ;

}

if(s == pRoot->L && e == pRoot->R){

CurMax = max(CurMax, pRoot->nMax);

CurMin = min(CurMin, pRoot->nMin);

return ;

}

int mid = (pRoot->L + pRoot->R) / 2;

if(e <= mid){

Query(pRoot->pLeft, s, e);

}

else if(s > mid){

Query(pRoot->pRight, s, e);

}

else{

Query(pRoot->pLeft, s, mid);

Query(pRoot->pRight, mid + 1, e);

}

}

int main() {

int h, i, s, e;

scanf("%d%d", &N, &Q);

nCount = 0;

BuildTree(Tree, 1, N);

for (i = 1; i <= N; i++) {

scanf("%d", &h);

Insert(Tree, i, h);

}

for(i = 0; i < Q; i++){

scanf("%d%d", &s, &e);

CurMin = MY\_MIN;

CurMax = MY\_MAX;

Query(Tree, s, e);

printf("%d\n", CurMax - CurMin);

}

return 0;

}

快速排序

/\*

\* 调用：quick\_sort(f,l,r)分别传入数组名，最左和最右元素的下标

\* 注意：这是从小到大排序，若想改为从大到小，需要修改的地方已经在注释中标出。

\*/

void quick\_sort(int f[], int l, int r)

{

int i = l;

int j = r;

int x = f[l];

while (i < j)

{

while (i < j && f[j] >= x)//f[j]<=x

j--;

f[i] = f[j];

while (i < j && f[i] <= x)//f[i]>=x

i++;

f[j] = f[i];

}

f[i] = x;

if (l < i - 1)

quick\_sort(f, l, i - 1);

if (i + 1 < r)

quick\_sort(f, i + 1, r);

}

平面上矩形面积并

typedef struct CNode {

int L, R;

int covers;

double lastx;

CNode \*pLeft, \*pRight;

} CNode;

typedef struct {

double x;

double yi;

double ya;

int cover;

} Line;

const int MAXN = 205;

const int MAX\_NODE = 4 \* MAXN;

CNode Tree[MAX\_NODE];

Line lines[2 \* MAXN];

double ys[2 \* MAXN], ans;

int N, N2, nCount;

inline bool operator<(const Line &a, const Line &b) {

return a.x < b.x;

}

//建立线段树

void BuildTree(CNode \*pRoot, int L, int R) {

pRoot->L = L;

pRoot->R = R;

pRoot->covers = 0;

pRoot->lastx = 0;

if (L == R) {

return;

}

nCount++;

pRoot->pLeft = Tree + nCount;

nCount++;

pRoot->pRight = Tree + nCount;

int mid = (L + R) / 2;

BuildTree(pRoot->pLeft, L, mid);

BuildTree(pRoot->pRight, mid + 1, R);

}

//插入数据

void Update(CNode \*pRoot, double i, double v, double x, int cover) {

if (pRoot->L == pRoot->R) {

if (pRoot->covers) {

ans += (ys[pRoot->R] - ys[pRoot->L - 1]) \* (x - pRoot->lastx);

}

pRoot->covers += cover;

pRoot->lastx = x;

return;

}

int mid = (pRoot->L + pRoot->R) / 2;

if (pRoot->covers) {

Update(pRoot->pLeft, ys[pRoot->L - 1], ys[mid], pRoot->lastx,

pRoot->covers);

Update(pRoot->pRight, ys[mid], ys[pRoot->R], pRoot->lastx,

pRoot->covers);

pRoot->covers = 0;

}

if (ys[mid] > i && ys[mid] < v) {

Update(pRoot->pLeft, i, ys[mid], x, cover);

Update(pRoot->pRight, ys[mid], v, x, cover);

} else if (ys[mid] >= v) {

Update(pRoot->pLeft, i, v, x, cover);

} else {

Update(pRoot->pRight, i, v, x, cover);

}

}

void work() {

int T = 0;

double xi, yi, xa, ya;

while (scanf("%d", &N) == 1 && N > 0) {

N2 = 0;

for (int i = 0; i < N; i++) {

scanf("%lf%lf%lf%lf", &xi, &yi, &xa, &ya);

lines[N2].yi = yi;

lines[N2].ya = ya;

lines[N2].cover = 1;

lines[N2].x = xi;

ys[N2++] = yi;

lines[N2].yi = yi;

lines[N2].ya = ya;

lines[N2].cover = -1;

lines[N2].x = xa;

ys[N2++] = ya;

}

nCount = 0;

BuildTree(Tree, 1, N2 - 1);

sort(ys, ys + N2);

sort(lines, lines + N2);

ans = 0;

for (int i = 0; i < N2; i++) {

Update(Tree, lines[i].yi, lines[i].ya, lines[i].x, lines[i].cover);

}

printf("Test case #%d\nTotal explored area: %.2f\n\n", ++T, ans);

}

}

int main() {

#ifndef ONLINE\_JUDGE

freopen("data.in", "r", stdin);

#endif

work();

return 0;

}

一维树状数组

/\*\*

\* 一维树状树组，多用于区间求和。能在log(n)级的时间内求和、

\* 更新。注意：本段代码数组下标是从1开始的。

\*/

const int MAXN = 50100;

typedef int typec;

int N;//数据个数

typec data[MAXN];//存储数据，下标从1开始

inline int lowbit(const int &x) {//x > 0

return x & (-x);

}

//查询data[1...pos]的和

typec sum(int pos) {

typec ret = 0;

for(int i = pos; i > 0; i -= lowbit(i)) {

ret += data[i];

}

return ret;

}

//修改data[pos]的值，在原来基础上加value

void modify(int pos, typec value) {

for (int i = pos; i <= N; i += lowbit(i)) {

data[i] += value;

}

}

二维树状数组

/\*\*

\* 二维树状树组，多用于二维区域求和。能在log(n)级时间内求和、

\* 更新。用法与前面的一维树状数组类似。数组下标从1开始。

\*/

typedef long long LL;

const int MAXN = 1005;

LL data[MAXN][MAXN];

int Row = 1001, Col = 1001;

inline int Lowbit(const int &x) { // x > 0

return x & (-x);

}

LL sum(int x, int y) {

LL ret = 0;

for(int i = x; i > 0; i -= Lowbit(i)) {

for(int j = y; j > 0; j -= Lowbit(j)) {

ret += data[i][j];

}

}

return ret;

}

void update(int x, int y, int delta) {

for(int i = x; i <= Row; i += Lowbit(i)) {

for(int j = y; j <= Col; j += Lowbit(j)) {

data[i][j] += delta;

}

}

}

1. 动态规划

最长公共子序列长度

char str1[SIZE], str2[SIZE];

int c[2][SIZE];

void LCS(int m, int n) {

int i, j;

memset(c[0], 0, sizeof(int) \* SIZE);

c[1][0] = 0;

for (i = 1; i <= m; i++) {

for (j = 1; j <= n; j++) {

if (str1[i - 1] == str2[j - 1]) {

c[i & 1][j] = c[~i & 1][j - 1] + 1;

} else if (c[~i & 1][j] >= c[i & 1][j - 1]) {

c[i & 1][j] = c[~i & 1][j];

} else {

c[i & 1][j] = c[i & 1][j - 1];

}

}

}

printf("%d\n", c[m & 1][n]);

}

数位DP:1-n包含49的个数

typedef long long I64;

typedef unsigned long long U64;

/\*

\* dp[i][0]表示长度为i,不包含49的数字的个数

\* dp[i][1]表示长度为i，不包含49但以9开头的数字的个数

\* dp[i][2]表示长度为i，包含49的数字的个数

\*/

U64 dp[21][3];

char digit[25];

void init() {

dp[0][0] = 1;

dp[0][1] = 0;

dp[0][2] = 0;

for (int i = 1; i < 20; i++) {

dp[i][0] = dp[i - 1][0] \* 10 - dp[i - 1][1];

dp[i][1] = dp[i - 1][0];

dp[i][2] = dp[i - 1][2] \* 10 + dp[i - 1][1];

}

}

void work() {

int T, len;

U64 N, ans;

bool flag;

init();

scanf("%d", &T);

while (T--) {

scanf("%I64u", &N);

N++; //加1便于处理形如..49的数

sprintf(digit, "%I64d", N);

len = strlen(digit);

ans = 0;

flag = false;

for (int i = len; i > 0; i--) {

ans += dp[i - 1][2] \* (digit[len - i] - '0');

if (flag) {

ans += dp[i - 1][0] \* (digit[len - i] - '0');

} else {

if (digit[len - i] > '4') {

ans += dp[i - 1][1];

}

}

if (i < len && digit[len - i - 1] == '4' && digit[len - i] == '9') {

flag = true;

}

}

printf("%I64u\n", ans);

}

}

1. 网络流

匈牙利算法(邻接矩阵)

/\*求二分图最大匹配的经典算法。先调用buildgraph建图，然后调

\*用hungary，返回最大匹配数。深搜+邻接阵实现，复杂度O(N^3)。

\*N和M分别表示二分图两个部分的顶点数。mymap用于存储二分\*图，mymap充分利用了二分图的特性，不是通常的邻接矩阵，\*mymap[a][b]=true表示第一部分的顶点a与第二部分的顶点b有边

\*/

const int MAXN = 555;

int N, M, mymatch[MAXN];

bool visited[MAXN], mymap[MAXN][MAXN];

bool dfs(int k) {

int t;

for (int i = 0; i < M; i++) {

if (mymap[k][i] && !visited[i]) {

visited[i] = true; t = mymatch[i]; mymatch[i] = k;

if (t == -1 || dfs(t)) {

return true;

}

mymatch[i] = t;

}

}

return false;

}

bool buildgraph(int K) {

int t1, t2;

memset(mymap, false, sizeof(mymap));

for (int i = 0; i < K; i++) {

scanf("%d%d", &t1, &t2);

mymap[t1 - 1][t2 - 1] = true;

}

return true;

}

int hungary () {

memset(mymatch, -1, sizeof(mymatch));

int ans = 0;

for (int i = 0; i < N; i++) {

memset(visited, false, sizeof(visited));

if (dfs(i)) { ans++;}

}

return ans;

}

匈牙利算法(邻接表)

/\*求二分图最大匹配的经典算法。先调用buildgraph建图，然后调

\*用hungary，返回最大匹配数。深搜+邻接表实现，复杂度O(N\*V)，\*适合稀疏图。

\*/

const int MAXN = 555;

vector<int> mymap[MAXN];

int N, M, mymatch[MAXN];

bool visited[MAXN];

void init() {

for(int i = 0; i < N; i++) {

mymap[i].clear();

}

}

bool dfs(int k) {

int t, I;

for(int i = 0; i < (int)mymap[k].size(); i++) {

I = mymap[k][i];

if(!visited[I]) {

visited[I] = true; t = mymatch[I]; mymatch[I] = k;

if(t == -1 || dfs(t)) {

return true;

}

mymatch[I] = t;

}

}

return false;

}

bool buildgraph(int K) {

int t1, t2;

init();

for (int i = 0; i < K; i++) {

scanf("%d%d", &t1, &t2);

mymap[t1 - 1].push\_back(t2 - 1);

}

return true;

}

int hungary () {

memset(mymatch, -1, sizeof(mymatch));

int ans = 0;

for (int i = 0; i < N; i++) {

memset(visited, false, sizeof(visited));

if (dfs(i)) {

ans++;

}

}

return ans;

}

最小点集覆盖

重要结论：一个二分图的最小点集覆盖数等于其最大匹配数

KM算法

/\*

\* 初始化：w[x][y]为邻接矩阵。不存在的边赋值为-INF

\* 调用：KM(n,m,ans)n,m分别为x,y集合中的点数，n必须小于等于m。ans为回传结果。

\* 返回：false表示无完备匹配，true表示有完备匹配，且最佳匹配值为ans。

\*/

#define INF 0x3f3f3f3f

#define maxn 205

int w[maxn][maxn];

int lx[maxn], ly[maxn];

int linky[maxn];

int visx[maxn], visy[maxn];

int lack;

int m, n;

bool find(int x, int n, int m)

{

visx[x] = true;

for (int y = 0; y < m; y++)

{

if (visy[y])

continue;

int t = lx[x] + ly[y] - w[x][y];

if (t > 0)

{

lack = min(lack, t);

continue;

}

visy[y] = true;

if (linky[y] == -1 || find(linky[y], n, m))

{

linky[y] = x;

return true;

}

}

return false;

}

bool KM(int n, int m, int &res)

{

memset(linky, -1, sizeof(linky));

memset(lx, 0, sizeof(lx));

memset(ly, 0, sizeof(ly));

for (int i = 0; i < n; i++)

for (int j = 0; j < m; j++)

if (w[i][j] > lx[i])

lx[i] = w[i][j]; //初始化顶标

for (int x = 0; x < n; x++)

{

while (true)

{

memset(visx, 0, sizeof(visx));

memset(visy, 0, sizeof(visy));

lack = INF;

if (find(x, n, m))

break;

for (int i = 0; i < n; i++)

if (visx[i])

lx[i] -= lack;

for (int i = 0; i < m; i++)

if (visy[i])

ly[i] += lack;

}

}

res = 0;

for (int i = 0; i < m; i++)

{

if (w[linky[i]][i] <= -INF)

return false;

res += w[linky[i]][i];

}

return true;

}

最小费用最大流

/\*

\* 初始化：ncount=0;

\* memset(head, -1, sizeof(head));

\* addedge()加入所有弧，要加反向边

\* 调用：mincost()

\* 返回：最小费用，flow中存储流量。

\*/

struct Edge

{

int next, v, c, w;

}edge[E];

int nv, ncount;

bool vis[N];

int q[N], head[N], pv[N], pe[N];

int flow;

int cost, d[N];

int src, sink;

void addedge(int u, int v, int c, int w)

{

edge[ncount].v = v;

edge[ncount].c = c;

edge[ncount].w = w;

edge[ncount].next = head[u];

head[u] = ncount++;

}

int mincost(int src, int sink)

{

int front, rear;

int mxf;

flow = 0;

cost = 0;

while (true)

{

memset(pv, -1, sizeof(pv));

memset(vis, 0, sizeof(vis));

for (int i = 0; i < nv; ++i)

d[i] = inf;

d[src] = 0;

pv[src] = src;

vis[src] = true;

front = 0;

rear = 0;

q[rear++] = src;

while (front != rear)

{

int u = q[front++];

vis[u] = 0;

if (N == front)

front = 0;

for (int i = head[u]; ~i; i = edge[i].next)

{

int v = edge[i].v;

if (edge[i].c && edge[i].w + d[u] < d[v])

{

d[v] = edge[i].w + d[u];

if (!vis[v])

{

vis[v] = true;

q[rear++] = v;

if (N == rear)

rear = 0;

}

pv[v] = u;

pe[v] = i;

}

}

}

if (-1 == pv[sink])

break;

mxf = inf;

for (int i = sink; i != src; i = pv[i])

if (edge[pe[i]].c < mxf)

mxf = edge[pe[i]].c;

flow += mxf;

cost += d[sink] \* mxf;

for (int i = sink; i != src; i = pv[i])

{

edge[pe[i]].c -= mxf;

edge[pe[i] ^ 1].c += mxf;

}

}

return cost;

}

dinic最大流

/\*

\* 初始化:

\* ncount = 0;

\* memset(head, -1, sizeof(head));

\* addedge();加入所有边

\* 调用：dinic(s,t),s是源，t是汇

\* 返回：最大流

\*/

struct Edge

{

int next, v, f;

} edge[maxm \* 2];

int n, m;

int head[maxn];

int q[maxn];

bool vis[maxn];

int cur[maxn];

int dep[maxn];

int ncount;

int path[maxn];

void addedge(int a, int b, int f)

{

edge[ncount].v = b;

edge[ncount].f = f;

edge[ncount].next = head[a];

head[a] = ncount++;

}

void bfs(int s, int t)

{

memset(vis, 0, sizeof(vis));

memset(dep, -1, sizeof(dep));

int front = 0, rear = 0;

q[rear++] = s;

vis[s] = true;

dep[s] = 0;

while (front != rear && !vis[t])

{

int u = q[front++];

for (int i = head[u]; ~i; i = edge[i].next)

{

int v = edge[i].v;

if (!vis[v] && edge[i].f > 0)

{

q[rear++] = v;

vis[v] = true;

dep[v] = dep[u] + 1;

}

}

}

}

int dinic(int s, int t)

{

int ret = 0;

while (true)

{

bfs(s, t);

if (dep[t] == -1)

break;

int path\_n = 0;

int x = s;

memcpy(cur, head, sizeof(cur));

while (true)

{

if (x == t)

{

int mink = -1, delta = inf;

for (int i = 0; i < path\_n; ++i)

{

if (edge[path[i]].f < delta)

{

delta = edge[path[i]].f;

mink = i;

}

}

for (int i = 0; i < path\_n; ++i)

{

edge[path[i]].f -= delta;

edge[path[i] ^ 1].f += delta;

}

ret += delta;

path\_n = mink;

if (path\_n)

x = edge[path[path\_n - 1]].v;

else

x = s;

}

int e;

for (e = cur[x]; ~e; e = edge[e].next)

{

if (edge[e].f == 0)

continue;

int y = edge[e].v;

if (dep[x] + 1 == dep[y])

break;

}

cur[x] = e;

if (~e)

{

path[path\_n++] = e;

x = edge[e].v;

}

else

{

if (path\_n == 0)

break;

dep[x] = -1;

--path\_n;

if (path\_n)

x = edge[path[path\_n - 1]].v;

else

x = s;

}

}

}

return ret;

}

1. 图论

邻接表的存储方法

传统的存储方法，是用一个指针数组head[]，head中的每个元素作为链表头来引导一个edge类型的链表。如下图所示：
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现在我们来介绍一下另一种数组模拟链表的存储邻接表的方法。在新方法中保持原方法的逻辑不变，只是把原方法开辟的分散的链表元素的空间，变为一段连续的数组空间。在这段数组空间中，包含了所有链表的所有元素，如下图所示：
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既然是用数组存储，我们就可以用数组下标来代替链表指针。

本书中的大部分邻接表都采用了上述存储方式。

拓扑排序

/\*\*

\* 对一个有向无环图进行拓扑排序是指将图中的所有顶点

\* 排成一个序列， 该序列满足：若存在一条从i到j的边，

\* 则i在序列中排在j的前面。先调用buildmap函数建图

\* (具体根据题目要求修改)，然后调用toposort函数，

\* 函数的返回值为输出的顶点数，如果返回值不为N(顶

\* 点数)，则表示图中有环。排序复杂度为O(N + E)，注

\* 意排序结果可能不唯一，需要根据题目进行修改

\*/

const int MAXN = 2000;

int topo[MAXN], degree[MAXN], N;

bool graph[MAXN][MAXN];

void buildmap(int M) {

memset(graph, false, sizeof(graph));

memset(degree, 0, sizeof(degree));

int a, b;

for(int i = 0; i < M; i++) {

scanf("%d%d", &a, &b);

if (!graph[a - 1][b - 1]) {

graph[a - 1][b - 1] = true;

degree[b - 1]++;

}

}

}

int toposort() {

stack<int> S;

int index = 0;

for(int i = 0; i < N; i++) {

if(degree[i] == 0) {

S.push(i);

}

}

while(!S.empty()) {

int cur = S.top();

topo[index++] = cur;

S.pop();

for(int i = 0; i < N; i++) {

if(graph[cur][i]) {

if(--degree[i] == 0) {

S.push(i);

}

}

}

}

return index;

}

强连通分支

/\*

\* 初始化： memset(head, -1, sizeof(head));

\* addedge()加入边

\* 调用：work()

\* 返回：cpn[]每个点所属的强连通分支号，cpn\_num强连通分支数

\*/

struct Edge

{

int v, next;

} edge[maxm];

int n, m, ncount, idx;

int head[maxn];

int dfn[maxn], low[maxn];

bool vis[maxn], instk[maxn];

int stk[maxn], top, cpn\_num, cpn[maxn];

void addedge(int a, int b)

{

//printf("%d %d\n", a, b);

edge[ncount].v = b;

edge[ncount].next = head[a];

head[a] = ncount++;

}

void tarjan(int u)

{

memset(vis, 0, sizeof(vis));

memset(instk, 0, sizeof(instk));

vis[u] = true;

stk[top++] = u;

instk[u] = true;

dfn[u] = low[u] = idx++;

for (int i = head[u]; ~i; i = edge[i].next)

{

int v = edge[i].v;

if (!vis[v])

{

tarjan(v);

low[u] = min(low[u], low[v]);

}

else if (instk[v])

low[u] = min(low[u], dfn[v]);

}

if (dfn[u] != low[u])

return;

int v;

do

{

v = stk[--top];

instk[v] = false;

cpn[v] = cpn\_num;

} while (u != v);

cpn\_num++;

}

int work()

{

idx = 0;

top = 0;

cpn\_num = 0;

for (int i = 0; i < n; i++)

if (!vis[i])

tarjan(i);

}

**无向图最小割**

/\*

\* 初始化：map邻接矩阵，memset(combine, 0, sizeof(combine));

\* 调用：stoer\_wagner()

\* 返回：最小割值

\*/

#define inf 0x3f3f3f3f

int n, m;

int map[maxn][maxn];

bool combine[maxn];

int s, e;

bool vis[maxn];

int w[maxn];

int mincut;

void search() {

memset(vis, 0, sizeof(vis));

memset(w, 0, sizeof(w));

while (true) {

int temp = -inf;

int x = -1;

for (int i = 0; i < n; i++)

if (!combine[i] && !vis[i] && w[i] > temp) {

temp = w[i];

x = i;

}

if (x == -1)

return;

s = e;

e = x;

mincut = temp;

vis[x] = true;

for (int i = 0; i < n; i++)

if (!combine[i] && !vis[i])

w[i] += map[x][i];

}

}

int stoer\_wagner() {

int ret = inf;

for (int i = 0; i < n - 1; i++) {

search();

ret = min(ret, mincut);

combine[e] = true;

for (int j = 0; j < n; j++)

if (!combine[j]) {

map[s][j] += map[e][j];

map[j][s] += map[j][e];

}

}

return ret;

}

spfa算法

/\*

\* 初始化：init()

\* 调用：spfa()

\* 返回：spfa()返回是否存在负权回路，dist[]为最短距离。

\* 注意：图不连通的情况下，一次spfa不能到达所有点。

\*/

struct Edge

{

int v, w, next;

} edge[maxm];

int n, m;

int dist[maxn];

bool vis[maxn];

int times[maxn];

int q[maxn];

int head[maxn];

int ecount;

void addedge(int a, int b, int w)

{

edge[ecount].v = b;

edge[ecount].w = w;

edge[ecount].next = head[a];

head[a] = ecount;

ecount++;

}

void init()

{

memset(head, -1, sizeof(head));

memset(vis, 0, sizeof(vis));

memset(times, 0, sizeof(times));

ecount = 0;

scanf("%d%d", &n, &m);

for (int i = 0; i < n; i++)

dist[i] = inf;

for (int i = 0; i < m; i++)

{

int a, b, x;

scanf("%d%d%d", &a, &b, &x);

a--;

b--;

addedge(a, b, x);

addedge(b, a, x);

}

}

bool relax(int u, Edge &e)

{

if (dist[e.v] > dist[u] + e.w)

{

dist[e.v] = dist[u] + e.w;

return true;

}

return false;

}

bool spfa(int x)

{

int front = 0;

int rear = 1;

q[front] = x;

dist[x] = 0;

vis[x] = true;

while (front != rear)

{

int temp = q[front++];

if (front == maxn)

front = 0;

vis[temp] = false;

for (int i = head[temp]; i != -1; i = edge[i].next)

{

if (relax(temp, edge[i]) && !vis[edge[i].v])

{

q[rear++] = edge[i].v;

times[edge[i].v]++;

if (times[edge[i].v] > n)

return true;

if (rear == maxn)

rear = 0;

}

}

}

return false;

}

求割点

/\*

\* 调用：getpoint()

\* 返回：is[i]表示i点是否为割点

\*/

int n, dfn[maxn], low[maxn], cnt;

bool is[maxn];

bool g[maxn][maxn];

void dfs(int fa, int u)

{

low[u] = dfn[u] = cnt++;

for (int i = 0; i < n; i++)

if (g[u][i] && i != fa)

{

if (dfn[i] == -1)

{

dfs(u, i);

low[u] = min(low[i], low[u]);

if (dfn[u] <= low[i])

is[u] = true;

;

}

else

low[u] = min(low[u], dfn[i]);

}

}

void getpoint()

{

memset(dfn, -1, sizeof(dfn));

memset(is, 0, sizeof(is));

cnt = 0;

for (int i = 0; i < n; i++)

if (dfn[i] == -1)

{

dfn[i] = cnt++;

int x = 0;

for (int j = 0; j < n; j++)

if (g[i][j] && dfn[j] == -1)

{

dfs(i, j);

x++;

}

if (x > 1)

is[i] = true;

}

}

求边双连通分支

/\*

\* 初始化：input()加边

\* 调用：tarjan(n)

\* 返回：加几条边可变为双连通图，low[i]表示点i所属的双双连通分支编号，tcount为双连通分支数

\*/

struct Edge

{

int v, next;

} edge[maxm];

int n, m;

int head[maxn];

bool hash[maxn][maxn];

int ecount, tcount;//tcount为双连通分支数

int dfn[maxn], vis[maxn], degree[maxn];

int low[maxn];//low[i]表示点i所属的双双连通分支编号

void addedge(int a, int b)

{

edge[ecount].v = b;

edge[ecount].next = head[a];

head[a] = ecount;

hash[a][b] = hash[b][a] = true;

ecount++;

}

void input()

{

memset(head, -1, sizeof(head));

ecount = 0;

scanf("%d%d", &n, &m);

for (int i = 0; i < m; i++)

{

int a, b;

scanf("%d%d", &a, &b);

a--;

b--;

if (hash[a][b])

continue;

addedge(a, b);

addedge(b, a);

}

}

void dfs(int fa, int u)

{

vis[u] = true;

low[u] = dfn[u] = tcount++;

for (int i = head[u]; i != -1; i = edge[i].next)

{

int v = edge[i].v;

if (v == fa)

continue;

if (!vis[v])

dfs(u, v);

low[u] = min(low[u], low[v]);

}

}

int tarjan()

{

memset(dfn, 0, sizeof(dfn));

memset(vis, 0, sizeof(vis));

memset(degree, 0, sizeof(degree));

tcount = 0;

dfs(0, 0);

int ret = 0;

for (int i = 0; i < n; i++)

for (int j = head[i]; j != -1; j = edge[j].next)

{

int v = edge[j].v;

if (low[i] != low[v])

degree[low[i]]++;

}

for (int i = 0; i < n; i++)

if (degree[i] == 1)

ret++;

return (ret + 1) / 2;

}

bellman\_ford邻接阵形式

//单源最短路径,bellman\_ford算法,邻接阵形式,复杂度O(n^3)

//求出源s到所有点的最短路经,传入图的大小n和邻接阵mat

//返回到各点最短距离min[]和路径pre[],pre[i]记录s到i路径上i的父结点,pre[s]=-1

//可更改路权类型,路权可为负,若图包含负环则求解失败,返回0

//优化:先删去负边使用dijkstra求出上界,加速迭代过程

#define MAXN 200

#define inf 1000000000

typedef int elem\_t;

int bellman\_ford(int n,elem\_t mat[][MAXN],int s,elem\_t\* min,int\* pre){

int v[MAXN],i,j,k,tag;

for (i=0;i<n;i++)

min[i]=inf,v[i]=0,pre[i]=-1;

for (min[s]=0,j=0;j<n;j++){

for (k=-1,i=0;i<n;i++)

if (!v[i]&&(k==-1||min[i]<min[k]))

k=i;

for (v[k]=1,i=0;i<n;i++)

if !v[i]&&mat[k][i]>=0&&min[k]+mat[k][i]<min[i])

min[i]=min[k]+mat[pre[i]=k][i];

}

for (tag=1,j=0;tag&&j<=n;j++)

for (tag=i=0;i<n;i++)

for (k=0;k<n;k++)

if (min[k]+mat[k][i]<min[i])

min[i]=min[k]+mat[pre[i]=k][i],tag=1;

return j<=n;

}

bellman-ford邻接表形式

/\*

\* 初始化：input()

\* 调用：bellman(起点)

\* 返回：dist[]到各点最短距离

\*/

struct Edge

{

int u, v, w;

} edge[maxm];

int n, m;

int dist[maxn];

int ecount;

int s, e;

void addedge(int a, int b, int w)

{

edge[ecount].u = a;

edge[ecount].v = b;

edge[ecount].w = w;

ecount++;

}

void input()

{

ecount = 0;

for (int i = 0; i < m; i++)

{

int a, b, w;

scanf("%d%d%d", &a, &b, &w);

addedge(a, b, w);

addedge(b, a, w);

}

scanf("%d%d", &s, &e);

}

bool relax(int u, int v, int w)

{

if (dist[v] > dist[u] + w)

{

dist[v] = dist[u] + w;

return true;

}

return false;

}

bool bellman(int s)

{

for (int i = 0; i < n; i++)

dist[i] = inf;

dist[s] = 0;

for (int i = 1; i < n; i++)

{

bool flag = false;

for (int j = 0; j < ecount; j++)

if (relax(edge[j].u, edge[j].v, edge[j].w))

flag = true;

if (!flag)

break;

}

for (int j = 0; j < ecount; j++)

if (relax(edge[j].u, edge[j].v, edge[j].w))

return false;

return true;

}

dijkstra邻接表

/\*

\* 初始化：input()

\* 调用：dijkstra(起点)

\* 返回：dist[]到各点最短距离

\*/

struct Edge

{

int v, w, next;

} edge[maxm];

int n, m;

int dist[maxn];

bool vis[maxn];

int head[maxn];

int ecount;

int s, e;

void addedge(int a, int b, int w)

{

edge[ecount].v = b;

edge[ecount].w = w;

edge[ecount].next = head[a];

head[a] = ecount;

ecount++;

}

void input()

{

memset(head, -1, sizeof(head));

ecount = 0;

for (int i = 0; i < m; i++)

{

int a, b, w;

scanf("%d%d%d", &a, &b, &w);

addedge(a, b, w);

addedge(b, a, w);

}

scanf("%d%d", &s, &e);

}

void dijkstra(int s)

{

memset(vis, 0, sizeof(vis));

for (int i = 0; i < n; i++)

dist[i] = inf;

dist[s] = 0;

while (1)

{

int u = -1;

int min\_dist = inf;

for (int i = 0; i < n; i++)

if (!vis[i] && dist[i] < min\_dist)

{

u = i;

min\_dist = dist[i];

}

if (u == -1)

return;

vis[u] = true;

for (int i = head[u]; ~i; i = edge[i].next)

{

int v = edge[i].v;

dist[v] = min(dist[v], dist[u] + edge[i].w);

}

}

}

djkstra邻接表+堆优化

/\*

\* 初始化：input()

\* 调用：dijkstra(起点)

\* 返回：dist[]到各点最短距离

\* 注意：堆优化适用于稀疏图

\*/

struct Edge

{

int v, w, next;

} edge[maxm];

struct Elem

{

int dis, id;

Elem()

{}

Elem(int dd, int ii):dis(dd), id(ii)

{}

};

int n, m;

int dist[maxn];

bool vis[maxn];

int head[maxn];

int ecount;

int s, e;

bool operator < (const Elem &a, const Elem &b)

{

return a.dis > b.dis;

}

void addedge(int a, int b, int w)

{

edge[ecount].v = b;

edge[ecount].w = w;

edge[ecount].next = head[a];

head[a] = ecount;

ecount++;

}

void input()

{

memset(head, -1, sizeof(head));

ecount = 0;

for (int i = 0; i < m; i++)

{

int a, b, w;

scanf("%d%d%d", &a, &b, &w);

addedge(a, b, w);

addedge(b, a, w);

}

scanf("%d%d", &s, &e);

}

void dijkstra(int s)

{

memset(vis, 0, sizeof(vis));

priority\_queue <Elem> pq;

for (int i = 0; i < n; i++)

dist[i] = inf;

dist[s] = 0;

pq.push(Elem(0, s));

while (!pq.empty())

{

Elem a;

do{

a = pq.top();

pq.pop();

}while(vis[a.id] && !pq.empty());

int u = a.id;

vis[u] = true;

for (int i = head[u]; ~i; i = edge[i].next)

{

int v = edge[i].v;

if (dist[v] > dist[u] + edge[i].w)

{

dist[v] = dist[u] + edge[i].w;

pq.push(Elem(dist[v], v));

}

}

}

}

dijkstra邻接阵形式?

/\*\*

\* 单源最短路dijkstra算法,邻接阵形式,复杂度O(n^2).

\* graph存图的邻接阵(graph[i][j]=INF表示i与j无直

\* 接相连的边.建好图以后,每一次调用dijistra(s,e)

\* 就可返回s到e的最短路径长度.N为顶点数.可更改边

\* 权类型，但必须非负。无向图有向图均适用。

\*/

int N;//图的顶点数

const int SIZE = 10;

typedef int typec;

const typec INF = 0x7fffffff;

typec graph[SIZE][SIZE];

typec dijistra(int s, int e) {

int i, j, k;

typec mind, minf, D[SIZE];

bool visited[SIZE];

for (i = 0; i < N; i++) {

visited[i] = false;

D[i] = graph[s][i];

}

visited[s] = 1;

D[s] = 0;

for (i = 1; i < N; i++) {

mind = INF;

minf = INF;

k = 0;

for (j = 0; j < N; j++) {

if (visited[j]) {

continue;

}

if (D[j] < mind) {

k = j;

mind = D[j];

}

}

visited[k] = true;

for (j = 0; j < N; j++) {

if (!visited[j]) {

if (D[k] < D[j] - graph[k][j]) {

D[j] = D[k] + graph[k][j];

}

}

}

}

return D[e];

}

floyd邻接矩阵形式

/\*\*

\* 多源最短路Floyd算法,复杂度O(n^3).其实核心就三个循环

\* 代码中graph存图的邻接阵(graph[i][j]=INF表示i与j无直

\* 接相连的边.path[i][j]存的是从i到j的路径中i的下一个

\* 节点的节点号(从0开始).N表示图的规模(即顶点数)，

\* SIZE为规模上限。

\*/

typedef int typec;

const int SIZE = 10;

const typec INF = 0x7fffffff;

typec graph[SIZE][SIZE];

int path[SIZE][SIZE], N;

void Floyd() {

int i, j, k;

for (k = 0; k < N; k++) {

for (i = 0; i < N; i++) {

for (j = 0; j < N; j++) {

if(graph[i][k] < graph[i][j] - graph[k][j]) {

graph[i][j] = graph[i][k] + graph[k][j];

path[i][j] = path[i][k];

}

}

}

}

}

普里姆（加点法）

/\*

\* 初始化：cost[][]邻接矩阵

\* 返回：最小生成树的总长度

\*/

double prim(int n, double cost[][maxn])

{

double lowcost[maxn];

bool vis[maxn];

memset(vis, 0, sizeof(vis));

for (int i = 0; i < n; i++)

lowcost[i] = -1;

lowcost[0] = 0;

vis[0] = true;

int pre = 0;

double ans = 0;

while (1)

{

for (int i = 0; i < n; i++)

if (lowcost[i] > lowcost[pre] + cost[i][pre] || lowcost[i] == -1)

lowcost[i] = lowcost[pre] + cost[i][pre];

int best = 1000000000;;

pre = -1;

for (int i = 0; i < n; i++)

if (!vis[i] && lowcost[i] < best)

{

best = lowcost[i];

pre = i;

}

if (pre == -1)

break;

ans += lowcost[pre];

vis[pre] = true;

lowcost[pre] = 0;

}

return ans;

}

克鲁斯卡尔（加边法）

const int MAXM = 200010;

const int MAXN = 200010;

typedef int typec;

typedef struct {

int s, e; typec len;

} MyEdge;

int myset[MAXM], myheight[MAXM];

MyEdge edges[MAXN];

int N, M;

inline bool operator<(const MyEdge &e1, const MyEdge &e2) {

return e1.len < e2.len;

}

void initset() {

for(int i = 0; i <= M; i++) {

myset[i] = i; myheight[i] = 1;

}

}

int myfind(int x) {

while(myset[x] != x) { x = myset[x]; }

return x;

}

void mymerge(int a, int b) {

if(myheight[a] == myheight[b]) {

myheight[a]++;

myset[b] = a;

}else if(myheight[a] < myheight[b]) {

myset[a] = b;

}else {

myset[b] = a;

}

}

int main() {

int ans, x, y, z;

while(scanf("%d%d", &M, &N) == 2) {

ans = 0;

for(int i = 0; i < N; i++) {

scanf("%d%d%d", &x, &y, &z);

edges[i].s = x;

edges[i].e = y;

edges[i].len = z;

}

sort(edges, edges + N); initset();

for(int i = 0; i < N; i++) {

x = edges[i].s;

y = edges[i].e;

z = edges[i].len;

if(myfind(x) == myfind(y)) { continue; }

mymerge(myfind(x), myfind(y));

ans += z;

}

printf("%d\n", ans);

}

return 0;

}

2-sat问题

/\*

\* 初始化：

\* ecount = 0;

\* memset(head, -1, sizeof(head));

\* enemy(a,b)加入所有敌对关系

\* 调用：work()

\* 返回：是否有可行解

\*/

int head[maxn], ecount;

int id[maxn], dfn[maxn], low[maxn];

bool vis[maxn];

int stk[maxn], top;

int cnt1, cnt0;

void addedge(int a, int b)

{

edge[ecount].v = b;

edge[ecount].next = head[a];

head[a] = ecount++;

}

void enemy(int a, int b)

{

addedge(a, (b ^ 1));

addedge(b, (a ^ 1));

}

void dfs(int u)

{

low[u] = dfn[u] = cnt0++;

stk[top++] = u;

vis[u] = true;

for (int i = head[u]; ~i; i = edge[i].next)

{

int v = edge[i].v;

if (!~dfn[v])

{

dfs(v);

low[u] = min(low[u], low[v]);

continue;

}

if (vis[v])

low[u] = min(low[u], dfn[v]);

}

if (dfn[u] != low[u])

return;

do

{

top--;

vis[stk[top]] = false;

id[stk[top]] = cnt1;

}while (stk[top] != u);

cnt1++;

}

bool work()

{

memset(id, -1, sizeof(id));

memset(dfn, -1, sizeof(dfn));

cnt0 = cnt1 = top = 0;

for (int i = 0; i < m \* 2; i++)

if (!~dfn[i])

dfs(i);

for (int i = 0; i < m \* 2; i += 2)

if (id[i] == id[i + 1])

return false;

return true;

}

1. 计算几何

几何题注意事项

1. 注意舍入方式(0.5的舍入方向);防止输出-0.

2. 几何题注意多测试不对称数据.

3. 整数几何注意xmult和dmult是否会出界;浮点几何注意eps的使用.

4. 避免使用斜率;注意除数是否会为0.

5. 公式一定要化简后再代入.

6. 判断同一个2\*PI域内两角度差应该是

abs(a1-a2)<beta||abs(a1-a2)>pi+pi-beta;

相等应该是

abs(a1-a2)<eps||abs(a1-a2)>pi+pi-eps;

7. 需要的话尽量使用atan2,注意:atan2(0,0)=0,

atan2(1,0)=pi/2,atan2(-1,0)=-pi/2,atan2(0,1)=0,atan2(0,-1)=pi.

8. cross product = |u|\*|v|\*sin(a)

dot product = |u|\*|v|\*cos(a)

9. (P1-P0)x(P2-P0)结果的意义:

正: <P0,P1>在<P0,P2>顺时针(0,pi)内

负: <P0,P1>在<P0,P2>逆时针(0,pi)内

0 : <P0,P1>,<P0,P2>共线,夹角为0或pi

10. 误差限缺省使用1e-8!

常用几何公式

三角形

1. 半周长 P=(a+b+c)/2

2. 面积 S=aHa/2=absin(C)/2=sqrt(P(P-a)(P-b)(P-c))

3. 中线 Ma=sqrt(2(b^2+c^2)-a^2)/2=sqrt(b^2+c^2+2bccos(A))/2

4. 角平分线 Ta=sqrt(bc((b+c)^2-a^2))/(b+c)=2bccos(A/2)/(b+c)

5. 高线 Ha=bsin(C)=csin(B)=sqrt(b^2-((a^2+b^2-c^2)/(2a))^2)

6. 内切圆半径 r=S/P=asin(B/2)sin(C/2)/sin((B+C)/2)

=4Rsin(A/2)sin(B/2)sin(C/2)=sqrt((P-a)(P-b)(P-c)/P)

=Ptan(A/2)tan(B/2)tan(C/2)

7. 外接圆半径 R=abc/(4S)=a/(2sin(A))=b/(2sin(B))=c/(2sin(C))

四边形

D1,D2为对角线,M对角线中点连线,A为对角线夹角

1. a^2+b^2+c^2+d^2=D1^2+D2^2+4M^2

2. S=D1D2sin(A)/2

(以下对圆的内接四边形)

3. ac+bd=D1D2

4. S=sqrt((P-a)(P-b)(P-c)(P-d)),P为半周长

正n边形:

R为外接圆半径,r为内切圆半径

1. 中心角 A=2PI/n

2. 内角 C=(n-2)PI/n

3. 边长 a=2sqrt(R^2-r^2)=2Rsin(A/2)=2rtan(A/2)

4. 面积 S=nar/2=nr^2tan(A/2)=nR^2sin(A)/2=na^2/(4tan(A/2))

圆

1. 弧长 l=rA

2. 弦长 a=2sqrt(2hr-h^2)=2rsin(A/2)

3. 弓形高 h=r-sqrt(r^2-a^2/4)=r(1-cos(A/2))=atan(A/4)/2

4. 扇形面积 S1=rl/2=r^2A/2

5. 弓形面积 S2=(rl-a(r-h))/2=r^2(A-sin(A))/2

棱柱

1. 体积 V=Ah,A为底面积,h为高

2. 侧面积 S=lp,l为棱长,p为直截面周长

3. 全面积 T=S+2A

棱锥

1. 体积 V=Ah/3,A为底面积,h为高

(以下对正棱锥)

2. 侧面积 S=lp/2,l为斜高,p为底面周长

3. 全面积 T=S+A

棱台

1. 体积 V=(A1+A2+sqrt(A1A2))h/3,A1.A2为上下底面积,h为高

(以下为正棱台)

2. 侧面积 S=(p1+p2)l/2,p1.p2为上下底面周长,l为斜高

3. 全面积 T=S+A1+A2

圆柱

1. 侧面积 S=2PIrh

2. 全面积 T=2PIr(h+r)

3. 体积 V=PIr^2h

圆锥

1. 母线 l=sqrt(h^2+r^2)

2. 侧面积 S=PIrl

3. 全面积 T=PIr(l+r)

4. 体积 V=PIr^2h/3

圆台

1. 母线 l=sqrt(h^2+(r1-r2)^2)

2. 侧面积 S=PI(r1+r2)l

3. 全面积 T=PIr1(l+r1)+PIr2(l+r2)

4. 体积 V=PI(r1^2+r2^2+r1r2)h/3

球

1. 全面积 T=4PIr^2

2. 体积 V=4PIr^3/3

球台

1. 侧面积 S=2PIrh

2. 全面积 T=PI(2rh+r1^2+r2^2)

3. 体积 V=PIh(3(r1^2+r2^2)+h^2)/6

球扇形

1. 全面积 T=PIr(2h+r0),h为球冠高,r0为球冠底面半径

2. 体积 V=2PIr^2h/3

几何题公共头

const int MAXN = 1000;

const int offset = 10000;

const double eps = 1e-8;

#define zero(x) (((x)>0?(x):-(x))<eps)

#define \_sign(x) ((x)>eps?1:((x)<-eps?2:0))

typedef int typec;

typedef struct {

typec x;

typec y;

} MyPoint;

typedef struct{

MyPoint a, b;

}MyLine;

inline double xmult(MyPoint p1, MyPoint p2, MyPoint p0) {

return (p1.x - p0.x) \* (p2.y - p0.y) - (p2.x - p0.x) \* (p1.y - p0.y);

}

叉积

(P1-P0)x(P2-P0)

Inline typec xmult(MyPoint p1,MyPoint p2,MyPoint p0) {

return (p1.x-p0.x)\*(p2.y-p0.y)-(p2.x-p0.x)\*(p1.y-p0.y);

}

inline typec xmult(typec x1, typec y1, typec x2, typec y2, typec x0, typec y0) {

return (x1 - x0) \* (y2 - y0) - (x2 - x0) \* (y1 - y0);

}

点积

(P1-P0).(P2-P0)

typec dmult(MyPoint p1,MyPoint p2,MyPoint p0) {

return (p1.x-p0.x)\*(p2.x-p0.x)+(p1.y-p0.y)\*(p2.y-p0.y);

}

typec dmult(typec x1, typec y1, typec x2, typec y2, typec x0, typec y0) {

return (x1 - x0) \* (x2 - x0) + (y1 - y0) \* (y2 - y0);

}

多边形

多边形凹凸判定

//顶点按顺(逆)时针给出,允许相邻边共线

bool is\_convex(int n, MyPoint\* p) {

int i, s[3] = { 1, 1, 1 };

for (i = 0; i < n && (s[1] | s[2]); i++) {

s[\_sign(xmult(p[(i + 1) % n], p[(i + 2) % n], p[i]))] = 0;

}

return s[1] | s[2];

}

//顶点按顺(逆)时针给出,不许相邻边共线

int is\_convex\_v2(int n,point\* p){

int i,s[3]={1,1,1};

for (i=0;i<n&&s[0]&&s[1]|s[2];i++)

s[\_sign(xmult(p[(i+1)%n],p[(i+2)%n],p[i]))]=0;

return s[0]&&s[1]|s[2];

}

判点在凸多边形内或多边形边上

//顶点按顺时针或逆时针给出

int inside\_convex(point q,int n,point\* p){

int i,s[3]={1,1,1};

for (i=0;i<n&&s[1]|s[2];i++)

s[\_sign(xmult(p[(i+1)%n],q,p[i]))]=0;

return s[1]|s[2];

}

//顶点按顺时针或逆时针给出,在多边形边上返回0

int inside\_convex\_v2(point q,int n,point\* p){

int i,s[3]={1,1,1};

for (i=0;i<n&&s[0]&&s[1]|s[2];i++)

s[\_sign(xmult(p[(i+1)%n],q,p[i]))]=0;

return s[0]&&s[1]|s[2];

}

//判点在任意多边形内,顶点按顺时针或逆时针给出

//on\_edge表示点在多边形边上时的返回值,offset为多边形坐标上限

int inside\_polygon(point q,int n,point\* p,int on\_edge=1){

point q2;

int i=0,count;

while (i<n)

for (count=i=0,q2.x=rand()+offset,q2.y=rand()+offset;i<n;i++)

if (zero(xmult(q,p[i],p[(i+1)%n]))&&(p[i].x-q.x)\*(p[(i+1)%n].x-q.x)<eps&&(p[i].y-q.y)\*(p[(i+1)%n].y-q.y)<eps)

return on\_edge;

else if (zero(xmult(q,q2,p[i])))

break;

else if (xmult(q,p[i],q2)\*xmult(q,p[(i+1)%n],q2)<-eps&&xmult(p[i],q,p[(i+1)%n])\*xmult(p[i],q2,p[(i+1)%n])<-eps)

count++;

return count&1;

}

inline int opposite\_side(point p1,point p2,point l1,point l2){

return xmult(l1,p1,l2)\*xmult(l1,p2,l2)<-eps;

}

inline int dot\_online\_in(point p,point l1,point l2){

return zero(xmult(p,l1,l2))&&(l1.x-p.x)\*(l2.x-p.x)<eps&&(l1.y-p.y)\*(l2.y-p.y)<eps;

}

//判线段在任意多边形内,顶点按顺时针或逆时针给出,与边界相交返回1

int inside\_polygon(point l1,point l2,int n,point\* p){

point t[MAXN],tt;

int i,j,k=0;

if (!inside\_polygon(l1,n,p)||!inside\_polygon(l2,n,p))

return 0;

for (i=0;i<n;i++)

if (opposite\_side(l1,l2,p[i],p[(i+1)%n])&&opposite\_side(p[i],p[(i+1)%n],l1,l2))

return 0;

else if (dot\_online\_in(l1,p[i],p[(i+1)%n]))

t[k++]=l1;

else if (dot\_online\_in(l2,p[i],p[(i+1)%n]))

t[k++]=l2;

else if (dot\_online\_in(p[i],l1,l2))

t[k++]=p[i];

for (i=0;i<k;i++)

for (j=i+1;j<k;j++){

tt.x=(t[i].x+t[j].x)/2;

tt.y=(t[i].y+t[j].y)/2;

if (!inside\_polygon(tt,n,p))

return 0;

}

return 1;

}

point intersection(line u,line v){

point ret=u.a;

double t=((u.a.x-v.a.x)\*(v.a.y-v.b.y)-(u.a.y-v.a.y)\*(v.a.x-v.b.x))

/((u.a.x-u.b.x)\*(v.a.y-v.b.y)-(u.a.y-u.b.y)\*(v.a.x-v.b.x));

ret.x+=(u.b.x-u.a.x)\*t;

ret.y+=(u.b.y-u.a.y)\*t;

return ret;

}

point barycenter(point a,point b,point c){

line u,v;

u.a.x=(a.x+b.x)/2;

u.a.y=(a.y+b.y)/2;

u.b=c;

v.a.x=(a.x+c.x)/2;

v.a.y=(a.y+c.y)/2;

v.b=b;

return intersection(u,v);

}

多边形重心

point barycenter(int n,point\* p){

point ret,t;

double t1=0,t2;

int i;

ret.x=ret.y=0;

for (i=1;i<n-1;i++)

if (fabs(t2=xmult(p[0],p[i],p[i+1]))>eps){

t=barycenter(p[0],p[i],p[i+1]);

ret.x+=t.x\*t2;

ret.y+=t.y\*t2;

t1+=t2;

}

if (fabs(t1)>eps)

ret.x/=t1,ret.y/=t1;

return ret;

}

多边形切割

//多边形切割

//可用于半平面交

#define MAXN 100

#define eps 1e-8

#define zero(x) (((x)>0?(x):-(x))<eps)

struct point{double x,y;};

double xmult(point p1,point p2,point p0){

return (p1.x-p0.x)\*(p2.y-p0.y)-(p2.x-p0.x)\*(p1.y-p0.y);

}

int same\_side(point p1,point p2,point l1,point l2){

return xmult(l1,p1,l2)\*xmult(l1,p2,l2)>eps;

}

point intersection(point u1,point u2,point v1,point v2){

point ret=u1;

double t=((u1.x-v1.x)\*(v1.y-v2.y)-(u1.y-v1.y)\*(v1.x-v2.x))

/((u1.x-u2.x)\*(v1.y-v2.y)-(u1.y-u2.y)\*(v1.x-v2.x));

ret.x+=(u2.x-u1.x)\*t;

ret.y+=(u2.y-u1.y)\*t;

return ret;

}

//将多边形沿l1,l2确定的直线切割在side侧切割,保证l1,l2,side不共线

void polygon\_cut(int& n,point\* p,point l1,point l2,point side){

point pp[100];

int m=0,i;

for (i=0;i<n;i++){

if (same\_side(p[i],side,l1,l2))

pp[m++]=p[i];

if (!same\_side(p[i],p[(i+1)%n],l1,l2)&&!(zero(xmult(p[i],l1,l2))&&zero(xmult(p[(i+1)%n],l1,l2))))

pp[m++]=intersection(p[i],p[(i+1)%n],l1,l2);

}

for (n=i=0;i<m;i++)

if (!i||!zero(pp[i].x-pp[i-1].x)||!zero(pp[i].y-pp[i-1].y))

p[n++]=pp[i];

if (zero(p[n-1].x-p[0].x)&&zero(p[n-1].y-p[0].y))

n--;

if (n<3)

n=0;

}

浮点函数

两点距离

double mydistance(const MyPoint &p1, const MyPoint &p2) {

return sqrt((p1.x - p2.x) \* (p1.x - p2.x) + (p1.y - p2.y) \* (p1.y - p2.y));

}

double distance(double x1,double y1,double x2,double y2){

return sqrt((x1-x2)\*(x1-x2)+(y1-y2)\*(y1-y2));

}

判三点共线

int dots\_inline(point p1,point p2,point p3){

return zero(xmult(p1,p2,p3));

}

int dots\_inline(double x1,double y1,double x2,double y2,double x3,double y3){

return zero(xmult(x1,y1,x2,y2,x3,y3));

}

判断点和线段关系

inline int dot\_online\_in(const MyPoint &p, const MyLine &l) {

return dot\_online\_in(p.x, p.y, l.a.x, l.a.y, l.b.x, l.b.y);

}

/\*

\* 判断点和线段关系

\* 返回

\* 0表示在线段上

\* 1表示点在线段延长线上

\* 2表示点在线段端点上

\* -1表示点与线段不共线

\*/

inline int dot\_online\_in(typec x, typec y, typec x1, typec y1, typec x2,

typec y2) {

if ((zero(x-x1) && zero(y-y1)) || (zero(x-x2) && zero(y-y2))) {

return 2;

}

if (!zero(xmult(x,y,x1,y1,x2,y2))) {

return -1;

}

if ((x1 - x) \* (x2 - x) < eps && (y1 - y) \* (y2 - y) < eps) {

return 0;

}

return 1;

}

判两点与线段位置关系

//判两点在线段同侧,点在线段上返回0

int same\_side(point p1,point p2,line l){

return xmult(l.a,p1,l.b)\*xmult(l.a,p2,l.b)>eps;

}

int same\_side(point p1,point p2,point l1,point l2){

return xmult(l1,p1,l2)\*xmult(l1,p2,l2)>eps;

}

//判两点在线段异侧,点在线段上返回0

int opposite\_side(point p1,point p2,line l){

return xmult(l.a,p1,l.b)\*xmult(l.a,p2,l.b)<-eps;

}

int opposite\_side(point p1,point p2,point l1,point l2){

return xmult(l1,p1,l2)\*xmult(l1,p2,l2)<-eps;

}

判两直线平行

int parallel(line u,line v){

return zero((u.a.x-u.b.x)\*(v.a.y-v.b.y)-(v.a.x-v.b.x)\*(u.a.y-u.b.y));

}

int parallel(point u1,point u2,point v1,point v2){

return zero((u1.x-u2.x)\*(v1.y-v2.y)-(v1.x-v2.x)\*(u1.y-u2.y));

}

判两直线垂直

int perpendicular(line u,line v){

return zero((u.a.x-u.b.x)\*(v.a.x-v.b.x)+(u.a.y-u.b.y)\*(v.a.y-v.b.y));

}

int perpendicular(point u1,point u2,point v1,point v2){

return zero((u1.x-u2.x)\*(v1.x-v2.x)+(u1.y-u2.y)\*(v1.y-v2.y));

}

判两线段相交

//包括端点和部分重合

int intersect\_in(line u,line v){

if (!dots\_inline(u.a,u.b,v.a)||!dots\_inline(u.a,u.b,v.b))

return !same\_side(u.a,u.b,v)&&!same\_side(v.a,v.b,u);

return dot\_online\_in(u.a,v)||dot\_online\_in(u.b,v)||dot\_online\_in(v.a,u)||dot\_online\_in(v.b,u);

}

int intersect\_in(point u1,point u2,point v1,point v2){

if (!dots\_inline(u1,u2,v1)||!dots\_inline(u1,u2,v2))

return !same\_side(u1,u2,v1,v2)&&!same\_side(v1,v2,u1,u2);

return dot\_online\_in(u1,v1,v2)||dot\_online\_in(u2,v1,v2)||dot\_online\_in(v1,u1,u2)||dot\_online\_in(v2,u1,u2);

}

//不包括端点和部分重合

int intersect\_ex(line u,line v){

return opposite\_side(u.a,u.b,v)&&opposite\_side(v.a,v.b,u);

}

int intersect\_ex(point u1,point u2,point v1,point v2){

return opposite\_side(u1,u2,v1,v2)&&opposite\_side(v1,v2,u1,u2);

}

计算两直线交点

//注意事先判断直线是否平行!

//线段交点请另外判线段相交(同时还是要判断是否平行!)

point intersection(line u,line v){

point ret=u.a;

double t=((u.a.x-v.a.x)\*(v.a.y-v.b.y)-(u.a.y-v.a.y)\*(v.a.x-v.b.x))

/((u.a.x-u.b.x)\*(v.a.y-v.b.y)-(u.a.y-u.b.y)\*(v.a.x-v.b.x));

ret.x+=(u.b.x-u.a.x)\*t;

ret.y+=(u.b.y-u.a.y)\*t;

return ret;

}

point intersection(point u1,point u2,point v1,point v2){

point ret=u1;

double t=((u1.x-v1.x)\*(v1.y-v2.y)-(u1.y-v1.y)\*(v1.x-v2.x))

/((u1.x-u2.x)\*(v1.y-v2.y)-(u1.y-u2.y)\*(v1.x-v2.x));

ret.x+=(u2.x-u1.x)\*t;

ret.y+=(u2.y-u1.y)\*t;

return ret;

}

点到直线上的最近点

point ptoline(point p,line l){

point t=p;

t.x+=l.a.y-l.b.y,t.y+=l.b.x-l.a.x;

return intersection(p,t,l.a,l.b);

}

point ptoline(point p,point l1,point l2){

point t=p;

t.x+=l1.y-l2.y,t.y+=l2.x-l1.x;

return intersection(p,t,l1,l2);

}

点到直线距离

double disptoline(point p,line l){

return fabs(xmult(p,l.a,l.b))/distance(l.a,l.b);

}

double disptoline(point p,point l1,point l2){

return fabs(xmult(p,l1,l2))/distance(l1,l2);

}

double disptoline(double x,double y,double x1,double y1,double x2,double y2){

return fabs(xmult(x,y,x1,y1,x2,y2))/distance(x1,y1,x2,y2);

}

点到线段上的最近点

point ptoseg(point p,line l){

point t=p;

t.x+=l.a.y-l.b.y,t.y+=l.b.x-l.a.x;

if (xmult(l.a,t,p)\*xmult(l.b,t,p)>eps)

return distance(p,l.a)<distance(p,l.b)?l.a:l.b;

return intersection(p,t,l.a,l.b);

}

point ptoseg(point p,point l1,point l2){

point t=p;

t.x+=l1.y-l2.y,t.y+=l2.x-l1.x;

if (xmult(l1,t,p)\*xmult(l2,t,p)>eps)

return distance(p,l1)<distance(p,l2)?l1:l2;

return intersection(p,t,l1,l2);

}

点到线段距离

double disptoseg(point p,line l){

point t=p;

t.x+=l.a.y-l.b.y,t.y+=l.b.x-l.a.x;

if (xmult(l.a,t,p)\*xmult(l.b,t,p)>eps)

return distance(p,l.a)<distance(p,l.b)?distance(p,l.a):distance(p,l.b);

return fabs(xmult(p,l.a,l.b))/distance(l.a,l.b);

}

double disptoseg(point p,point l1,point l2){

point t=p;

t.x+=l1.y-l2.y,t.y+=l2.x-l1.x;

if (xmult(l1,t,p)\*xmult(l2,t,p)>eps)

return distance(p,l1)<distance(p,l2)?distance(p,l1):distance(p,l2);

return fabs(xmult(p,l1,l2))/distance(l1,l2);

}

矢量V以P为顶点逆时针旋转angle并放大scale倍

point rotate(point v,point p,double angle,double scale){

point ret=p;

v.x-=p.x,v.y-=p.y;

p.x=scale\*cos(angle);

p.y=scale\*sin(angle);

ret.x+=v.x\*p.x-v.y\*p.y;

ret.y+=v.x\*p.y+v.y\*p.x;

return ret;

}

面积

公共头

struct point{double x,y;};

//计算cross product (P1-P0)x(P2-P0)

double xmult(point p1,point p2,point p0){

return (p1.x-p0.x)\*(p2.y-p0.y)-(p2.x-p0.x)\*(p1.y-p0.y);

}

double xmult(double x1,double y1,double x2,double y2,double x0,double y0){

return (x1-x0)\*(y2-y0)-(x2-x0)\*(y1-y0);

}

计算三角形面积

//输入三顶点

double area\_triangle(point p1,point p2,point p3){

return fabs(xmult(p1,p2,p3))/2;

}

double area\_triangle(double x1,double y1,double x2,double y2,double x3,double y3){

return fabs(xmult(x1,y1,x2,y2,x3,y3))/2;

}

//输入三边长

double area\_triangle(double a,double b,double c){

double s=(a+b+c)/2;

return sqrt(s\*(s-a)\*(s-b)\*(s-c));

}

计算多边形面积

//顶点按顺时针或逆时针给出

double area\_polygon(int n,point\* p){

double s1=0,s2=0;

int i;

for (i=0;i<n;i++)

s1+=p[(i+1)%n].y\*p[i].x,s2+=p[(i+1)%n].y\*p[(i+2)%n].x;

return fabs(s1-s2)/2;

}

球面

公共头

const double pi=acos(-1);

//计算圆心角lat表示纬度,-90<=w<=90,lng表示经度

//返回两点所在大圆劣弧对应圆心角,0<=angle<=pi

double angle(double lng1,double lat1,double lng2,double lat2){

double dlng=fabs(lng1-lng2)\*pi/180;

while (dlng>=pi+pi)

dlng-=pi+pi;

if (dlng>pi)

dlng=pi+pi-dlng;

lat1\*=pi/180,lat2\*=pi/180;

return acos(cos(lat1)\*cos(lat2)\*cos(dlng)+sin(lat1)\*sin(lat2));

}

计算距离,r为球半径

double line\_dist(double r,double lng1,double lat1,double lng2,double lat2){

double dlng=fabs(lng1-lng2)\*pi/180;

while (dlng>=pi+pi)

dlng-=pi+pi;

if (dlng>pi)

dlng=pi+pi-dlng;

lat1\*=pi/180,lat2\*=pi/180;

return r\*sqrt(2-2\*(cos(lat1)\*cos(lat2)\*cos(dlng)+sin(lat1)\*sin(lat2)));

}

计算球面距离,r为球半径

inline double sphere\_dist(double r,double lng1,double lat1,double lng2,double lat2){

return r\*angle(lng1,lat1,lng2,lat2);

}

三角形

公共头

struct point{double x,y;};

struct line{point a,b;};

double distance(point p1,point p2){

return sqrt((p1.x-p2.x)\*(p1.x-p2.x)+(p1.y-p2.y)\*(p1.y-p2.y));

}

point intersection(line u,line v){

point ret=u.a;

double t=((u.a.x-v.a.x)\*(v.a.y-v.b.y)-(u.a.y-v.a.y)\*(v.a.x-v.b.x))

/((u.a.x-u.b.x)\*(v.a.y-v.b.y)-(u.a.y-u.b.y)\*(v.a.x-v.b.x));

ret.x+=(u.b.x-u.a.x)\*t;

ret.y+=(u.b.y-u.a.y)\*t;

return ret;

}

外心

point circumcenter(point a,point b,point c){

line u,v;

u.a.x=(a.x+b.x)/2;

u.a.y=(a.y+b.y)/2;

u.b.x=u.a.x-a.y+b.y;

u.b.y=u.a.y+a.x-b.x;

v.a.x=(a.x+c.x)/2;

v.a.y=(a.y+c.y)/2;

v.b.x=v.a.x-a.y+c.y;

v.b.y=v.a.y+a.x-c.x;

return intersection(u,v);

}

内心

point incenter(point a,point b,point c){

line u,v;

double m,n;

u.a=a;

m=atan2(b.y-a.y,b.x-a.x);

n=atan2(c.y-a.y,c.x-a.x);

u.b.x=u.a.x+cos((m+n)/2);

u.b.y=u.a.y+sin((m+n)/2);

v.a=b;

m=atan2(a.y-b.y,a.x-b.x);

n=atan2(c.y-b.y,c.x-b.x);

v.b.x=v.a.x+cos((m+n)/2);

v.b.y=v.a.y+sin((m+n)/2);

return intersection(u,v);

}

垂心

point perpencenter(point a,point b,point c){

line u,v;

u.a=c;

u.b.x=u.a.x-a.y+b.y;

u.b.y=u.a.y+a.x-b.x;

v.a=b;

v.b.x=v.a.x-a.y+c.y;

v.b.y=v.a.y+a.x-c.x;

return intersection(u,v);

}

重心

//到三角形三顶点距离的平方和最小的点

//三角形内到三边距离之积最大的点

point barycenter(point a,point b,point c){

line u,v;

u.a.x=(a.x+b.x)/2;

u.a.y=(a.y+b.y)/2;

u.b=c;

v.a.x=(a.x+c.x)/2;

v.a.y=(a.y+c.y)/2;

v.b=b;

return intersection(u,v);

}

费马点

//到三角形三顶点距离之和最小的点

point fermentpoint(point a,point b,point c){

point u,v;

double step=fabs(a.x)+fabs(a.y)+fabs(b.x)+fabs(b.y)+fabs(c.x)+fabs(c.y);

int i,j,k;

u.x=(a.x+b.x+c.x)/3;

u.y=(a.y+b.y+c.y)/3;

while (step>1e-10)

for (k=0;k<10;step/=2,k++)

for (i=-1;i<=1;i++)

for (j=-1;j<=1;j++){

v.x=u.x+step\*i;

v.y=u.y+step\*j;

if (distance(u,a)+distance(u,b)+distance(u,c)>distance(v,a)+distance(v,b)+distance(v,c))

u=v;

}

return u;

}

三维几何

公共头

#define eps 1e-8

#define zero(x) (((x)>0?(x):-(x))<eps)

struct point3{double x,y,z;};

struct line3{point3 a,b;};

struct plane3{point3 a,b,c;};

三维叉积

point3 xmult(point3 u,point3 v){

point3 ret;

ret.x=u.y\*v.z-v.y\*u.z;

ret.y=u.z\*v.x-u.x\*v.z;

ret.z=u.x\*v.y-u.y\*v.x;

return ret;

}

三维点积

double dmult(point3 u,point3 v){

return u.x\*v.x+u.y\*v.y+u.z\*v.z;

}

矢量差 U - V

point3 subt(point3 u,point3 v){

point3 ret;

ret.x=u.x-v.x;

ret.y=u.y-v.y;

ret.z=u.z-v.z;

return ret;

}

取平面法向量

point3 pvec(plane3 s){

return xmult(subt(s.a,s.b),subt(s.b,s.c));

}

point3 pvec(point3 s1,point3 s2,point3 s3){

return xmult(subt(s1,s2),subt(s2,s3));

}

两点距离,单参数取向量大小

double distance(point3 p1,point3 p2){

return sqrt((p1.x-p2.x)\*(p1.x-p2.x)+(p1.y-p2.y)\*(p1.y-p2.y)+(p1.z-p2.z)\*(p1.z-p2.z));

}

向量大小

double vlen(point3 p){

return sqrt(p.x\*p.x+p.y\*p.y+p.z\*p.z);

}

判三点共线

int dots\_inline(point3 p1,point3 p2,point3 p3){

return vlen(xmult(subt(p1,p2),subt(p2,p3)))<eps;

}

判四点共面

int dots\_onplane(point3 a,point3 b,point3 c,point3 d){

return zero(dmult(pvec(a,b,c),subt(d,a)));

}

判点是否在线段上

//包括端点和共线

int dot\_online\_in(point3 p,line3 l){

return zero(vlen(xmult(subt(p,l.a),subt(p,l.b))))&&(l.a.x-p.x)\*(l.b.x-p.x)<eps&&

(l.a.y-p.y)\*(l.b.y-p.y)<eps&&(l.a.z-p.z)\*(l.b.z-p.z)<eps;

}

int dot\_online\_in(point3 p,point3 l1,point3 l2){

return zero(vlen(xmult(subt(p,l1),subt(p,l2))))&&(l1.x-p.x)\*(l2.x-p.x)<eps&&

(l1.y-p.y)\*(l2.y-p.y)<eps&&(l1.z-p.z)\*(l2.z-p.z)<eps;

}

//不包括端点

int dot\_online\_ex(point3 p,line3 l){

return dot\_online\_in(p,l)&&(!zero(p.x-l.a.x)||!zero(p.y-l.a.y)||!zero(p.z-l.a.z))&&

(!zero(p.x-l.b.x)||!zero(p.y-l.b.y)||!zero(p.z-l.b.z));

}

int dot\_online\_ex(point3 p,point3 l1,point3 l2){

return dot\_online\_in(p,l1,l2)&&(!zero(p.x-l1.x)||!zero(p.y-l1.y)||!zero(p.z-l1.z))&&

(!zero(p.x-l2.x)||!zero(p.y-l2.y)||!zero(p.z-l2.z));

}

判点是否在空间三角形上

//包括边界,三点共线无意义

int dot\_inplane\_in(point3 p,plane3 s){

return zero(vlen(xmult(subt(s.a,s.b),subt(s.a,s.c)))-vlen(xmult(subt(p,s.a),subt(p,s.b)))-

vlen(xmult(subt(p,s.b),subt(p,s.c)))-vlen(xmult(subt(p,s.c),subt(p,s.a))));

}

int dot\_inplane\_in(point3 p,point3 s1,point3 s2,point3 s3){

return zero(vlen(xmult(subt(s1,s2),subt(s1,s3)))-vlen(xmult(subt(p,s1),subt(p,s2)))-

vlen(xmult(subt(p,s2),subt(p,s3)))-vlen(xmult(subt(p,s3),subt(p,s1))));

}

//不包括边界,三点共线无意义

int dot\_inplane\_ex(point3 p,plane3 s){

return dot\_inplane\_in(p,s)&&vlen(xmult(subt(p,s.a),subt(p,s.b)))>eps&&

vlen(xmult(subt(p,s.b),subt(p,s.c)))>eps&&vlen(xmult(subt(p,s.c),subt(p,s.a)))>eps;

}

int dot\_inplane\_ex(point3 p,point3 s1,point3 s2,point3 s3){

return dot\_inplane\_in(p,s1,s2,s3)&&vlen(xmult(subt(p,s1),subt(p,s2)))>eps&&

vlen(xmult(subt(p,s2),subt(p,s3)))>eps&&vlen(xmult(subt(p,s3),subt(p,s1)))>eps;

}

判两点在线段同侧

//点在线段上返回0,不共面无意义

int same\_side(point3 p1,point3 p2,line3 l){

return dmult(xmult(subt(l.a,l.b),subt(p1,l.b)),xmult(subt(l.a,l.b),subt(p2,l.b)))>eps;

}

int same\_side(point3 p1,point3 p2,point3 l1,point3 l2){

return dmult(xmult(subt(l1,l2),subt(p1,l2)),xmult(subt(l1,l2),subt(p2,l2)))>eps;

}

//判两点在平面同侧,点在平面上返回0

int same\_side(point3 p1,point3 p2,plane3 s){

return dmult(pvec(s),subt(p1,s.a))\*dmult(pvec(s),subt(p2,s.a))>eps;

}

int same\_side(point3 p1,point3 p2,point3 s1,point3 s2,point3 s3){

return dmult(pvec(s1,s2,s3),subt(p1,s1))\*dmult(pvec(s1,s2,s3),subt(p2,s1))>eps;

}

判两点在线段异侧

//点在线段上返回0,不共面无意义

int opposite\_side(point3 p1,point3 p2,line3 l){

return dmult(xmult(subt(l.a,l.b),subt(p1,l.b)),xmult(subt(l.a,l.b),subt(p2,l.b)))<-eps;

}

int opposite\_side(point3 p1,point3 p2,point3 l1,point3 l2){

return dmult(xmult(subt(l1,l2),subt(p1,l2)),xmult(subt(l1,l2),subt(p2,l2)))<-eps;

}

//点在平面上返回0

int opposite\_side(point3 p1,point3 p2,plane3 s){

return dmult(pvec(s),subt(p1,s.a))\*dmult(pvec(s),subt(p2,s.a))<-eps;

}

int opposite\_side(point3 p1,point3 p2,point3 s1,point3 s2,point3 s3){

return dmult(pvec(s1,s2,s3),subt(p1,s1))\*dmult(pvec(s1,s2,s3),subt(p2,s1))<-eps;

}

判两直线平行

int parallel(line3 u,line3 v){

return vlen(xmult(subt(u.a,u.b),subt(v.a,v.b)))<eps;

}

int parallel(point3 u1,point3 u2,point3 v1,point3 v2){

return vlen(xmult(subt(u1,u2),subt(v1,v2)))<eps;

}

判两平面平行

int parallel(plane3 u,plane3 v){

return vlen(xmult(pvec(u),pvec(v)))<eps;

}

int parallel(point3 u1,point3 u2,point3 u3,point3 v1,point3 v2,point3 v3){

return vlen(xmult(pvec(u1,u2,u3),pvec(v1,v2,v3)))<eps;

}

判直线与平面平行

int parallel(line3 l,plane3 s){

return zero(dmult(subt(l.a,l.b),pvec(s)));

}

int parallel(point3 l1,point3 l2,point3 s1,point3 s2,point3 s3){

return zero(dmult(subt(l1,l2),pvec(s1,s2,s3)));

}

判两直线垂直

int perpendicular(line3 u,line3 v){

return zero(dmult(subt(u.a,u.b),subt(v.a,v.b)));

}

int perpendicular(point3 u1,point3 u2,point3 v1,point3 v2){

return zero(dmult(subt(u1,u2),subt(v1,v2)));

}

判两平面垂直

int perpendicular(plane3 u,plane3 v){

return zero(dmult(pvec(u),pvec(v)));

}

int perpendicular(point3 u1,point3 u2,point3 u3,point3 v1,point3 v2,point3 v3){

return zero(dmult(pvec(u1,u2,u3),pvec(v1,v2,v3)));

}

判直线与平面平行

int perpendicular(line3 l,plane3 s){

return vlen(xmult(subt(l.a,l.b),pvec(s)))<eps;

}

int perpendicular(point3 l1,point3 l2,point3 s1,point3 s2,point3 s3){

return vlen(xmult(subt(l1,l2),pvec(s1,s2,s3)))<eps;

}

判两线段相交

//包括端点和部分重合

int intersect\_in(line3 u,line3 v){

if (!dots\_onplane(u.a,u.b,v.a,v.b))

return 0;

if (!dots\_inline(u.a,u.b,v.a)||!dots\_inline(u.a,u.b,v.b))

return !same\_side(u.a,u.b,v)&&!same\_side(v.a,v.b,u);

return dot\_online\_in(u.a,v)||dot\_online\_in(u.b,v)||dot\_online\_in(v.a,u)||dot\_online\_in(v.b,u);

}

int intersect\_in(point3 u1,point3 u2,point3 v1,point3 v2){

if (!dots\_onplane(u1,u2,v1,v2))

return 0;

if (!dots\_inline(u1,u2,v1)||!dots\_inline(u1,u2,v2))

return !same\_side(u1,u2,v1,v2)&&!same\_side(v1,v2,u1,u2);

return dot\_online\_in(u1,v1,v2)||dot\_online\_in(u2,v1,v2)||dot\_online\_in(v1,u1,u2)||dot\_online\_in(v2,u1,u2);

}

//不包括端点和部分重合

int intersect\_ex(line3 u,line3 v){

return dots\_onplane(u.a,u.b,v.a,v.b)&&opposite\_side(u.a,u.b,v)&&opposite\_side(v.a,v.b,u);

}

int intersect\_ex(point3 u1,point3 u2,point3 v1,point3 v2){

return dots\_onplane(u1,u2,v1,v2)&&opposite\_side(u1,u2,v1,v2)&&opposite\_side(v1,v2,u1,u2);

}

判线段与空间三角形相交

//包括交于边界和(部分)包含

int intersect\_in(line3 l,plane3 s){

return !same\_side(l.a,l.b,s)&&!same\_side(s.a,s.b,l.a,l.b,s.c)&&

!same\_side(s.b,s.c,l.a,l.b,s.a)&&!same\_side(s.c,s.a,l.a,l.b,s.b);

}

int intersect\_in(point3 l1,point3 l2,point3 s1,point3 s2,point3 s3){

return !same\_side(l1,l2,s1,s2,s3)&&!same\_side(s1,s2,l1,l2,s3)&&

!same\_side(s2,s3,l1,l2,s1)&&!same\_side(s3,s1,l1,l2,s2);

}

//不包括交于边界和(部分)包含

int intersect\_ex(line3 l,plane3 s){

return opposite\_side(l.a,l.b,s)&&opposite\_side(s.a,s.b,l.a,l.b,s.c)&&

opposite\_side(s.b,s.c,l.a,l.b,s.a)&&opposite\_side(s.c,s.a,l.a,l.b,s.b);

}

int intersect\_ex(point3 l1,point3 l2,point3 s1,point3 s2,point3 s3){

return opposite\_side(l1,l2,s1,s2,s3)&&opposite\_side(s1,s2,l1,l2,s3)&&

opposite\_side(s2,s3,l1,l2,s1)&&opposite\_side(s3,s1,l1,l2,s2);

}

计算两直线交点

//注意事先判断直线是否共面和平行!

//线段交点请另外判线段相交(同时还是要判断是否平行!)

point3 intersection(line3 u,line3 v){

point3 ret=u.a;

double t=((u.a.x-v.a.x)\*(v.a.y-v.b.y)-(u.a.y-v.a.y)\*(v.a.x-v.b.x))

/((u.a.x-u.b.x)\*(v.a.y-v.b.y)-(u.a.y-u.b.y)\*(v.a.x-v.b.x));

ret.x+=(u.b.x-u.a.x)\*t;

ret.y+=(u.b.y-u.a.y)\*t;

ret.z+=(u.b.z-u.a.z)\*t;

return ret;

}

point3 intersection(point3 u1,point3 u2,point3 v1,point3 v2){

point3 ret=u1;

double t=((u1.x-v1.x)\*(v1.y-v2.y)-(u1.y-v1.y)\*(v1.x-v2.x))

/((u1.x-u2.x)\*(v1.y-v2.y)-(u1.y-u2.y)\*(v1.x-v2.x));

ret.x+=(u2.x-u1.x)\*t;

ret.y+=(u2.y-u1.y)\*t;

ret.z+=(u2.z-u1.z)\*t;

return ret;

}

计算直线与平面交点

//注意事先判断是否平行,并保证三点不共线!

//线段和空间三角形交点请另外判断

point3 intersection(line3 l,plane3 s){

point3 ret=pvec(s);

double t=(ret.x\*(s.a.x-l.a.x)+ret.y\*(s.a.y-l.a.y)+ret.z\*(s.a.z-l.a.z))/

(ret.x\*(l.b.x-l.a.x)+ret.y\*(l.b.y-l.a.y)+ret.z\*(l.b.z-l.a.z));

ret.x=l.a.x+(l.b.x-l.a.x)\*t;

ret.y=l.a.y+(l.b.y-l.a.y)\*t;

ret.z=l.a.z+(l.b.z-l.a.z)\*t;

return ret;

}

point3 intersection(point3 l1,point3 l2,point3 s1,point3 s2,point3 s3){

point3 ret=pvec(s1,s2,s3);

double t=(ret.x\*(s1.x-l1.x)+ret.y\*(s1.y-l1.y)+ret.z\*(s1.z-l1.z))/

(ret.x\*(l2.x-l1.x)+ret.y\*(l2.y-l1.y)+ret.z\*(l2.z-l1.z));

ret.x=l1.x+(l2.x-l1.x)\*t;

ret.y=l1.y+(l2.y-l1.y)\*t;

ret.z=l1.z+(l2.z-l1.z)\*t;

return ret;

}

计算两平面交线

//注意事先判断是否平行,并保证三点不共线!

line3 intersection(plane3 u,plane3 v){

line3 ret;

ret.a=parallel(v.a,v.b,u.a,u.b,u.c)?intersection(v.b,v.c,u.a,u.b,u.c):intersection(v.a,v.b,u.a,u.b,u.c);

ret.b=parallel(v.c,v.a,u.a,u.b,u.c)?intersection(v.b,v.c,u.a,u.b,u.c):intersection(v.c,v.a,u.a,u.b,u.c);

return ret;

}

line3 intersection(point3 u1,point3 u2,point3 u3,point3 v1,point3 v2,point3 v3){

line3 ret;

ret.a=parallel(v1,v2,u1,u2,u3)?intersection(v2,v3,u1,u2,u3):intersection(v1,v2,u1,u2,u3);

ret.b=parallel(v3,v1,u1,u2,u3)?intersection(v2,v3,u1,u2,u3):intersection(v3,v1,u1,u2,u3);

return ret;

}

点到直线距离

double ptoline(point3 p,line3 l){

return vlen(xmult(subt(p,l.a),subt(l.b,l.a)))/distance(l.a,l.b);

}

double ptoline(point3 p,point3 l1,point3 l2){

return vlen(xmult(subt(p,l1),subt(l2,l1)))/distance(l1,l2);

}

点到平面距离

double ptoplane(point3 p,plane3 s){

return fabs(dmult(pvec(s),subt(p,s.a)))/vlen(pvec(s));

}

double ptoplane(point3 p,point3 s1,point3 s2,point3 s3){

return fabs(dmult(pvec(s1,s2,s3),subt(p,s1)))/vlen(pvec(s1,s2,s3));

}

直线到直线距离

double linetoline(line3 u,line3 v){

point3 n=xmult(subt(u.a,u.b),subt(v.a,v.b));

return fabs(dmult(subt(u.a,v.a),n))/vlen(n);

}

double linetoline(point3 u1,point3 u2,point3 v1,point3 v2){

point3 n=xmult(subt(u1,u2),subt(v1,v2));

return fabs(dmult(subt(u1,v1),n))/vlen(n);

}

两直线夹角cos值

double angle\_cos(line3 u,line3 v){

return dmult(subt(u.a,u.b),subt(v.a,v.b))/vlen(subt(u.a,u.b))/vlen(subt(v.a,v.b));

}

double angle\_cos(point3 u1,point3 u2,point3 v1,point3 v2){

return dmult(subt(u1,u2),subt(v1,v2))/vlen(subt(u1,u2))/vlen(subt(v1,v2));

}

两平面夹角cos值

double angle\_cos(plane3 u,plane3 v){

return dmult(pvec(u),pvec(v))/vlen(pvec(u))/vlen(pvec(v));

}

double angle\_cos(point3 u1,point3 u2,point3 u3,point3 v1,point3 v2,point3 v3){

return dmult(pvec(u1,u2,u3),pvec(v1,v2,v3))/vlen(pvec(u1,u2,u3))/vlen(pvec(v1,v2,v3));

}

直线平面夹角sin值

double angle\_sin(line3 l,plane3 s){

return dmult(subt(l.a,l.b),pvec(s))/vlen(subt(l.a,l.b))/vlen(pvec(s));

}

double angle\_sin(point3 l1,point3 l2,point3 s1,point3 s2,point3 s3){

return dmult(subt(l1,l2),pvec(s1,s2,s3))/vlen(subt(l1,l2))/vlen(pvec(s1,s2,s3));

}

构造凸包

//graham算法O(nlogn)

MyPoint p1, p2;

inline bool graham\_less(const MyPoint& a, const MyPoint& b) {

double ret = xmult(a, b, p1);

if (zero(ret)) {

return xmult(a, b, p2) < 0;

} else {

return ret < 0;

}

}

void \_graham(int n, MyPoint\* p, int& s, MyPoint\* ch) {

int i, k = 0;

for (p1 = p2 = p[0], i = 1; i < n; p2.x += p[i].x, p2.y += p[i].y, i++) {

if (p1.y - p[i].y > eps || (zero(p1.y - p[i].y) && p1.x > p[i].x)) {

p1 = p[k = i];

}

}

p2.x /= n, p2.y /= n;

p[k] = p[0], p[0] = p1;

sort(p + 1, p + n, graham\_less);

for (ch[0] = p[0], ch[1] = p[1], ch[2] = p[2], s = i = 3; i < n; ch[s++] =

p[i++]) {

for (; s > 2 && xmult(ch[s - 2], p[i], ch[s - 1]) < -eps; s--) {

;

}

}

}

//构造凸包接口函数,传入原始点集大小n,点集p(p原有顺序会被打乱!)

//返回凸包大小,凸包的点在convex中

//参数maxsize为1包含共线点,为0不包含共线点，参数clockwise为1顺时针构造,为0逆时针构造

//在输入仅有若干共线点时算法不稳定,可能有此类情况请另行处理!

//不能去掉点集中重合的点

int graham(int n, MyPoint\* p, MyPoint\* convex, int maxsize = 1, int dir = 1) {

MyPoint\* temp = new MyPoint[n];

int s, i;

\_graham(n, p, s, temp);

convex[0] = temp[0], n = 1, i = (dir ? 1 : (s - 1));

for (; dir ? (i < s) : i; i += (dir ? 1 : -1) ) {

if (maxsize || !zero(xmult(temp[i-1],temp[i],temp[(i+1)%s]))) {

convex[n++]=temp[i];

}

}

delete[] temp;

return n;

}

网格

//公共头

多边形上的网格点个数

int grid\_onedge(int n,point\* p){

int i,ret=0;

for (i=0;i<n;i++)

ret+=gcd(fabs(p[i].x-p[(i+1)%n].x),fabs(p[i].y-p[(i+1)%n].y));

return ret;

}

多边形内的网格点个数

int grid\_inside(int n,point\* p){

int i,ret=0;

for (i=0;i<n;i++)

ret+=p[(i+1)%n].y\*(p[i].x-p[(i+2)%n].x);

return (abs(ret)-grid\_onedge(n,p))/2+1;

}

圆

double disptoline(point p,point l1,point l2){

return fabs(xmult(p,l1,l2))/distance(l1,l2);

}

point intersection(point u1,point u2,point v1,point v2){

point ret=u1;

double t=((u1.x-v1.x)\*(v1.y-v2.y)-(u1.y-v1.y)\*(v1.x-v2.x))

/((u1.x-u2.x)\*(v1.y-v2.y)-(u1.y-u2.y)\*(v1.x-v2.x));

ret.x+=(u2.x-u1.x)\*t;

ret.y+=(u2.y-u1.y)\*t;

return ret;

}

判直线和圆相交

//包括相切

int intersect\_line\_circle(point c,double r,point l1,point l2){

return disptoline(c,l1,l2)<r+eps;

}

判线段和圆相交

//包括端点和相切

int intersect\_seg\_circle(point c,double r,point l1,point l2){

double t1=distance(c,l1)-r,t2=distance(c,l2)-r;

point t=c;

if (t1<eps||t2<eps)

return t1>-eps||t2>-eps;

t.x+=l1.y-l2.y;

t.y+=l2.x-l1.x;

return xmult(l1,c,t)\*xmult(l2,c,t)<eps&&disptoline(c,l1,l2)-r<eps;

}

判圆和圆相交,包括相切

int intersect\_circle\_circle(point c1,double r1,point c2,double r2){

return distance(c1,c2)<r1+r2+eps&&distance(c1,c2)>fabs(r1-r2)-eps;

}

计算圆上到点p最近点

//如p与圆心重合,返回p本身

point dot\_to\_circle(point c,double r,point p){

point u,v;

if (distance(p,c)<eps)

return p;

u.x=c.x+r\*fabs(c.x-p.x)/distance(c,p);

u.y=c.y+r\*fabs(c.y-p.y)/distance(c,p)\*((c.x-p.x)\*(c.y-p.y)<0?-1:1);

v.x=c.x-r\*fabs(c.x-p.x)/distance(c,p);

v.y=c.y-r\*fabs(c.y-p.y)/distance(c,p)\*((c.x-p.x)\*(c.y-p.y)<0?-1:1);

return distance(u,p)<distance(v,p)?u:v;

}

计算直线与圆的交点

//保证直线与圆有交点

//计算线段与圆的交点可用这个函数后判点是否在线段上

void intersection\_line\_circle(point c,double r,point l1,point l2,point& p1,point& p2){

point p=c;

double t;

p.x+=l1.y-l2.y;

p.y+=l2.x-l1.x;

p=intersection(p,c,l1,l2);

t=sqrt(r\*r-distance(p,c)\*distance(p,c))/distance(l1,l2);

p1.x=p.x+(l2.x-l1.x)\*t;

p1.y=p.y+(l2.y-l1.y)\*t;

p2.x=p.x-(l2.x-l1.x)\*t;

p2.y=p.y-(l2.y-l1.y)\*t;

}

计算圆与圆的交点

//保证圆与圆有交点,圆心不重合

void intersection\_circle\_circle(point c1,double r1,point c2,double r2,point& p1,point& p2){

point u,v;

double t;

t=(1+(r1\*r1-r2\*r2)/distance(c1,c2)/distance(c1,c2))/2;

u.x=c1.x+(c2.x-c1.x)\*t;

u.y=c1.y+(c2.y-c1.y)\*t;

v.x=u.x+c1.y-c2.y;

v.y=u.y-c1.x+c2.x;

intersection\_line\_circle(c1,r1,u,v,p1,p2);

}

整数函数

公共头

//注意某些情况下整数运算会出界!

#define sign(a) ((a)>0?1:(((a)<0?-1:0)))

struct point{int x,y;};

struct line{point a,b;};

判三点共线

int dots\_inline(point p1,point p2,point p3){

return !xmult(p1,p2,p3);

}

int dots\_inline(int x1,int y1,int x2,int y2,int x3,int y3){

return !xmult(x1,y1,x2,y2,x3,y3);

}

判点是否在线段上

//包括端点和部分重合

int dot\_online\_in(point p,line l){

return !xmult(p,l.a,l.b)&&(l.a.x-p.x)\*(l.b.x-p.x)<=0&&(l.a.y-p.y)\*(l.b.y-p.y)<=0;

}

int dot\_online\_in(point p,point l1,point l2){

return !xmult(p,l1,l2)&&(l1.x-p.x)\*(l2.x-p.x)<=0&&(l1.y-p.y)\*(l2.y-p.y)<=0;

}

int dot\_online\_in(int x,int y,int x1,int y1,int x2,int y2){

return !xmult(x,y,x1,y1,x2,y2)&&(x1-x)\*(x2-x)<=0&&(y1-y)\*(y2-y)<=0;

}

//不包括端点

int dot\_online\_ex(point p,line l){

return dot\_online\_in(p,l)&&(p.x!=l.a.x||p.y!=l.a.y)&&(p.x!=l.b.x||p.y!=l.b.y);

}

int dot\_online\_ex(point p,point l1,point l2){

return dot\_online\_in(p,l1,l2)&&(p.x!=l1.x||p.y!=l1.y)&&(p.x!=l2.x||p.y!=l2.y);

}

int dot\_online\_ex(int x,int y,int x1,int y1,int x2,int y2){

return dot\_online\_in(x,y,x1,y1,x2,y2)&&(x!=x1||y!=y1)&&(x!=x2||y!=y2);

}

判两点在直线同侧

//点在直线上返回0

int same\_side(point p1,point p2,line l){

return sign(xmult(l.a,p1,l.b))\*xmult(l.a,p2,l.b)>0;

}

int same\_side(point p1,point p2,point l1,point l2){

return sign(xmult(l1,p1,l2))\*xmult(l1,p2,l2)>0;

}

判两点在直线异侧

//点在直线上返回0

int opposite\_side(point p1,point p2,line l){

return sign(xmult(l.a,p1,l.b))\*xmult(l.a,p2,l.b)<0;

}

int opposite\_side(point p1,point p2,point l1,point l2){

return sign(xmult(l1,p1,l2))\*xmult(l1,p2,l2)<0;

}

判两直线平行

int parallel(line u,line v){

return (u.a.x-u.b.x)\*(v.a.y-v.b.y)==(v.a.x-v.b.x)\*(u.a.y-u.b.y);

}

int parallel(point u1,point u2,point v1,point v2){

return (u1.x-u2.x)\*(v1.y-v2.y)==(v1.x-v2.x)\*(u1.y-u2.y);

}

判两直线垂直

int perpendicular(line u,line v){

return (u.a.x-u.b.x)\*(v.a.x-v.b.x)==-(u.a.y-u.b.y)\*(v.a.y-v.b.y);

}

int perpendicular(point u1,point u2,point v1,point v2){

return (u1.x-u2.x)\*(v1.x-v2.x)==-(u1.y-u2.y)\*(v1.y-v2.y);

}

判两线段相交

//包括端点和部分重合

int intersect\_in(line u,line v){

if (!dots\_inline(u.a,u.b,v.a)||!dots\_inline(u.a,u.b,v.b))

return !same\_side(u.a,u.b,v)&&!same\_side(v.a,v.b,u);

return dot\_online\_in(u.a,v)||dot\_online\_in(u.b,v)||dot\_online\_in(v.a,u)||dot\_online\_in(v.b,u);

}

int intersect\_in(point u1,point u2,point v1,point v2){

if (!dots\_inline(u1,u2,v1)||!dots\_inline(u1,u2,v2))

return !same\_side(u1,u2,v1,v2)&&!same\_side(v1,v2,u1,u2);

return dot\_online\_in(u1,v1,v2)||dot\_online\_in(u2,v1,v2)||dot\_online\_in(v1,u1,u2)||dot\_online\_in(v2,u1,u2);

}

//不包括端点和部分重合

int intersect\_ex(line u,line v){

return opposite\_side(u.a,u.b,v)&&opposite\_side(v.a,v.b,u);

}

int intersect\_ex(point u1,point u2,point v1,point v2){

return opposite\_side(u1,u2,v1,v2)&&opposite\_side(v1,v2,u1,u2);

}

旋转卡壳法求凸包直径

int rotating\_calipers(Xpoint \*ch, int n)

{

int q = 1, ans = 0;

ch[n] = ch[0];

for (int p = 0; p < n; p++)

{

while (cross(ch[p + 1], ch[q + 1], ch[p]) > cross(ch[p + 1], ch[q], ch[p]))

q = (q + 1) % n;

ans = max(ans, max(dist2(ch[p], ch[q]), dist2(ch[p + 1], ch[q + 1])));

}

return ans;

}

是否是凸包（要求逆时针）

bool convex()

{

for (int i = 0; i < n; i++)

if (dblcmp(xmult(point[(i + 1) % n] - point[i], point[(i + 2) % n] - point[(i + 1) % n])) < 0)

return false;

return true;

}

点是否在凸包内（要求逆时针）

bool inconvex(Point &peg)

{

for (int i = 0; i < n; i++)

if (dblcmp(xmult(point[(i + 1) % n] - point[i], peg - point[(i + 1) % n])) <= 0)

return false;

return true;

}

欧拉回路（无向图）

#define nmax 1001

int n, m, mark[nmax], num[nmax], map[nmax][nmax];

void dfs(int s) {

mark[s] = 0;

int i;

for (i = 1; i <= n; i++) {

if (map[s][i] && mark[i]) {

dfs(i);

}

}

}

void solve() {

int i;

for (i = 1; i <= n; i++) {

if (num[i] & 1) {

puts("no");

return;

}

}

dfs(1);

for (i = 1; i <= n; i++) {

if (mark[i]) {

puts("no");

return;

}

}

puts("yes");

}

int main() {

int t, i, j, a, b;

while (scanf("%d", &t) != EOF) {

while (t--) {

scanf("%d %d", &n, &m);

for (i = 0; i <= n; i++) {

for (j = 0; j <= n; j++) {

map[i][j] = 0;

}

mark[i] = 1;

num[i] = 0;

}

for (i = 0; i < m; i++) {

scanf("%d %d", &a, &b);

map[a][b] = 1, map[b][a] = 1;

num[a]++, num[b]++;

}

solve();

}

}

return 0;

}

点在多边形内（转角法）

#define nmax 110

#define pi acos(-1.0)

#define eps 1e-8

typedef struct point {

double x, y;

} point;

point Point[nmax], p, a, b;

double cross\_product(point p0, point p1, point p2) {

return (p0.x - p1.x) \* (p0.y - p2.y) - (p0.y - p1.y) \* (p0.x - p2.x);

}

double dot\_product(point p0, point p1, point p2) {

return (p0.x - p1.x) \* (p0.x - p2.x) + (p0.y - p1.y) \* (p0.y - p2.y);

}

double pDistans(point n, point m) {

return ((n.x - m.x) \* (n.x - m.x) + (n.y - m.y) \* (n.y - m.y));

}

void solve(int n) {

if (n < 3) {

puts("no");

return;

}

int i;

double temp, res;

for (i = 0, res = 0.0; i < n; i++) {

a = Point[i], b = Point[(i + 1) % n];

temp = cross\_product(p, a, b);

if (temp > 0) {

res += acos(

dot\_product(p, a, b)

/ sqrt(pDistans(p, a) \* pDistans(p, b)));

} else {

res -= acos(

dot\_product(p, a, b)

/ sqrt(pDistans(p, a) \* pDistans(p, b)));

}

}

res = fabs(res / pi) - 2.0;

if (fabs(res) < eps) {

puts("yes");

} else {

puts("no");

}

}

int main() {

int t, i, n;

while (scanf("%d", &t) != EOF) {

while (t--) {

scanf("%d", &n);

scanf("%lf %lf", &p.x, &p.y);

for (i = 0; i < n; i++) {

scanf("%lf %lf", &Point[i].x, &Point[i].y);

}

solve(n);

}

}

return 0;

}

Pick公式

//整点多边形的面积=内部整点个数+边上的整点个数/2 - 1

struct Point {

int x; int y;

};

//叉积

int VectorProduct(Point a, Point b, Point c) {

return (a.x - b.x) \* (a.y - c.y) - (a.x - c.x) \* (a.y - b.y);

}

int Gcd(int x, int y) {

if (x < 0)

x = -x;

if (y < 0)

y = -y;

int r = 1;

if (y == 0)

return x;

while (r) {

r = x % y;

if (r) {

x = y; y = r;

}

}

return y;

}

int main() {

Point point[3];

int area, numpoint, res;

while (scanf("%d %d %d %d %d %d", &point[0].x, &point[0].y, &point[1].x,

&point[1].y, &point[2].x, &point[2].y) != EOF) {

if (point[0].x == 0 && point[0].y == 0 && point[1].x == 0 && point[1].y

== 0 && point[2].x == 0 && point[2].y == 0)

break;

area = abs(VectorProduct(point[0], point[1], point[2])) / 2;

numpoint = Gcd(point[0].x - point[1].x, point[0].y - point[1].y) + Gcd(

point[0].x - point[2].x, point[0].y - point[2].y) + Gcd(

point[1].x - point[2].x, point[1].y - point[2].y);

res = area - numpoint / 2 + 1;

printf("%d\n", res);

}

return 0;

}

极坐标排序与二分查找

//天津2010网络赛题

const int MAXN = 705;

const double PI = acos(-1);

typedef struct {

int x; int y;

} MyPoint;

int N;

MyPoint points[MAXN];

double angs[MAXN][MAXN];

int findindex(double \*angarray, double ang) {

int low, mid, high;

low = 0;

high = N - 2;

while (low <= high) {

mid = (low + high) / 2;

if (angarray[mid] > ang) {

high = mid - 1;

} else {

low = mid + 1;

}

}

return low;

}

void work() {

int T, i, j, tempindex, center;

long long tu, ao, num, tempnum;

double oppang;

scanf("%d", &T);

while (T--) {

scanf("%d", &N);

for (i = 0; i < N; i++) {

scanf("%d%d", &points[i].x, &points[i].y);

}

tu = ((long long) N) \* (N - 1) \* (N - 2) \* (N - 3) / 24;

for (i = 0; i < N; i++) {

tempindex = 0;

for (j = 0; j < N; j++) {

if (j != i) {

angs[i][tempindex++] = atan2(points[j].y - points[i].y,

points[j].x - points[i].x);

}

}

sort(angs[i], angs[i] + N - 1);

}

ao = ((long long) (N - 1)) \* (N - 2) \* (N - 3) / 6;

for (center = 0; center < N; center++) {

tempnum = 0;

for (i = 0; i < N - 1; i++) {

if (angs[center][i] > 0) {

oppang = angs[center][i] - PI;

} else {

oppang = angs[center][i] + PI;

}

j = findindex(angs[center], oppang);

num = (j + N - i - 2) % (N - 1);

tempnum += num \* (num - 1) / 2;

}

tu -= ao - tempnum;

}

printf("%I64d\n", tu);

}

}

int main() {

work();

return 0;

}

1. 其它

高精度样例-大数阶乘函数

void dashujiecheng(int N) {

int a[10000]={1,0},temp,i,j,k;

int X=1;

for(i=2;i<=N;i++) {

for(j=0;j<X;j++) {

a[j]\*=i;

}

for(k=0;k<X;k++) {

if(a[k]>=10000) {

if(X==k+1)

X++;

temp=a[k]%10000;

a[k+1]+=(a[k]-temp)/10000;

a[k]=temp;

}

}

}

cout<<a[X-1];

for(k=X-2;k>=0;k--) {

if(a[k]<1000)

cout<<0;

if(a[k]<100)

cout<<0;

if(a[k]<10)

cout<<0;

cout<<a[k];

}

cout<<endl;

}

递归下降法样例-表达式求值

//杭电4140题几乎完整代码，

typedef long long LL;

int x, cef,idx; bool sg; LL res;

LL pw(int x, int a){

LL d = 1, b = x;

while (a) {

if (a & 1) d \*= b;

b \*= b; a >>= 1;

}

return d;

}

char peek(){

char c = getchar();

ungetc(c, stdin);

return c;

}

void skip(){

int c = getchar();

while(c <= ' ') { c = getchar();}

ungetc(c, stdin);

}

bool expect(int ch){

if (peek() == ch) {

getchar(); return true;

}

return false;

}

void sign\_(){

if (expect('-')) {

sg = false;

} else {

expect('+'); sg = true;

}

}

void coef\_(){

if (peek() >= '0' && peek() <= '9')

scanf("%d", &cef);

else

cef = 1;

}

void index\_(){

if (expect('X')) {

if (expect('^')) {

scanf("%d", &idx);

} else {

idx = 1;

}

} else {

idx = 0;

}

}

void term(){

sign\_();

coef\_();

index\_();

res += (sg ? cef : -cef) \* pw(x, idx);

}

void run(){

char ch;

res = 0;

skip();

do {

term();

ch = peek();

} while (ch == '+' || ch == '-');

}

int main() {

int T;

scanf("%d", &T);

for(int t = 1; t <= T; t++) {

scanf("%d", &x);

run();

printf("Case #%d: %I64d\n", t, res);

}

return 0;

}

若干STL数据结构用法

优先队列先弹出小整数的定义方法priority\_queue<int,vector<int>,greater<int> >

其中greater<int>为一个结构体模板，形式如下

struct greater {

bool

operator()(const int &i1, const int &i2) const

{ return i1 < i2; }

};

可按此形式写出自定义的比较方法

Copy函数的用法举例

int myarray[20] = {6, 1, 3, 5, 2};

set<int> myset;

copy(myarray, myarray + 5, inserter(myset, myset.begin()));

vector<int> myvector;

copy(myset.begin(), myset.end(), inserter(myvector, myvector.begin()));

copy(myvector.begin(), myvector.end(), ostream\_iterator<int>(cout, "\t"));

如上代码可以输出1 2 3 5 6

Java正则表达式用法样例

public static void main(String[] args) {

String str;

Pattern p = Pattern.compile("long long", Pattern.CASE\_INSENSITIVE);

Matcher m;

while (cin.hasNextLine()) {

str = cin.nextLine();

while (true) {

m = p.matcher(str);

if(!m.find()){

break;

}

str = m.replaceFirst("LL");

}

System.out.println(str);

}

}
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1. GNU C与ANSI C的区别

有些编译器不支持strrev函数